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Abstract

This thesis is devoted to 2D and 3D modeling of urban environments using structured representations and grammars. Our approach introduces a semantic representation for buildings that encodes expected architectural constraints and is able to derive complex instances using fairly simple grammars.

Furthermore, we propose two novel inference algorithms to parse images using such grammars. To this end, a steepest ascent hill climbing concept is considered to derive the grammar and the corresponding parameters from a single facade view. It combines the grammar constraints with the expected visual properties of the different architectural elements. Towards addressing more complex scenarios and incorporating 3D information, a second inference strategy based on evolutionary computational algorithms is adopted to optimize a two-component objective function introducing depth cues.

The proposed framework was evaluated qualitatively and quantitatively on a benchmark of annotated facades, demonstrating robustness to challenging situations. Substantial improvement due to the strong grammatical context was shown in comparison to the performance of the same appearance models coupled with local priors. Therefore, our approach provides powerful techniques in response to increasing demand on large scale 3D modeling of real environments through compact, structured and semantic representations, while opening new perspectives for image understanding.

keywords: architectural image-based modeling, shape grammars, inference, appearance models, multi-view reconstruction

Résumé

La présente thèse est consacrée à la modélisation 2D et 3D d'environnements urbains à l'aide de représentations structurées et de grammaires de formes. Notre approche consiste à introduire une représentation sémantique de bâtiments, qui encode les contraintes architecturales attendues, et qui soit capable de traiter des exemples complexes en utilisant des grammaires très simples.

En outre, nous proposons deux nouveaux algorithmes d'inférence permettant l'analyse grammaticale d'images en utilisant ces grammaires. En premier lieu, un algorithme dit de hill climbing permet d'extraire les règles de grammaire et les paramètres correspondants à partir d'une vue unique d'une façade. Ce concept combine astucieusement les contraintes grammaticales et les propriétés visuelles attendues pour les différents éléments architecturaux. Cependant, afin de pouvoir traiter de cas plus complexes et également d'incorporer de l'information 3D, une deuxième stratégie d'inférence basée sur des algorithmes évolutionnaires a été adoptée pour optimiser un fonction à deux objectifs qui introduit notamment des notions de profondeur.

Le système proposé a été évalué tant qualitativement que quantitativement sur un panel de façades de référence toute munies d'annotations, démontrant ainsi sa robustesse face à des situations d'abords difficiles. Grâce à la force du contexte grammatical, des améliorations substantielles ont été démontrées par rapport aux performances des mêmes modèles couplés à des a priori uniquement locaux. Par conséquent, notre approche fournit des outils puissants permettant de faire face à la demande croissante en modélisation 3D d'environnements réels à large échelle, grâce à des représentations sémantiques compactes et structurées. Ce travail ouvre par ailleurs un vaste champ de perspectives pour le domaine de l'interprétation d'images. 

Introduction

This thesis aims at addressing 3D city modeling that is to say modeling of existing large-scale urban environments. Despite important advances from industrial and scientific view point which to a certain extent address this demand, it is still considered a challenging problem. The effort required to provide full large scale reconstruction of a cities like Paris is significant since one has to address compactness, scalability and modularity.

In this introductory chapter, we will motivate the rational of our work and position the thesis in the general context of 3D modeling. This part will be tackled from the industrial point of view in section 1.1. In particular, we will explain the current status of city modeling, and the challenges it poses. Then, in section 1.2, the principal ideas developed in this work are expressed. Finally, after clarifying the context of the thesis, we will identify its main objectives and discuss how these objectives were addressed on the developed approach.

Industrial Context

Importance of Computer Graphics Imagery

As the name implies, urban modeling relates to 3D modeling and more generally to Computer Graphics Imagery (CGI). This recently established activity started from the work of visionary researchers and industrials in the sixties, until becoming ubiquitous in the industry. It includes more specifically video games, advertising and movies. In point of fact, the importance of CGI in these industries has become overwhelming.

Considering for example the movie industry, the use of computer animations started with few experimental films back in the early seventies, then a series of landmark films have marked the history of movie making with groundbreaking effects. One may think of the first episode of Star Wars prequel trilogy (1977) introducing 3D wire-frame animated graphics. In Tron (1982), 15 minutes of the film were fully generated on computers. Terminator 2: Judgment Day (1991) introduced the first humanoïd CGI character with realistic movements. The dinosaurs of Jurassic Park (1993) have definitely left us a deep and long-run impression and they have proved the incomparable power of 19 CGI for virtual effects. In 1995, Walt Disney Pictures presented Toy Story, the first feature film entirely realized on computers. In 2009, James Cameron produced Avatar, the first movie with a fully computer generated photo-realistic 3D world: the planet Pandora.

In brief, we have witnessed computer animated sequences turn from experimental to common practice in nowadays movies. A similar statement holds for 3D modeling, which has become overwhelming in many sectors such as car design, urban planning or military simulations.

Current Status of City Modeling

City modeling was not left behind. For instance, it has created a real enthusiasm in the video game industry. Thanks to progress made on the modeling side, as well as increasing computational power, bigger and more complex urban scenes were created, immersing gamers into virtual worlds of extreme realism. This immersion was strengthen by the capability to perform actions that would be banned and dangerous in real life. One of the most impressive examples is certainly the Grand Theft Auto series, which combines almost completely unrestricted behaviors within virtual cities inspired from existing United States cities like New-York and Miami. One would expect the effect of evolving in a faithful reconstitution of a real city to have even deeper impact on the gamers. But all in all, if virtual cities have required sustainable modeling costs, the situation is more critical for real city modeling.

In any case, the modeling of existing cities concerns other applications, such as navigation systems. In this context, virtual cities make no sense. Yet, because it is an extremely challenging task or perhaps because it did not procure the same marketable guarantees in the first place, the relative technologies are still at their infancy. Although few entire city models were created worldwide, in a vast majority of cases the model consists of low-detailed buildings with lack of semantics. In clear, each building is represented by a coarse volume associated with texture mapping. This certainly gives a nice impression for fly-over kind of visit, but it is inadequate for an immersive walk-through, while requiring at the same time significant storage and memory capacities. On the other hand, some of the city models or at least some of their landmarks are highly detailed. But this is again achieved at the price of heavy human intervention.

The Time has Come for 3D Large Scale Modeling

Even though the previous statement sounds as a failure for city modeling, many aspects makes it ready for reaching maturity. Some reasons are purely hardware related. For instance, the computational power of PCs has improved significantly with the generalization of multi-core CPUs and high performance GPUs. This power is even more amplified by cloud computing techniques. What is even more fundamental for the success of city modeling, networks transmission bandwidths have literally exploded. This makes possible for very large scenes to be rendered on the server side while frames are simply streamed in real time to the client.

Again related to hardware, but from a media point of view, recent devices have emerged and provide greater sensations. Among them, Cave Automatic Virtual Environments (CAVE) use a system of multiple projectors within a dedicated room to give breathtaking virtual visits. Even though less sensational, 3D televisions which have recently made their apparition, might reach soon a broad public.

New softwares are available as well. For instance, open and commercial Computer Assisted Design are now accessible and easy to use. Some of them as Sketchup implement novel ideas around the rapid sketching of 3D objects, making modeling within the grasp of non expert users. Besides, 3D content can be easily shared or distributed on 3D warehouses. As an example, it becomes easier to obtain models of street furniture or of architectural elements. Added to the success of collaborative project philosophy, this could give a serious boost to city modeling.

More importantly, many services have emerged which reserve an ideal context for urban modeling. On the one hand, data collection has greatly advanced. Indeed, with its Street View application, Google has proved that it is possible to capture data from an entire city. These facts might be balanced by the unordinary power of this company. In any case, another type of data collection has raised and it is accessible1 to anyone at low cost. We refer to Internet user collections such as Flickr which consist of billions of photographs shared on-line. The fact that geo-localization meta-data are often embedded in the pictures, also facilitates the process. On the other hand, on-line services hosting Geographic Information Systems (GIS) provide a perfect frame for accessing digital city models. One can cite the Google Map / Google Earth pair or Microsoft Bing Maps. Nevertheless, these proprietary suppliers are challenged by open alternatives such as OpenStreetMap.

Future Challenges

If context is auspicious, one might wonder what challenges must be overcome for city modeling to take off. From a high level perspective the answer is merely scalability. But from a closer look, this apparently simple response is in fact multi-sided.

Data requirement

The process of modeling existing environments will necessary rely on some observations. Many different data can be useful. The most common are range map obtained from laser scans, groundbased photographs, aerial or satellite images and cadastrial maps. They do not share the same attributes and characteristics in terms of scalability. We have actually ranked them according to the acquisition cost. Nonetheless, it might be necessary to re-assess the respective ranks of groundbased and aerial images to account for the previously mentioned Web user collections.

Automation

Data being available, the process, or at least the most tedious part of the pipeline, must be automated. The difficulty of this goal rests on the aimed accuracy and faith of the model with respect to the true objects. For instance, coarse volumes corresponding to the main facades and the roof can be extracted from cadastrial inputs along with aerial images thanks to rather simple photogrammetry techniques. The problem gets more complicated when aiming at recovering detailed structural elements such as windows and facade decorations.

Compactness

In addition to the cost due to the required human intervention, large-scale modeling requires that virtual walk-through can be processed efficiently. This becomes more challenging when one considers that eventually the services will be provided through a remote server. It will be therefore important to reduce loading times and to increase frame-rates.

As a result, compactness is a fundamental property. More precisely, it is crucial to find a balance between the accuracy of the model and its size. Going forward in this direction, the use of different Levels Of Detail (LOD) makes such sense that it will certainly be an inescapable key to success. In that case buildings and other urban objects will be available at different degrees of precision. During a walk-through, remote buildings can then be rendered with coarse representations while the ones close-by requires finer details.

Understanding

Looking at existing GIS applications, many additional services propose advanced interactions with the core data. For instance, it is possible to display real time traffic information, or consult consumer feedback about a restaurant. Likewise, one can expect that city model application evolve towards embedding high level information, authorizing finer interactions with the model. The model could integrate semantic descriptions of the parts making the model. If we know where the windows in the building are, we can easily improve night time rendering by adding light sources coming out of certain flats. Alternately, if the model is used as a video game scene, different physical behavior can be attached to the semantics. For example, windows can be broken.

Thesis Statement

As often, this new industrial interest has been mingled with active research. Two branches of computer science have dedicated substantial efforts in this direction: computer vision and computer graphics. The present doctoral work lies at their common boundaries.

Accurate Context

Various tasks must be tackled to reconstitute a satisfying 3D model of a city. Globally, these tasks can be decomposed into recovering the terrain geometry, the street networks, street furniture, and the individual building models. This work is directed entirely towards building reconstruction. To be more precise, we will deal with the modeling of buildings observed through photographs taken from the street level.

As such, this doctoral work tackles a problem at the core of computer vision. In that context, this problem has been solved using a variety of approaches related to photogrammetry and stereo vision. The strong particularity of this study with comparison to these latter relies on the objectives we pursue and on the inherent representation we will use in order to achieve them.

Goals and Consequences

General objectives

The broad purpose of this thesis is to provide a method solving image-based building modeling in a suitable way for large-scale urban modeling. This objective concerns not only technical constraints as imposed by hardware performance, but also quality expectations. In simple words, the building models should be realistic and good looking. It goes without saying as well that a person living in the neighborhood of a reconstructed building should be able to recognize it from the 3D model.

The aforementioned challenges of city modeling must be presented with much attention. In short, the reconstruction framework should ensure compact models, possibly organized in LODs, and integrating symbolic information.

An adapted representation for buildings

The question of the representation/parametrization is a fundamental step in all scientific domains. Very spectacular progress often rests on the capability of a representation to handle meaningful concepts. The most instructive example of such reliance is probably the number of breakthroughs opened by quantum mechanics during the past century.

Computer vision does not stand out as an exception. In their inspiring book, Dana H. Ballard and Christopher M. Brown [Ballard 1982] give a very sensible definition of computer vision which goes in this sense. They say, "Computer vision is the construction of explicit, meaningful descriptions of physical objects from images". Their book dedicates largely to the advocacy of model based interpretation. So does this doctoral work.

If the problem under consideration is tied by history to computer vision, we have opted for a representation inspired by works done in computer graphics. It relies on the shape grammar paradigm and the procedural modeling ideas that have followed.

Given the visually perfect models provided by this type of approaches, the chosen representation shows great promises. Besides, it does not disregard the other objectives either. Indeed, grammars provide coarse-to-fine models naturally organized in a hierarchy. A sensitive control of the complexity of the model is by there ensured. This hierarchical decomposition warrants a certain level of understanding as well. This will be all the more strengthen as soon as the atomic parts carry strong architectural significance.

Affordable automation

Automation is an important aspect of our objectives as it is compulsory to reach scalability. However, in practice, an automated process will not be economically more relevant than an interactive one if it requires much time and computing resources. Although a general criteria can hardly be assessed about that, performance remains an important consideration in this work. And, in a matter of fact, inference within the scope of highly connected hierarchical structures often poses sophisticated optimization problems.

Organization of the Thesis

In the remainder of the thesis, we will first draw in chapter 2 a broad overview of works related to image-based reconstruction. A particularity of this study is that it places the representation at the center of the considerations. Then, in chapter 3, we will present a modular procedural modeling framework, we have developed. This chapter will also include a short historical review of shape grammars and their recent time of renown in computer graphics. The two last chapters are dedicated to the actual formulation of image-based procedural reconstruction approaches. In chapter 4, we consider the problem of recovering the underlying structure of a facade from a single image. It introduces the link between the semantic decomposition derived from procedural models and local appearance models obtained via supervised learning. The potentials of this association is demonstrated thanks to the use of a simple stochastic search optimization: the hill climbing algorithm. In the prospect of extending the previous approach to full 3D modeling, chapter 5 considers the generalization of hill climbing to other meta-heuristics. After showing substantial gains with respect to efficiency, the chapter tackles the case of multi-view procedural reconstruction. Eventually, chapter 6 concludes this manuscript by summarizing the contributions and opening with a discussion about yet undeveloped perspectives.

Chapter 2 A Survey of Model-Based Reconstruction: Towards Structure Discovering

Introduction

Image-based 3D modeling has been a fundamental branch of computer vision for the past three decades. It was initiated in the robotics field where a camera system mounted on a robot was supposed to grant the automaton with true depth perception over its environment and thus to facilitate interaction. Effort in this direction (that is still on going) gave also birth to a new field where the main considerations were not anymore related to direct interaction but rather to the accurate capture of the geometry of a scene. This field is commonly known as shape from X. Behind this generic denomination, a huge variety of techniques related to different areas from medical imagery to outdoor scene reconstruction do co-exist. The latter topic is the main interest of this thesis. More specifically, multi-view reconstruction towards digital 3D representations of urban environments will be considered. In this case, the implicit objective of challenging active scanning devices, such as LIDAR, is often mentioned. Stakes are both practical, and economical. Indeed, LIDAR scanning is costly and requires expert manipulations. This is all the more valid since the spreading of Internet photograph query systems like those provided by Flickr or Google, as virtually an image-based system could work without any need of capture session [Snavely 2007].

Many steps and advances were made in this domain related first to 3D projective geometry theory in general including diverse aspects as epipolar geometry [Faugeras 1992[START_REF] Hartley | [END_REF]], self-calibration techniques [Pollefeys 1999] and bundle adjustment [START_REF] Triggs | [END_REF]]. Then to more efficient methods were proposed like sparse bundle adjustment [Lourakis 2004, Lourakis 2010] or fast Approximate Nearest Neighbor (ANN) [START_REF] Arya | [END_REF]]. From this whole material came out a general pattern allowing for fully automatic systems like [Snavely 2006a, Snavely 2006b] or [Vergauwen 2006a, Vergauwen 2006b]. The interested reader can refer to [START_REF] Hartley | [END_REF]] for a 25 recent book on this topic. The general scheme is described in Figure 2.1. First, stable key-points are extracted in each image of the sequence that are then fed to a matching step providing sparse 2D correspondences. The set of correspondences can be further filtered to dismiss outliers by considering geometric (epipolar) constraints. Based on the output of this step, a non-linear system of equations involving both camera parameters and 3D locations of the tracked points must be solved.

Then, a refinement of the previously mentioned parameters, as well as the camera model (in order to take into account radial distortion) is possible through bundle adjustment. Such a process leads to the estimation of the camera intrinsic and extrinsic parameters along with a sparse 3D point cloud. The procedure is often called sparse Structure And Motion (SAM), where structure refers to the point cloud and motion to the position of the cameras. Ultimately, a complementary process is necessary to reach the desired density of the digital representation. In what follows, this step will be referred to as dense Structure From Motion (SFM) because, given the the sparse data constraints, it aims at getting the scene representation denser. The final output is therefore a denser point cloud or, as discussed later on, a more structured representation. The literature of 3D reconstruction is rich and constantly evolving. Existing methods differ on several crucial aspects. It is therefore quite complicated to draw an exhaustive overview of this major branch of Computer Vision. Nonetheless few such attempts [Dyer 2001[START_REF] Slabaugh | [END_REF][START_REF] Seitz | [END_REF] were successful enough to be acknowledged. Among them, [START_REF] Seitz | [END_REF]], both targeted to establish a taxonomy of multi-view reconstruction and to propose a benchmark for evaluating reconstruction approaches. While the latter objective turned out of rare practical value to emancipate quantitative comparisons between state of the art methodologies, the former brought a clear and structured overview of existing approaches, still of relevance today. The separation between the considered works is based on diverse criteria, namely the photo-consistency measure, visibility considerations, shape prior, reconstruction algorithm and also the scene representation.

The current chapter is mainly inspired from the last angle of differentiation. Indeed the work in this thesis is strongly related to the structure and the semantics embedded in the representation. It is therefore important to have a clear overview of the past and more recent efforts made in this context. The considered representations are clustered starting from the less to the more structured ones. Although the present chapter focuses on structured representations, to better explain their importance, scattered representations such as point clouds and meshes will be also presented (section 2.2). Then representations based on uncorrelated primitives will be discussed in section 2.3 and followed, in section 2.4, by methods introducing higher order relations between the primitives.

Scattered Representations

Herein, the word scattered is used mainly to refer to the disorganized aspect of the concerned representations. This lack of structure is sometimes stressed in the literature by using the term soups (of points or of triangles in the case of meshes). Albeit in the current discussion we advocate strongly in favor of structure, the reader should bear in mind that several advantages come with these simpler representations. As a matter of fact, less order implies no or few interactions between parts of the shape. Inference is therefore simplified due to independence properties. This is certainly an advantage when efficiency and accuracy are at stake. Besides it should be noted that this type of representations rely on fewer assumptions about the expected nature of the scene. Therefore, low-structured representations could play a complementary role (such as a robust initialization) with respect to the more sophisticated and specialized ones.

Volumetric Representations

Unlike upcoming classes of representations, volumetric approaches represent a shape as a closed volume and not directly as a surface. This distinction is arguable for Level Sets but they are classified here because of their inherent representation which can be interpreted as a volumetric distribution of probabilities to belong to the inner side of the object. Moreover, tightly related to this volumetric way of thinking, all the methods described here rely on a regular 3D discretization of the space. As noted in [START_REF] Slabaugh | [END_REF]], the term volumetric in this context, which comes from the computer graphics nomenclature, is not generalized in computer vision. Such methods have introduced the concept of photo-consistency as an answer to shape from silhouette. While the later were used to determine the so called visual-hull of the objects, volumetric approaches lead to the concept of photo-hull, defined as the largest photo-consistent reconstruction. Theoretically, the photo-hull was expected to resolve the visual-hull's inability to model concave regions. Although, as shown in [Dyer 2001], this often proves wrong as soon as one deals with textureless regions.

The most naive representation is based on occupancy functions. In the simplest expression, they attached to each voxel of the space a binary value. This value is merely set to one if the voxel is believed to be occupied by the object. They were introduced by [Seitz 1997], in the voxel coloring framework which adopts a simple principle. Every voxel is considered sequentially and checked for photo-consistency. This boils down to compute a similarity measure between the different colors obtained by projecting the considered voxel onto the input images. A voxel is labeled as occupied if the output is above a given threshold. As often with multi-view approaches, the problem of visibility reasoning arises. Within the scope of the previous work, an elegant answer was proposed, under the assumption that the whole bounding volume of the scene stands outside the convex hull of the camera centers. This hypothesis is known as the ordinal visibility constraint. It enforces that voxels are visited in such an order that every potential occluder to a given voxel has been treated earlier. In theory, voxels should be considered in layers of increasing distance to the convex hull of camera centers (see Figure 2.2 (b)). In practice, the ordinal visibility constraint is often simplified by requiring that the cameras and the scene stand on either side of a plane (as illustrated in Figure 2.2 (a)), and an elementary plane sweeping strategy guarantees visibility to be determined exactly at each location in a single pass.

In spite of its ingeniousness, practically speaking, the ordinal visibility constraint forbids the scene to be captured from every angle. Consequently, voxel coloring is bound to provide partial reconstructions. This issue has been however tackled later by relaxing the constraint on the camera placement at the cost of multiple plane sweeping passes. The resulting algorithm was defined in [START_REF] Kutulakos | [END_REF], Kutulakos 2000] under the name of space carving.

Compared to shape from silhouette approaches, the use of photo-consistency has been a promising step forward. Reconstruction accuracy was improved drastically while eliminating the need for silhouette extraction. Nonetheless, thresholding produces false positives and false negatives and it can often lead to flattening effects or unreal bumps and cavities. For this very reason, the reconstruction task could benefit from a more global formulation driven from an energy minimization. Using similar occupancy functions, but representing them as a Markov Random Field (MRF), [Vogiatzis 2005] demonstrated the strength of such approach. Global optimization can address the shortcoming inherited from local decisions (like thresholding) and allows to embed a regularization term, improving the visual aspects of the output. Besides, in a MRF with binary variables, the energy can be efficiently and globally optimized using the min-cut algorithm. The downside of this approach, however, is that only pairwise interaction between voxels can be modeled, which is not compatible with proper visibility reasoning. In [Vogiatzis 2005], visibility is only approximated using a visual-hull which was considered an inefficient approximation and replaced in [Vogiatzis 2007] with an implicit model. Inspired by [START_REF] Hernandez | [END_REF], this was achieved by modifying the photo-consistency measure in order to account for possible outliers.

An alternative way to formulate the reconstruction in an optimization framework was suggested by [START_REF] Faugeras | [END_REF]]. The authors put forward the idea that SFM can be described in terms of variational principles. By deriving the associated Euler-Lagrange equations, an initial surface can be deformed through a combination of internal and external forces, towards the true boundary of the object. In practice the resolution of the Partial Derivative Equations (PDE's) was carried out thanks to the level sets method. The clear advantage over MRF solutions is that visibility can be tackled explicitly without restrictions. The impressive flexibility of level sets approach has been demonstrated in many works. In particular, in [Pons 2007b], a global measure of image similarity is defined which alleviates many common simplifications as the Lambertian surface assumption. On the other hand, level sets are often criticized for their computational complexity. Nonetheless, the most important ideas are related to the variational principles, and as discussed later on, found their path through meshes [Pons 2007a], hence eliminating the computational burden.

Limitations

Despite substantial evidence of the robustness demonstrated by volumetric representations, they suffer from some serious limitations when it comes to outdoor scenes. The main reasons are that they require knowledge of the scene bounding box and the definition of a discretization beforehand. Their use should therefore remain limited to reconstruction of isolated objects.

Point Clouds

Both of the aforementioned criticisms can be addressed by directly modeling the scene as a collection of points without resorting to a regular grid. Point clouds are the simplest and less structured among such representations. One should maybe not classify them amongst model-based representations, as in the vast majority of works they derive from a direct image-based pass. The most common cases are the multiple depth maps representations [START_REF] Kolmogorov | [END_REF][START_REF] Gargallo | [END_REF], Vergauwen 2006b[START_REF] Gallup | Real-time plane-sweeping stereo with multiple sweeping directions[END_REF][START_REF] Gallup | Variable Baseline / Resolution Stereo[END_REF]] and quasi dense feature matching [Lhuillier 2005, Furukawa 2007].

Principles used in two-view stereo reconstruction, were amended to dense multi-view reconstruction by computing multiple depth maps. The more important difficulty lies in the necessity to maintain consistency between the different scene interpretations provided by each depth map. This task can be performed by merging the separate depth maps in a post-processing step. [Narayanan 1998] applied a simple sub-optimal strategy where the different depth maps are considered in order to fix holes detected in the current reconstruction.

One can improve performance by integrating constraints during the depth maps calculation. For example in [START_REF] Gargallo | [END_REF]], both depths maps and color maps are inferred using a global Bayesian framework, where consistency between different depth maps is enforced using a multiple depth map prior. This prior is actually formulated as a Markov network over the point cloud. Similarly, in [START_REF] Kolmogorov | [END_REF]], a discrete MRF formulation ensures the consistency of the recovered 3D points through visibility reasoning. Both methods adopt reduced connectivity to achieve practical performance. This is ensured by defining a neighborhood of interaction, which even though successful is an arguable choice.

In [START_REF] Gallup | Variable Baseline / Resolution Stereo[END_REF]] the authors tackle an inherent issue of multi-view stereo vision, that is to say the compromise between wide and narrow baselines. It is commonly admitted that narrow baselines (e.g. consecutive frames of a video) suit better to the matching task since smaller search ranges are involved and therefore ambiguity is decreased. However, in such a context, one should address a fundamental issue of matching, that is endowed with projective distortions which discard similarity measures based on rectangular window. There again narrow baselines minimize the difficulty. On the contrary, when triangulation is concerned, wide baselines introduce less uncertainty. The mentioned article pleads for an automatic selection of adapted baseline depending on the depth under consideration. This choice is theoretically justified if one seeks a uniform accuracy within the reconstructed scene. Another pertinent suggestion to improve matching performance in the wide baseline configuration consists in using more advanced descriptors than rectangular patches. Until recently, this option was limited to sparse matching because of the computational load. However, the development of efficient and compact descriptors [Strecha 2010a[START_REF] Tola | [END_REF]] made their use possible for dense depth maps as well.

The class of methods relies on feature tracking and is, as a result, somehow related to what is done in sparse SAM system. The main difference with depth maps approaches lies in the fact that matching is not sought for every pixel systematically but only for some detected feature points and eventually propagated to the remaining ones.

The strongest argument in favor of this kind of methods was presented by [Lhuillier 2002]. The authors noted that given a sparse set of high confidence correspondences, the task of finding good correspondences for pixels in the vicinity of already matched ones is easier. In fact, the two principal sources of ambiguities in these SFM are the presence of repetitive patterns and of low textured areas. They are both alleviated by the gradual diffusion of matching because the search is performed locally around the seed match. This statement leans however on the presumably robustness of the seed correspondences and on the assumption of piecewise smoothness of natural scenes. In [Lhuillier 2005], improvement not only with respect to the reconstruction but also to the camera motion estimator, was demonstrated based on the same idea. A similar approach was considered in [Furukawa 2007], where the initial correspondences are enforced to be evenly spaced. This was achieved by detecting a given number of features in each cell of a regular grid in each image. Besides, the cloud is composed of small patches instead of mere points. In that way, a surface element is defined at each vertex, which is a nice feature not only for optional postprocessing but also during the reconstruction process itself as it facilitates visibility reasoning. Eventually, the expanding step is followed by a filtering procedure focusing on removing patches lying outside the actual surface. Expansion and filtering are performed multiple times in order to improve the occlusion clues. As noted by the authors, the combined use of local expansion and visibility filtering enforces smoothness in the reconstruction step to circumvent the need of further regularization. Associated to this work, an open source software is delivered on the web [START_REF] Furukawa | [END_REF]] demonstrating the effectiveness of the approach.

With respect to scalability aspects again, in their famous article entitled "Building Rome in a Day" [Agarwal 2009], Agarwal et al. have designed a system taking advantage of parallelism at each stage of the reconstruction pipeline that was capable of reconstructing point clouds of entire cities within 24 hours. The computations are driven on a cluster of 500 core processors and involve up to 150K images.

Limitations

Given the impressive results reported by [START_REF] Seitz | [END_REF]] and [Strecha 2008] both in terms of completeness and accuracy, point clouds representations can solely be criticized with respect to qualitative aspects. The most critical of which resides obviously in the lack of connexion between the recov-ered points. As such, the model is not a true surface and, to some extent, suffers from the same drawbacks as the outcome of a sparse SAM. Nonetheless, we will see in the next section that dense point clouds can be turned into connected representations fairly easily.

A Natural Turn towards Meshes

Being the prevailing representation for rendering, meshes constitute a major candidate for SFM too. They were used in other connected fields as 3D segmentation [Slabaugh 2005]. The fundamental ideas remain very close to those presented in the level set approaches. A surface is evolving under the action of different forces towards satisfying a variational principle. The only difference is that the representation is here an explicit triangulated surface rather than implicitly specified as the zero level-set of a function. The benefits are three-fold. First, the outcome of the algorithm can be easily visualized. Besides, by integrating forces computation over entire faces, and ensuring a minimum area for each face, a certain robustness to noise can be reached. Last, computational load is greatly reduced thanks to a good behavior under larger time steps. This speed-up can also be strengthen since it is possible to perform massively parallel computations on graphics hardware, thanks to the use of shaders. We will narrow our analysis to few contributions that have sensible connection with the current discussion.

The forces involved in the deformation of the surface divide into two classes, internal forces (for regularization), and the external ones, tying the model to the observations. In order to compute them, one needs to be able to determine the gradient of the associated energy. A commonly considered external energy is the reprojection error. It evaluates the difference between a color predicted by the model at a specified 3D location and its projections in the observed images. However, occlusions make the exact gradient computation challenging and were long ignored [De La Gorce 2008].

To the best of our knowledge, a closed form expression of the gradient was first provided in [START_REF] Delaunoy | [END_REF]]. In addition to the sound theoretical resolution of the problem, the correct handling of visibility plays a crucial role as it enforces the appearance contours of the mesh to project at high gradient location in the observed images. It therefore has an analogous role as silhouettes in the visual-hull reconstruction except that no explicit silhouette extraction is required. Furthermore, it eliminates the need to introduce artificial shrinking forces that were commonly adopted. It is worth mentioning that, the authors of [START_REF] Delaunoy | [END_REF]] additionally propose a simple alternative to the commonly consented Lambertian surface assumption. To this end, they enrich the constant color model defined at the level of the mesh with corrective components defined in the images respective domains.

If computationally speaking, meshes are generally acknowledged to outperform implicit implementations, the later have a clear advantage over the former when it comes to topological evolution. In all likelihood, depending on the initialization the evolving mesh will have to adapt its connectivity in order to closely fit the observations. In the absence of necessary topology adaptations, the mesh would certainly be driven by the external forces towards non admissible configurations, notably when faces are intersecting each other.

A first way to handle this issue, is to detect explicitly degenerate configurations and fix them by adapting the mesh connectivity. This was first explored in [Duan 2004] where both a merging and a splitting procedure could be triggered whenever two vertices came into a distance shorter than a threshold. Similar ideas have been expressed in the later literature, notably in [Zaharescu 2010], where a complete set of topological operators is proposed. The framework called TransforMesh uses merges, splits, hole formations, and hole losses in order to cope with self-intersections that might appear during the optimization. An alternative approach consists in handling the topology issues implicitly without detecting undesirable arrangements. For instance, in [Pons 2007a], restricted 3D Delaunay triangulations are used successfully in this purpose.

Initialization is a critical component of variational approaches. This type of methods are not designed to reach a global optimum. Quite often, the expected solution is not itself the global minimum of the energy but a particular local one. Most works cited previously adopt a visual-hull initialization. Visual-hulls unfortunately cannot be computed for outdoor scenes. A preferable option is to use a point cloud reconstruction and turn it into a mesh. For instance, in [Furukawa 2007] a process to turn a patch-based reconstruction into a mesh is presented. This process consists of a classical Poisson reconstruction which is also a variational method, where external forces push the vertices of the mesh towards the patches. Then the mesh is refined through another variational principle where external forces drop the influence of the patch-based reconstruction in favor of a pure photo-consistency energy. The same scheme was also followed in [Hiep 2009], with a different approach for the initialization. In this work, the Delaunay triangulation of the point cloud is extracted, and each tetrahedron is allowed to be labeled as belonging either to the interior or to the exterior of the scene. An energy is defined to guarantee a visibility consistency and a mesh quality criteria. The labeling problem can be solved globally using the min-cut algorithm. The potential of this combination is illustrated in Figure 2.3.

Summary

In this section, three classes of scattered representations have been reviewed. Although volumetric representations brought new ideas, they are doomed by the space discretization requirement. This is a major concern when aiming at outdoors reconstructions. Among them some methods (MRF) are particularly robust and others (level sets) are flexible and particularly powerful when well initialized. Point clouds overcome the principal default of volumetric representations and appear both robust and accurate. Their inherent lack of connectivity is a critical downside especially with respect to rendering. Eventually, meshes provide an interesting alternative to point clouds. By adapting variational ideas, efficient reconstruction frameworks can tackle large-scale scene modeling. Nonetheless, they are sensitive to the initial surface guess. For that reason, a point cloud initialization with a mesh variational refinement provides a very powerful combination.

One can conclude that scattered representations contributed to the success of automatic 3D reconstruction. Such statement might be moderated, as there is yet room for improvement as regards accuracy, especially if one seeks to really catch up with LIDAR performance. However in this thesis, the imperfections to be discussed are of a very different kind. In fact, the actual concerns debated thereafter are, on the one hand, compactness and, on the other hand, semantics and structure understanding. They will be partly covered in the next section where we investigate the benefits of involving primitive shapes.

Compositional Modeling: Primitives in the Loop

The interest of introducing primitives in a representation relates to the pursuit of compactness. Primitives can be represented with few parameters (e.g. the radius and the height for a cylinder), and their rendering can be achieved with minimal tessellations towards a reliable reproduction of the primitive geometry. Besides, primitives are sometimes embedded with a symbolic description, in such way that the reconstruction explains the scene at both the geometric and semantic level.

Piecewise Planar Reconstructions

Aspiring for compression, it is straightforward to notice that human-made objects, especially buildings, are often composed of planar regions. As such, modeling objects as collections of planes is a natural direction. Such modeling is very different in nature from meshes, as first the planar regions are expected to span large areas, while methods based on meshes often assume a high density of triangles. Secondly, the constraints (verticality, pairwise perpendicularity) over the planes, if any, are of higher level than those involved between the faces of a mesh. Consequently, planes can be considered as elementary primitives to be composed towards modeling a complete scene. Therefore the distinction between this class of representations and meshes is rather conceptual. Nevertheless, when considering the resulting meshes (cf. Figure 2.4), the benefit of plane-based modeling is very concrete. It indeed logically contributes to a somehow logical removal of unrealistic cluttered regions, leading to neater models. [Furukawa 2007]. The last two columns correspond to a Manhattan world model [START_REF] Furukawa | [END_REF]]. Although results of [Furukawa 2007] were acknowledged as very flexible and accurate, the under-constrained aspect inherent to scattered representation makes the output mesh cluttered while the scene can be recovered quite accurately using a combination of large and pairwise perpendicular planes. Image courtesy of [START_REF] Furukawa | [END_REF]].

In 1999, Baillard and Zisserman [Baillard 1999], proposed the following steps to reconstruct the piecewise planar model. First, 3D lines are reconstructed thanks to a line matching procedure. Each line generates a single parameter family of hypothetical half-planes (obtained by rotating around the line). Each half-plane induces in turn an homographic mapping between every input image retinal plane and its own coordinate system. A half-plane can therefore be tested for validity by mapping every image onto the plane and computing a similarity measure based on the different textures obtained in the neighborhood of the original 3D line. Subsequent steps permitted to delineate each half-plane in order to obtain clear transitions between the parts of the reconstructed model. This approach demonstrated promising results on sequences of aerial images. Indeed the coarse volume of the building, including an accurate model of its roof, could be recovered without any constraint on the shape of the footprint.

Werner et al. [START_REF] Werner | [END_REF], proposed an alternative to recover the main planes of a scene when ground view images are available. Two concurrent ways to discover planes were tested. First, based on a 3D line and a 3D point, a plane hypothesis can be formulated. Using RANSAC, valid planes are detected. The alternative is based on a plane sweep strategy. The results show reconstruction of the main vertical planes, of the roof and also the ground plane.

Very recent works including [Sinha 2009[START_REF] Gallup | Piecewise planar and nonplanar stereo for urban scene reconstruction[END_REF][START_REF] Furukawa | [END_REF]] presented a common contribution. In these three works, an extensive collection of plane hypotheses is produced and the task of filtering wrong hypotheses is cast as a labeling problem expressed in an MRF. Efficient ways of solving the optimization problem being available, the decisions concerning certain planes are taken globally. For this reason, these three approaches produced very convincing reconstructions for man-made outdoor scenes. Besides this shared contribution, each work came with its own personal features. In particular, Furukawa et al. [START_REF] Furukawa | [END_REF]], restricted the planes hypotheses to those aligned with three dominant perpendicular orientations, hence leading to a so-called Manhattan world. [START_REF] Gallup | Piecewise planar and nonplanar stereo for urban scene reconstruction[END_REF]] allowed an extra label corresponding to non planar regions, so that they could use an alternative reconstruction method. This extension will be discussed when dealing with hybrid representations.

A last work [START_REF] Delong | [END_REF]] related to the preceding ones, introduced a Minimum Description Length (MDL) principle. Though this work targets model fitting in general, it could be successfully applied in the case of piecewise planar modeling. The MDL principle is concretely realized thanks to a label cost, penalizing the number of retained hypotheses. It turns out to induce a very strong prior on the part-based configuration. The authors even claim that it suffices to enforce regularity within the reconstruction, hence moderating the need for regularization terms.

Limitations

Natural failures are encountered whenever non planar (but possibly smooth) surfaces are present in the scene to reconstruct. A possible extension consists in adding other volumetric primitives, such as spheres and cylinders, to the modeling vocabulary. In addition, given the expected compression rate, it is not surprising that such reconstructions oversimplify the actual scenes. In consequence, it is frequently appropriate to break down the model locally. To account for these two obstacles, collections of more general primitives and Lego-kits will be introduced in the next section.

Collections and Lego-Kits

The introduction of new types of primitives was motivated by curved surfaces. Sphere and cylinders, for instance, are frequent in architectural structures. It can also be desirable to introduce primitives that can be decomposed into a set of planes for the mere reason that they correspond to high frequency configurations (Figure 2.5). This the case of parallelepipeds and prisms for example. In fact, extracting common configurations is certainly a key to achieve more compact representations. It is also vital to better discern which atomic (semantically speaking) shape constituents compose a scene. Such an approach could have a positive impact on both compression Figure 2.5: Because of their high repetition rate in architecture, some common configurations of planes should be taken as primitives by themselves. The example (a photograph of the Campanile, Berkeley's clock tower) shows many instances of prisms and parallelepipeds. Image courtesy of [START_REF] Debevec | [END_REF]]. and understanding.

The Facade project [START_REF] Debevec | [END_REF]] somewhat pioneered research in this direction. This manyfaceted work introduced the idea of modeling the scene as collection of such volumetric atomic shapes. The inference was guided through user interaction. More precisely, the interaction consists in marking edges on the images, as well as defining the list of primitive instances expected in the scene along with their spatial relationships. This provides a parametric template for the scene and image cues for where edges of the model are expected to project. Then, a minimization procedure adapts the model to the observation. Although the user is required to interact much more than in previously discussed systems, the high quality of the inferred models testified the potential of the approach. As a side note, the authors also show that systems based on constrained volumetric shapes, can be put to good use in order to upgrade a projective reconstruction to metric. This benefit was also claimed in [Wilczkowiak 2005], where only parallelepipeds were used.

The Lego-kit approach was developed towards addressing the second limitation of piecewise planar representations. Generally, the main planes of a building correspond to its facades and roof sections. They usually exhibit a set of structuring elements, such as windows or dormers. Because these elements come out back and forth the corresponding plane, they create perceptible texture distortion, whenever they are not modeled properly. On that account, to advance further towards better realism, one should aim at recovering such details. Building upon this note, models can be defined as Lego-Kits where a coarse volumetric model is used as a support to plug or carve primitives. This was attempted for instance in [START_REF] Werner | [END_REF]]. The primitives considered in this work correspond to windows and dormers which were modeled as template meshes. Candidate positions of a primitive can be detected using the plane sweep information. Indeed if an element bulges out of the facade, the similarity score used to fit the median plane will be locally better when applying a small deviation from this median position. Depending on the complexity of the primitive, line matching can also be used to fit the model of the primitive. In a series of articles, published in the early 2000's, Dick et al. [Dick 2001[START_REF] Dick | [END_REF]] formulate a Bayesian model discriminating between wall and different kinds of primitives (doors, columns, windows, etc. ). The discriminative power is obtained thanks to a learning phase concentrating on the appearance of the various involved primitives. Additionally, the primitives are designed in a parametric fashion and prior distributions are expressed over the involved parameters. One serious difficulty raises when fitting this generative model to a set of observed images, as indeed the dimensionality of the model is directly linked to the number of primitives in the instance. In such situation, classical approaches to inference do not apply. However, the reversible jump Markov Chain Monte Carlo (rjMCMC) allows to jump between different dimensions following a proposal distribution. This technique actually creates a sequence of candidate models asymptotically sampled from the posterior distribution. These samples can be sorted based on their posterior score. Instead of merely keeping the best of them, the authors propose to leave to a user the responsibility of choosing the best model among the top N models.

Limitations

Though aiming at filling the flaws of the piecewise planar representation, the modeling presented in this section still inherits the inability to accurately capture all scenes. To truly tackle this issue it might be necessary to resort to a combination of compact and scattered representation.

The lack of structure in the way that the primitives are arranged constitutes a major concern. This eminently difficult task was assigned to a human operator in [START_REF] Debevec | [END_REF]]. The user had actually to enforce constraints (symmetry, repetition, continuity) between primitives. Nan et al. [START_REF][END_REF]], rely on the same strategy. In this work, the structure is imposed interactively by roughly initializing positions, and also defining groups of elements called smart boxes. Then an automatic optimization loop, refines the position of each smart box. This step is based on two forces imposing respectively the consistency with the input point cloud and a contextual prior which favors alignments and regular interleave for instance. Nonetheless various attempts were made to automate structure inference to some extents. It paved the way to a very rich area of research dealing with structural models. This topic will be covered in section 2.4.

Hybrid Representations

Prior art addressing compactness and accuracy in the same time is limited. This observation surely derives from the strong antithesis between both purposes. The existing attempts naturally mix a representation based on primitives for their great potential in summarizing scenes, and a scattered representation expected to increase accuracy where needed. The main question with no obvious answer is where the compact representation would be advantageously refined.

The plane plus parallax is an example of approaches that are in the line of refining a coarse model. The scene is modeled as a first approximation as a piecewise planar model, and then refined by allowing small deformations of the plane in the direction of its normal. As such, the scene is assumed to be composed of almost planar parts. The displacements are usually defined on regular grids, each of which is overlaid onto a given plane. Because the direction of displacement is orthogonal to the plane, it is referred to as a parallax. It was proposed in the case of a single plane reconstruction by Collins [Collins 1992] and was applied to the reconstruction of elevation map from aerial images. However, few scenes can be approximated efficiently with a unique plane. Therefore the disparity to the median plane must not be restricted in too small a range. Henceforth, the hybrid representation gets less appealing. Debevec et al. [START_REF] Debevec | [END_REF]], however demonstrated the benefit of the parallax component when multiple planes are involved. The authors combined their user guided piecewise planar reconstruction with an automatic parallax estimation, arguing that such allocation of tasks was in line with the efficiency of each operator. Since then, above mentioned works have proved that the piecewise planar decomposition could be handled automatically with robustness.

It is important to note that the parallax component can be efficiently stored as a texture. This option turns out all the more handy when it comes to rendering the reconstructed scene. This representation, referred to as bump mapping or parallax mapping, depending on subtle distinctions, has drawn much interest in the graphics community. Its success relies on the availability of programmable functionality in the rendering pipeline. Technically, a shader allows to deform the texture encoding the appearance of each plane depending on the parallax field as well as the view point.

One can notice that the plane and parallax pattern literally skips the analysis of which parts need finer modeling. On the contrary, Gallup et al. [START_REF] Gallup | Piecewise planar and nonplanar stereo for urban scene reconstruction[END_REF], conceive an approach resting upon this exact angle. In their MRF formulation, an additional label is dedicated to point out regions believed to be non planar. Such regions are modeled using a disparity map, but this particular scattered representation could be replaced by earlier discussed representations.

Eventually, if one considers strength and limitations of existing methods, meshes and primitives lead to a powerful combination. Meshes can be considered as the highlight of scattered representations while primitive collections are more advanced in terms of semantics as well as compression than the piecewise planar representation.

In the context of 3D reconstruction, this type of mixtures has been studied in [Lafarge 2009[START_REF] Lafarge | [END_REF]. Their general idea is to start from a mesh, generated by one of the previously described variational approaches, and to try and segment it into clusters corresponding to the fol- lowing primitives: plane, cylinder, cones, sphere and torus. Additionally, parts corresponding to none of these primitives were allowed. In that case, the corresponding region shall remain modeled as a mesh. Several contributions proposed in these works are worth discussing. In [Lafarge 2009], a two-step approach is concerned, where first each vertex has to be labeled as either part of a type of primitive or as scattered. This problem is cast as an MRF where the singleton potential is based on an estimate of the curvature in two major directions. From this step connected components with a constant label are extracted. Those with a label corresponding to a certain primitive must then be processed in order to fit an instance of such primitive. This second step inspired by [START_REF] Marshall | [END_REF]], is performed robustly by testing multiple hypotheses. In [START_REF] Lafarge | [END_REF]], the segmentation is refined using a jump-diffusion process [Grenander 1994] which in essence alternates a jumping decision based on Metropolis-Hasting central idea, and a diffusion process. The goal lies in the minimization of an energy composed of three terms dealing respectively with photoconsistency, regularization and primitive layout. The layout prior favors perpendicular and parallel configurations between primitives.

Reconstructions obtained using the latter framework are depicted in Figure 2.6. Results demonstrate the expecting behavior where cluttered regions are preferably modeled thanks to meshes while others are represented by adequate primitives. More careful consideration results on two observations. On one side, irregular parts are sometimes recovered as a set of many small primitives and on the other side, primitive types can be swapped. The latter case concerns more specifically cylinders and tori.

Summary

Having discussed various approaches based on primitives, one can summarize their strengths and limitations. Piecewise planar representations are a promising effort towards compressed reconstruction of man-made scenes. Their success relies on the simplicity of the proposed hypotheses, and the generality of such descriptions. Meanwhile, substantial research effort was devoted towards more advanced than planar primitives for two main reasons. Geometric considerations were considered first, since architectural landscapes are not compound of planes exclusively but display also a variety of curved shape such as spheres, cylinders or cones. The second reason, which is fundamental to computer vision in general, concerns symbolic understanding. It is common that some particular arrangements of planes are more recurrent than others. These arrangements often bear strong semantic information about the scene. Eventually, because accuracy and compactness are so contradictory, faithful reconstructions based on primitives only can hardly be conceived. In this context, few works merge primitives and less structured description in the same framework. Although impressive capabilities were demonstrated, it is clear that there is much room for improvement in this direction.

Despite important investment on scene representation through primitives, prior art has approached the problem from a questionable angle. The essential question that one has to answer might be "How is organized the scene?" rather than simply "What is it composed of?". This is a central difference between compositional modeling and structural modeling to be described in the next section.

Structural Modeling

Tackling the problem of reconstruction by considering structure is appealing and sound. It is appealing because the obtained reconstruction might well be much richer than the output of usual representations. It is besides reasonable to think that detecting structure can greatly reduce ambiguities that are inherent to noisy observations. Even if the task of imposing structure can be tackled efficiently through user interaction [START_REF] Debevec | [END_REF][START_REF][END_REF], we focus in this section on automatic derivation of the scene structure. In this context, we will widen the scope of the survey to scene interpretation in general, because many interesting papers do not deal strictly with 3D reconstruction.

Parsing vs model inference

Two complementary tasks might be targeted when dealing with structure. In many works, a generic structural model is assumed, and one naturally seeks to generate an instance which best explains available observations. This major component of structural modeling, called parsing, will be discussed thereafter.

It is also desirable to extract the structural principles from examples. This branch can be thought as model inference or model learning. It would mean that a program would be fed with a set of objects sharing common features, and would output a structural model -for instance a set of associative principles believed to be universally followed by the class under consideration. However appealing the previous formulation, it has remained so far an utopia. A more realistic way to reformulate model inference consists in assuming that a generic model is known for an exceedingly broad class of objects, and one shall narrow the model to the class corresponding to some observed objects. Another way to think of inference is as pruning the space of shapes spanned by the generic model. Despite being interesting, model learning has drawn little attention [Merrell 2007[START_REF] Becker | [END_REF][START_REF] Št'ava | Inverse Procedural Modeling by Automatic Generation of L-systems[END_REF][START_REF] Bokeloh | [END_REF].

Model inference and parsing are certainly not exclusive. It is possible to consider structural inference by first parsing various examples using the generic model, and then summarize the common configurations revealed in this stage (for instance, in a statistical manner). In [Schnier 1996] a similar approach, where the search is progressively biased to account for configurations learned from already parsed examples, was considered . Additionally, as proposed in [START_REF] Becker | [END_REF]], one may gather knowledge thanks to structural inference and use it to improve the individual parsing, in particular for regions that are poorly/not visible in the data.

Parsing strategies

Structural modeling aims at bringing expert knowledge into the process of inference. This domain specific knowledge often accounts for constraints between meaningful parts of the scene. These constraints can be either local or global. When it comes to parsing specifically, this distinction is of strong relevance. If local constraints are considered, the model invariably aggregates them in a hierarchy from which the global structure emerges. The hierarchy can often be seen as a grammar parse tree where these constraints are encoded through production rules. In general, two diametrically opposite ways to get to grips with the parsing are possible. The first type of approaches, referred to as bottom-up, starts from the detection of terminal elements (primitives) of the hierarchy and fuse them in order to recover the structure. The fusion steps must be done in accordance with the structural principles encoded in the model. On the contrary, top-down approaches sample hypothetical models, evaluate their strengths and eventually perturb them in order to come closer to the solution. The top-down denomination mirrors this coarse to fine way of thinking. Otherwise, when a global constraint is settled at once, models are typically flat, so that the top-down/bottom-up distinction makes little sense. We will qualify methods falling into this class as bottom-up, because results are usually obtained from an image pass.

Symbolic primitives

This axis has been discussed in the case of compositional modeling and is a central aspect as structure is concerned. Therefore, prior art can be classified into two groups. In the absence of semantics, parsing often relies on the assumption that multiple instances of a primitive should have similar appearance [Müller 2007, Musialski 2009[START_REF] Musialski | [END_REF], Wu 2010]. Such a valid assumption bears a considerable ambiguity in the boundary of atomic elements composing the structured object than can be dealt using heuristics. For instance, authors often favor boundaries occurring at strong gradient locations [Müller 2007]. However, terminal elements of the decomposition do not inherit symbolic meaning, which leads to a less tangible interpretation. On the contrary, attaching semantics to the primitives improves the degree of scene understanding and it allows to explicitly encode appearance [START_REF] Alegre | A probabilistic approach to the semantic interpretation of building facades[END_REF]]. It results in a substantial decrease in the aforementioned ambiguity. One may argue however, that the expert effort is greater. Such objection becomes less annoying when the class of objects under consideration is of broad range. For instance, as far as buildings are concerned, semantics like windows, walls and balconies are so frequent that involving them is not a matter of expert but rather of common knowledge.

Bottom-up Analysis

Let us now proceed to an overview of works following a bottom-up scheme. An important number of methods investigate the problem under the angle of discovering repetitive pattern. Semantic interpretations are usually absent from such processes. In [Müller 2007], a 2D regular grid referring to the unknown parameters of the model was fitted to an ortho-rectified and cropped facade image. The two steps δ x and δ y of the grid corresponded to the unknown variables that were recovered by optimizing the mutual information [Wells 1996] between regions. Subsequent refinement steps were considered where the aim was to explore edge presence towards making the process more robust to noise while imposing geometric consistency on the position of tiles. This constitutes a nice illustration of the power of structure with respect to ambiguity. Taking into account the post-estimation steps, the approach would fairly rank among the top-down ones. Nevertheless, it is presented here since the repetitive patterns scheme was borrowed by many articles implying flat representations. For instance, [Musialski 2009[START_REF] Musialski | [END_REF]] complete the translational symmetry with a reflective one, while in [Wu 2010] the same idea is explored for multiple repetitive patterns. Opposite to the previous works, the latter makes no assumption about ortho-rectification nor cropping and assumes no prior knowledge about the domain where patterns are to be found. The boundary of the elementary tiles are determined based on local symmetries in the direction of repetition and on similarity score drops in the other direction. At the end, the model is weaker from a structural point of view, but suits to more general configurations.

In [Van Gool 2007] the approach presented in [Müller 2007] was extended for facades captured from non frontal view points and with small focal lengths. In this case perspective distortion effects are significant enough so that depth reasoning can be conducted based on a single image and structure knowledge. This quite remarkable perspective, once again exemplify the power of structural modeling. An energy formulation is derived in the form of an MRF where each node involves an unknown parallax. Then the parallax field is corrected thanks to a shape prior imposing axis aligned rectangular elements. Practical results display reconstructions of facades with correctly excavated windows and protruded balconies. Later, [Xiao 2008] proposed a semi-interactive method, based on precomputed ortho-rectified depth maps using multi-view SFM. Despite demanding user interaction effort, the resulting reconstructions are highly detailed and much cleaner than the raw SFM models.

The aforementioned works tackle the task of recovering symmetries. They rely on models where no or little hierarchy is present. It would be interesting to study works investigating bottomup parsing in the case of non flat models. Unfortunately, to the best of our knowledge, in computer vision, existing approaches choose either a totally top-down scheme or a bidirectional analysis. The rationale behind this observation is not clear. Yet, compared to other domains such as string grammar parsing, where bottom-up approaches can even be preferred to top-down, computer vision tasks are doomed by overwhelming ambiguities as tokenization is concerned. Therefore, information derived at low level of the hierarchy can hardly be consistently transferred to upper levels, unless validated by a top-down loop.

Top-down Analysis

In [Pauly 2008], an approach that is compelling with top-down analysis was presented. Their goal was to parse 3D models in order to recognize parts that involve repetitive patterns. Few 2parameter patterns that can be derived from a discrete group of translations, rotations, and scaling transformations are considered (see Figure 2.7 (a)). Strictly speaking the patterns are regular, but more general than 2D grids. Besides, given that many combinations involving a subset of the available transformations are possible, it is beneficial to let a top-down algorithm decide which is present. The proposed algorithm is depicted in Figure 2.7 (b). Then each case is dealt within an adapted way. Experimental results are described on both synthetic and real data. The validation tends to prove that the algorithm is robust to noise and to missing data.

In [START_REF] Gupta | [END_REF]], the problem of image parsing as the recovery of a structured set of physical blocks was considered. Strong importance was paid to the physical consistency of the blocks interpretation. Consistency was enforced by a set of constraints involving the law of statics and internal energies based on the density of the blocks. These constraints affect multiple blocks at a time, and therefore classical inference techniques such as graphical models were not possible. The authors proposed therefore an iterative process starting from the most confident regions and adding one block at a time. At each step, a set of candidate blocks is generated accounting for the current configuration, and the best one is chosen following the score of the new global configuration.

Another work, following a strict top-down approach was proposed [Xiao 2009], where the goal is to reconstruct an urban area using different views. The scene is modeled using a hierarchical decomposition. A the top level, it is decomposed into sky, buildings and ground regions. Then the buildings are decomposed in facades and eventually the facades are represented as collections of structural rectangular elements. Like in their previous work [Xiao 2008], the method use a classical SFM approach to compute ortho-rectified texture and parallax maps. Once again the success of the whole pipeline rests on the one of each individual steps.

In [START_REF] Vanegas | [END_REF]], a Manhattan buildings are models as successions of floors all of which are assumed to be made of facades aligned with one of three orthogonal planes. Floors are represented as strings using a turtle graphics convention allowing right turns only. The authors consider few typical transitions between successive floors and show that they can be interpreted as generalized rewriting rules acting on the aforementioned string representation. More precisely, each transition corresponds to a given rule controlled by three parameters. The reconstruction consists in recovering for each transition, the correct rule and the corresponding parameters. The score used to evaluate the quality of a rule is based on a correlation measure between the appearance profile of the floor and the position of the facade transitions. The optimization is driven progressively from the lower to the top floors1 . In order to make the decision more robust, all the floors following the current one within a given range are considered to evaluate the score of the decision about to be made.

Such approaches rely on greedy decisions which once taken are not revisited. This has the non negligible advantage that the space of configurations is rapidly pruned as soon as decisions are based on strong evidence. In general though, ambiguities can possibly mislead the decision process. It is therefore often necessary to use a less direct path: once a hierarchical decomposition is found, it must be iteratively improved. Sampling methods provide a generic way to do so, like the rjMCMC extension of classic Metropolis-Hasting scheme, introduced in 1995 [Green 1995]. This method provides a convenient way to optimize models of varying dimension. It is well adapted to hierarchical model of unknown number of parts. A series of articles have used it to parse scenes encoded via a grammar. It started with [START_REF] Alegre | A probabilistic approach to the semantic interpretation of building facades[END_REF]], where a facade segmentation is interpreted as a parse tree of a split grammar. The facade decomposition is composed of locally aligned rectangular regions. The model assumes that each terminal element of the decomposition is of constant color to which is added a Gaussian perturbation. This leads to a Bayesian formulation accounting as well for priors on the parse tree. As usual, the rjMCMC sampling is used in order to approximate the posterior probability. This seminal work has initiated two research directions.

The proposed Bayesian formulation was too simple to be suited to common architectures. In this direction, in [Ripperda 2006], a more complex likelihood model involving both image and range data was considered. It accounts for repetitive behaviors and domain specific knowledge such that windows lie behind the walls and appear darker too. Besides, a more powerful prior for the facade structure is proposed which favors symmetrical and well aligned configuration of the structural elements. In one of the article related to this thesis [START_REF] Teboul | [END_REF]], we proposed to learn the appearance model of each terminal primitives. This lead to a very generic framework where no ad hoc priors such as constant color or darker windows are used.

The second direction is related to the design of the proposal distribution. Alegre and Dellaert [START_REF] Alegre | A probabilistic approach to the semantic interpretation of building facades[END_REF]], considered a simple way to propose new derivation trees, by pruning a randomly chosen sub-tree and re-deriving it. The re-derivation is performed by choosing a random applicable rule which parameters are optimized by exhaustive search. Such a strategy can in theory produce satisfactory results but in practice random choices and exhaustive search lack efficiency. Following [Zhu 2000], better ways to drive the proposal must be explored. This is where data cues are of practical interest, leading to mixed top-down and bottom-up analysis.

Mixed Approaches

As suggested previously, a bottom-up analysis can be set as a complement to another top-down in order to speed up to concentrate decisions on promising options. This argument was introduced in [Zhu 2000] within a Data Driven Markov Chain Monte Carlo (DDMCMC) paradigm. A toy example, called Ψ world, is used to demonstrate the principle of DDMCMC. The goal is to parse binary images composed of lines, circles and Ψ characters. The jumps corresponds to birth, death, composition and split. An element can emerge or disappear or split into two distinct ones (e.g. a Ψ can be decomposed into a line and a circle) and vice versa. The proposal for the parameters of each type of element is computed using a Hough transform. The main difference with respect to previously published rjMCMC techniques, is that it uses data cues to increase chances of finding jumps leading to high likelihood. As a result, the acceptance rates tend to be higher than with proposal based on mere priors.

The previous study case has been proposed to illustrate the generic algorithm. Since then other more interesting ones have been introduced where hierarchy is an inherent feature. Han and Zhu, proposed two approaches concerning architectural parsing. In [Han 2004], single view reconstruction of building is tackled. In this work the scene is decomposed into a background plane and a building. The building is encoded as set of 3D primitives tied together by a binary relation describing physical connections between them. The structure is further imposed in a smooth way through a prior enforcing row and column alignments of windows as well as beauty and regularity criteria. Besides an appearance model is tied to each face appearing in the primitives. The jumps correspond either to death and birth of 3D primitives, appearance model switching and addition and removal of binary relations, The model can be chosen among three types corresponding respectively to constant color, smooth color variation and cluttered appearance. The proposal sampling strategy for primitive moves is based on an aspect hierarchy going from line group, through faces and aspects (corresponding to combination of connected faces) and finally up to the level of primitives. Using this hierarchy, primitives likely to have generated the edge cues extracted from the image can be inferred and used to sample new proposals. The second approach [START_REF] Han | [END_REF]] deals with image parsing without explicit 3D representation. The grammar enforces different natural configurations between potential 2D projections of 3D rectangles. The approach assumes nested and aligned rectangles, cubical configuration, and is therefore appropriate for man-made object analysis. In [START_REF] Zhu | [END_REF]] a generic framework based on a and/or graph representation is presented. Three different applications are proposed including the one we have just described. At last, in the same vein, [Ripperda 2007] followed the DDMCMC approach and extended the previously descried work [Ripperda 2006] in order to include bottom-up proposals.

Towards a quite different objective than DDMCMC, [START_REF] Becker | [END_REF]] proposed an alternative approach which has interesting potentials. In this work, range data are first processed in a bottomup fashion in order to fit grammar rules. The extracted rules are aggregated in a facade grammar that can be used in a top-down way to reconstruct poorly observed regions or even parts which include no sensor data at all.

Last but not least, [Toshev 2010] tackles piecewise planar reconstruction based on grammar parsing. The terminal nodes of the grammar are planar patches automatically extracted from a point cloud. Non terminal nodes are either roof parts, volumes or two unique super nodes used to discriminate between elements attached to a building or to various cluttering objects such as trees. The grammar is composed of five rules where two are used to gather the atomic patches into larger planes and roof parts. These rules are parsed in an automatic manner by using respectively a coplanarity and a vicinity predicate. A third rule is parsed deterministically to infer the core volumes from the previous planar parts. The two remaining rules encode the hierarchy of the volumes as well as the classification between building and clutter. The remaining parsing task is cast as a maximum spanning tree problem. Therefore, the approach uses an entirely bottom-up approach to aggregate low-level information (based on predicates and other features) and validates its consistency in a top-down process introducing a strong structure.

Conclusion

Recall that our aim was to conduct a broad survey of 3D reconstruction methodologies. Our objective was not to perform an exhaustive review of the state of the art but rather to extract the logical path leading to the current trends that have mostly inspired our work. From that perspective, approaches were clustered into three major categories based on the characteristics of the inherent representations. Scattered representations were historically the first considered, because of their simplicity. In these circumstances, advances have permitted to define consistent energies and to reach accuracy in reconstruction of small objects or even lately of outdoor environments. Arguing that man-made objects have very peculiar properties, compositional approaches tackle the problem by looking for combinations of regular geometric primitives. However such collections of primitives are not entirely representatives of manufactured designs, because of their lack of structure. This last argument explains the recent drift towards positioning structure at the heart of considerations. It led to a class of approaches labeled as structural modeling in general.

We have also defended the idea that understanding structure and semantic decomposition of object is sound and adds value to the outcome of reconstruction. This literature study has shown that approaches based on grammars have contributed in that direction and bear great promises. Besides, the next chapter will show that grammars were considered for shape modeling with quite some success. Architectural designs are no exception to this statement.

Chapter 3

Procedural Modeling

In the previous chapter, we have discussed various representations useful to 3D reconstruction. In particular, a recent trend towards introducing structure as a central aspect led to the development of shape grammars in this context. Such representations have been studied extensively in urban planning, computer graphics and computer vision communities. They were first considered for formal design analysis, then for random generation of peculiar designs and more recently for automatic image-based reconstruction of existing environments. In this chapter, we discuss the strengths of these representations from the computer graphics point of view, towards producing models following a generic formal rules. This angle is of particular interest in digital image synthesis while the opposite (inverse) relates to computer vision and will be discussed in the following chapters. The remaining of this chapter is organized as follows. In section 3.1, we present the different modeling policies and their historical foundations leading to the procedural approaches. A brief overview of applications to urban modeling is presented in 3.1.4. Section 3.2 is dedicated to the procedural framework developed during this thesis while various examples of shape grammars defined within this scope are presented in section 3.3 with emphasis on grammars adapted to Haussmannian architecture.

State of the Art

Procedural modeling is generic and embraces a variety of techniques. It is therefore difficult to give a formal definition of it. Its main characteristic stands on the constructive vision of modeling that does not correspond to a static description but rather to a construction made of elementary steps as presented in the seminal work of [Newell 1975].

In this thesis however, the term procedural modeling will be associated with design techniques that are based on the notions of production rules and derivation process. These rules were first defined in the context of formal grammars. Such procedural modeling is closely related to shape grammars that the terms are often switched in the literature. This confusion will be avoided in this section but tolerated in the remaining parts of the thesis. Our presentation will follow the historical path that led to procedural modeling, going from Chomsky formal grammars to shape grammars, and eventually ending with the peculiarities of procedural modeling itself.

String Grammars

Introduced in [START_REF] Chomsky | Noam Chomsky. Syntactic Structures, volume 33 of Janua linguarum[END_REF]], formal grammars have been used in the theory of languages to determine generative models of grammatical sentences. Linguistics and more recently of Natural Language Processing (NLP) are the domains being associated with them. However, other domains have benefited from their development, like programming languages which could be described in generative terms by a grammar. Surely the study of natural language involves concerns unrelated to this thesis. However, shared notions make it a relevant example to illustrate formal definitions. Furthermore, this domain was the driving force of the theory of grammars, and one can observe strong analogies with shape grammars. It will therefore occupy a central illustrative position in this section.

Following [Chomsky 1963], a grammar is "a set of rules that give a recursive enumeration of the strings belonging to the language". More precisely, a formal grammar is described by the following elements:

• a vocabulary V = N ∪ T ,
• a finite set of production rules P,

• an initial symbol ω ∈ N called axiom.

The vocabulary is a finite set of symbols that comprises terminal (T ) and non terminal nodes. In general, the production rules are mappings from the set of finite strings of symbols V * onto itself ( * being the Kleene star). A rule can be represented as follows:

α = α 1 . . . α n ∈ V * → β = β 1 . . . β m ∈ V * (3.1)
In practice, the partition of the vocabulary into terminal and non terminal symbols is not explicit and is based on the fact that a given symbol appears at the left-hand-side of a rule or not.

In order to illustrate this concept, let us expose a pedagogical grammar example which expresses linguistics considerations. The vocabulary is composed of the following non terminal symbols N = {phrase, subject, verb, object, noun, pronoun} and the following terminal symbols T = {Peter, Mary, he, she, him, her, likes}. It is associated with the rules presented in Table 3.1.

Derivation

From a generative perspective, a formal grammar can be used to generate sentences. To do so, a process called the derivation is defined (see Table 3 and replaces the current sentence by the right-hand-side string of the rule. Therefore, one needs to locate a sub-string matching the left-hand-side of a rule and replace this sub-string once again with the new right-hand-side. The process should continue until no rule can be applied anymore.

If the grammar is well designed, the derivation will stop when only terminal symbols appear in the outcome string, but it can also be that no sub-string matches any of the production rule left-handsides.

s ← ω while ∃r(α → β) ∈ P s.t. s = s l αs r s ← s l βs r end Table 3.2: Derivation process for string grammars.

Let us consider the previous grammar example (Table 3 

α → β, α, β ∈ V * Type-1 Context-sensitive γAδ → γβδ, A ∈ N , and β, γ, δ ∈ V * Type-2 Context-free A → β, A ∈ N , and β ∈ V * Type-3 Regular A → bC, A, C ∈ N and b ∈ T A → b, A ∈ N and b ∈ T
Table 3.4: The Chomsky hierarchy.

Chomsky hierarchy

Such a simplistic grammar can generate sensible English language sentences. However, we did not explore all the possible derivations, which could produce erroneous sentences such as "Peter likes she". It is not the point of this thesis to thoroughly discuss the issues arising in NLP. However this issue is important to modeling as well, since it concerns the expressive power of a formal grammar.

As soon as 1956, in [START_REF] Chomsky | Noam Chomsky. Three models for the description of language[END_REF]] proposed grammars were classified according to their expressive power. This hierarchy is still considered to be the most representative.

As depicted in Table 3.4, this hierarchy suggests four classes of grammars, ranked by decreasing order of expressive power. Each class in this hierarchy is characterized by constraints on the form of the production rules, which restrict the generality of the language generated by the grammar. The type-0 class corresponds to unrestricted grammars where a string is replaced by another string. Within the remaining three classes, only a single non-terminal symbol (denoted by A) is replaced at a time. Therefore, the derivation process is tied to a parse tree where each internal node contains a non-terminal symbol corresponding to the left-hand-side of a rule applied at some point. Such a node is expanded with children accounting for the symbols emerging from the application of the rule. In context-sensitive grammars, the replacement can depend on the context of the symbol to be replaced. In the corresponding production form, γ and δ stand respectively for the left and right context. In context-free grammar, both contexts are always empty. Grammars of this type are not powerful enough to describe natural languages, but are well adapted for most programming languages. Regular grammars, introduce an additional constraint on the right-hand-side production, which is composed of at most one terminal and one non terminal symbol. It is interesting to note that all context-free grammars can be converted into a form close to regular grammars. This form -called the Chomsky Normal Form (CNF) -enables the use of right-hand-side with two nonterminal symbols as well as those of the regular form. In such a form, any derivation produces a binary parse tree, which makes the whole process more systematic.

Extensions

Many extensions of the previous formal grammar framework were proposed for various applications. We present a subset of them, the most relevant ones with interest for subsequent developments in the context of this thesis. Affix grammars, for instance are improving the symbols of the subject → pronoun.t=subject object → pronoun.t=object pronoun.t=subject → he pronoun.t=subject → she pronoun.t=object → him pronoun.t=object → her Table 3.5: Affix use for better grammatical agreement. vocabulary with attributes called affixes and with values in a finite set. They were useful in NLP due to the fact that they imply more discriminative derivations. For instance in the example of Table 3.1, in order to avoid sentences like "Peter likes she". One can add an affix (denoted by t in Table 3.5) expressing whether a pronoun derives from an object or a subject.

Similar affix rules can be introduced in NLP to handle other grammatical agreements with respect to gender and number. Having said that, the most interesting property of these grammars refers to their generalization to other types of attributes (as integers, or real valued numbers). Recent versions of shape grammars definitely fall into this scope, if we consider the geometric description of a shape as an attribute. However, given that shape grammars are strongly focused towards geometry, we will discuss them separately.

Other extensions worth mentioning, introduced conditions and probabilities and consequently have greatly influenced shape grammars. The scope of stochastic conditional context-free grammars consists of rules of the following form:

p, c : A ∈ N → β ∈ V * (3.2)
where p is the probability of applying the rule during the derivation, and c a necessary condition for its consideration. The condition can involve Boolean expressions that can be evaluated given the node of the parse tree under consideration. As a result, even if the grammar itself is context-free, the context of a rule can still be checked before applying it.

Lindenmayer-Systems

L-systems were introduced by Lindenmayer [Lindenmayer 1968] for the mathematical study of the structure and the development of filamentous organisms. Without entering into subtle nuances, Lsystems are considered to be a first attempt to use formal grammars into producing geometry. The approach is quite different from shape grammars but worth mentioning. A shape is processed in two separate steps. In the first stage, a derivation process is performed. This process differs slightly from the one previously described due to the fact that the derivation of all non terminal symbols of the current string is performed in one shot. Such a subtle difference results that L-systems are designed as parallel rewriting and grammars as sequential rewriting systems. In the second stage, the string can be interpreted geometrically using a LOGO turtle procedure described bellow. This Table 3.6: A limited number of LOGO turtle symbols along with the associated geometric command. The angle α is a parameter of the turtle.

interpretation can be performed at any given iteration of the derivation, leading to a multi-scale description.

LOGO turtle

The geometric interpretation is obtained by interpreting each symbol as a drawing or move command (amusingly thought to be executed by a turtle). Few common symbols and their interpretations are presented in Table 3.6. Historically, F , +, -, where the first symbols introduced to model fractal curves such as the Von Koch snowflake (Figure 3.1). Then f allows to create separate connected components. A typical example is the Cantor dust. In order to model branching structures such as plants an trees, the two brackets symbols were introduced in [Prusinkiewicz 1986] respectively to record the current position of the turtle in a stack and recover it. Note that other non terminal symbols can be added without the necessity of being associated with turtle commands. Later on, many extensions were proposed for example to produce stochastic models. In graphics, an extension of the turtle to 3D commands was presented in [START_REF] Abelson | [END_REF]] which introduced two additional symbols for pitch and roll rotation. Other commands corresponding to color changes, or other stroke parameters are also possible.

Von Koch snowflake

This curve is a typical example of fractal curved obtained thanks to an L-system. In this case the axiom is ω = F ++F ++F , and the grammar is composed of a single rule F → F -F ++F -F . Each rotation correspond to an angle α = 60. Curves generated at different scales are depicted in Figure 3.1.

Algae and plant generation

Let us illustrate the use of the bracket symbols with an algae system. The axiom is ω = F , and a unique rule shown in Figure 3.2 for an angle value of α = 25.7. We refer to [START_REF] Prunsinkiewicz | The Algorithmic Beauty of Plants[END_REF]] as a very comprehensive textbook regarding the modeling of plants thanks to L-systems.

F → F [+F ]F [-F ][F ]

Shape Grammars

L-systems were successful towards modeling various structures undergoing a growth process. However, as a legitimate criticism, one can point out that the two-step procedure (i.e. a formal grammar derivation followed by an interpretation) makes it a non natural tool for design. This is an important obstacle to a general use of L-systems in modeling.

Stiny shape grammars

In 1972, the seminal work of [Stiny 1972] introduced a new mathematical framework, called shape grammars. It bears strong analogies with string grammars apart from the vocabulary definition. Instead of being composed of formal symbols, the vocabulary is a finite set of shapes. In this framework, shapes were defined as configurations of a finite number of points and line segments . Then, starting from an axiom shape chosen among the vocabulary, a derivation process (similar to the one considered for string grammars) allows to create new configurations.

It is worth mentioning that such shape grammars can produce similar designs similar to Lsystems. For instance, the Von Koch curve can be generated by the grammar depicted in Figure 3

.3.
This example suggests that shape grammars do inherit a more convenient visual representation and therefore have the potential to become an intuitive tool for modeling. However, shape grammars obeying such definition suffer a serious limitation with respect to automatic derivation. In fact, the complication comes from the fact that the derivation process involves a sub-shape matching problem which is much more intricate than the sub-string equivalent relative to formalgrammars. The problem is further enhanced in practice due to the fact that sub-shape matching is defined up to a similarity transform. Defining a programming language for shape grammars is also challenging due to the generality implied by the definition of shapes. As a result, such a framework is not adequate for computer aided design nor for specifying template models in view of reconstruction. As a matter of fact, it was mainly used in design analysis [Stiny 1978, Flemming 1987],

(a) n = 1 (b) n = 2 (c) n = 3 (d) n = 5
where particular architectural styles were manually inspected in order to extract specific grammars. One very intriguing property of such grammars, relates to emergence. Derivation of simple grammars (even with a single rule) can reveal highly complex and detailed patterns. This is due to the fact that the emerging combinations of lines can be reinterpreted as various elements of the vocabulary. For instance, in the snowflake grammar, every time a single line is replaced by the right-hand-side of the rule, the emerging combination can be considered as four segments which can be derived independently. But the combinations of lines resulting from separate derivation steps also produced combination of lines which can be interpreted as the left-hand-side of a rule (see Figure 3.4). This reinterpretation is linked with the aforementioned sub-shape problem. Indeed at any step of the derivation, the current shape can be reinterpreted in many different ways leading to completely different derivations. The situation is even more complicated than the one associated with unrestricted formal grammars. It is hardly possible to control the derivation process in a general way and, in this context, derivation trees do not make sense anymore.

From set grammars to procedural modeling Despite superior expressive power, the emergence property was dropped in favor of simpler and more efficient computer implementations of grammar interpreters, that is to say programs capable of reading a grammar specification and efficiently perform the derivation process. Such an inter- preter should be able to answer two questions. How can we specify shapes and rules in a suitable form for a textual description? And how a standard automatic derivation process can be defined? Both questions were partly answered in [Stiny 1982] where a new framework more tightly related to formal grammars was introduced. The framework was called set grammars, because shapes are seen as collections (or sets) of elementary primitives. A set grammar is specified as follows:

• a vocabulary V of primitives,

• spatial relations between the primitives • a finite set of production rules P,

• an initial primitive ω ∈ V called axiom. A primitive involves the definition of a symbol and the associated geometry. As in formal grammars, symbols are represented by strings. The geometry can be two-or three-dimensional, depending on the application. Practically, the geometry can be expressed using universal shapes (squares, cubes, cylinders, etc. ), or in terms of data structure interpretable from a computer (meshes, Brep, etc. ). Therefore it becomes possible to define the vocabulary in a text file. for instance the left-hand-side of the rule represented in Figure 3.5, can be described, using a self-explanatory notation, as primitive(symbol = 'tmp', geometry = 'cube'). A rule can be represented textually too, as lhs → rhs, where lhs is a single primitive symbol and rhs is a combination of primitives defined in terms of the spatial relations cited above. For instance, assuming that a relation called 'ortho' has been defined accordingly, the rule depicted in Figure 3.5, can be described as: tmp → ortho(step, tmp).

Primitive definitions are two-fold i.e. symbolic and geometric and therefore set grammars might seem halfway between formal and shape grammars. In practice, the symbolic representation conceals the geometric one with many respects, and therefore the situation concerning the derivation complexity is comparable to that of formal grammars. In that way, the set grammar framework brings practical answers to the second question. The derivation process is described in Table 3.7 using classical set operations. The shape s is initialized with the axiom, and, at each stage of the process, a non terminal primitive p is replaced by using a rule with a consistent left-hand-side. Similarly to formal grammars, a parse tree can be defined, and is actually used as a basis for grammar interpreters. Starting from a single node containing the axiom, the tree is iteratively expanded by applying rules to leaf nodes containing non terminal primitives. The process stops when the leaves of the tree contain only terminal primitives. Different derivation paths are possible, given that the leaves can be visited in arbitrary order. For example a Depth First Search (DFS) scheme can be implemented. Please note as well that Breadth First Search (BFS) corresponds exactly to parallel rewriting systems as L-system. In any case, as long as no context is introduced, the order has no impact on the final shape.

Building a functional interpreter requires one more step which aims at encoding spatial relations. The seminal work of [Stiny 1972] provides a first answer to that. It consists in placing markers on the primitives and as consequence, encoding spatial relations boils down to the posi-s ← {ω} while ∃p ∈ s and r : lhs → rhs ∈ P s.t. p.symbol = r.lhs s ← s\p ∪ r(p) end Table 3.7: Derivation of a set grammar. The generated shape, denoted by s, is a set of primitives. Notation-wise, r(p) stands for the application of the rule r to the primitive instance p. tions of the markers of the primitives involved in the right-hand-side of a rule relatively to the lefthand-side markers (cf. Figure 3.6). The required number of markers depends on the symmetries of the primitive, and four markers are always sufficient (three when considering 2D grammars). In that case, it is equivalent to specify a generalized similarity transform between the location of the left-hand-side primitive and each of the right-hand-side ones. Despite the convenient visualization implied by markers, the latter encoding is better suited to computer representations and text file specifications. The rule in Figure 3.6 can be specified as: tmp → identity(step) + translate[dx, 0, 0](rotate[0, 90, 0](tmp))

Interestingly enough, leaving scaling transformation aside, this approach relates to the turtle moves as each transform specifies where the next primitive should be located. The idea of replacing turtle commands by transformations was first elaborated in [START_REF] Hart | [END_REF]] where an object instancing paradigm corresponding exactly to set grammars was presented. This work was inspirational to the graphics community [START_REF] Parish | [END_REF], Marvie 2005] in its research on procedural techniques.

Procedural modeling goes further in handling spatial relations by introducing advanced procedures as alternative ways to position the right-hand-side primitives into generic arrangements. One can think of alignment configurations such as the one induced by the split procedure proposed in [Wonka 2003], the regular splits proposed in [Müller 2006b], or symmetric configurations. Although, these specific configurations can be described in terms of translation, rotation and scaling, the benefits of considering them are two-fold. First, in the perspective of coding a template model, the designer's programming task is simplified because a command can be introduced for each special arrangement. In that respect, the benefit is analogous to the use of macros in programming languages. Handling specific arrangements with appropriate procedures is also important because it explicitly accounts for the expert's knowledge. If on the contrary, translations, rotations and scaling were preferred to create a special configuration, then the knowledge would be concealed by the generality of the arrangements possibly modeled in that way.

The benefits inherited from the use of procedural modeling go beyond this line. Rather than considering that primitives are described geometrically from the beginning, these methods enable on-the-fly creation of geometry. In this case, the vocabulary is defined in terms of symbols associated with polymorphic appearances. The obtained grammar framework can be truly considered as an attributed formal grammar, where the geometry is a generalized attribute on which the rules impact. Such a property is of extreme value in architecture since elements with the same symbolic function can have different geometry depending on the building under consideration. For instance, windows can be arched or straight (cf. Figure 3.7), a variability that can also be observed within the same building. We refer to the example depicted in Figure 3.7 (b), where the patterns of the running balconies vary.

In such a context, additional procedures are to be considered to generate the geometry, as one for creating basic geometric primitive, geometry[type](.), where type ∈ {cube, sphere, etc. } and a procedure to insert a model (mesh or else) stored in a file, insert[f ilename](.). It is even more interesting that other procedures can be invoked to create adaptive geometry, which means that the outcome depends on the left-hand-side primitive instance. A typical example would be the extrude operator, which produces a generalized cylinder with its basis corresponding to the left-hand-side shape. In section 3.2, we will introduce more of these procedures.

Urban Procedural Modeling

Shape grammars have been used to analyze and generate different types of objects ranging from coffee makers [Agarwal 1998] to Hartley Davidson motorbikes [START_REF] Pugliese | [END_REF]]. These concepts have emerged to large scale urban modeling at the beginning of the last decade.

Cities

In [START_REF] Parish | [END_REF]], an approach was investigated aiming at procedural modeling of city layouts. Their first contribution was a general modeling scheme, suitable for large-scale environment production with limited user interaction. In that respect, large-scale environmental input data were expected such as under-water regions, and population density maps. Starting from these data, the modeling program should create a consistent street network, which can be used to produce building lots. Eventually, the lots are decomposed into individual buildings to be modeled separately in 3D. They implemented this general scheme in a software called CityEngine, where L-systems were used to produce street networks composed of highways, avenues and streets. Three frequent network patterns (organic, radial and rectangular) were considered. In addition, the L-system derivation produced a generic template which was truly instantiated as a post process guided by a set of global and local constraints driven from the input data.

Procedural generation of street networks was further studied in [Chen 2008], where the derivation is following a tensor field input. In [START_REF] Coelho | [END_REF]], a different extension called Geo-spatial L-systems leveraged the need of external post-processing by integrating geo-spatial context in the production rules themselves. Besides the authors conclude their paper on the perspective of simulating spatio-temporal evolution of urban environments. This option was considered in [Weber 2009], where at each expansion step, the major street network is first expanded, followed by a completion of the minor network.

An interesting prospect when modeling urban environments procedurally is the potentiality of creating needed geometries at run-time (for example for close-by buildings). Building on this idea, [Greuter 2003] proposes a pipeline for the rendering of pseudo-infinite cities. The key idea is to populate the view frustum with buildings procedurally generated in real-time. As always in virtual environment model, the variability is obtained thanks to randomness. But, in order to keep the virtual environment invariant during the visit, the random seed used to generate a building at a specified location must be always the same along the simulation. This requirement is achieved by using a hashing strategy.

Buildings

In the previous list of works, the common thread is the underlying city layout. In order to create 3D geometry, it is necessary to generate a model per building in the layout. It is possible to generate nice visual renderings for fly-through visits with simple models (created by extruding footprints and mapping textures on the volumes obtained). We will consider procedural approaches to create highly detailed building models.

Following a general scheme proposed in [Marvie 2005] and then in [Müller 2006b] in a slightly more general form, building modeling can be decomposed in two successive stages. The first models the coarse volume of the building and the second places finely detailed structural elements on the surface of this mass model. Concerning mass models, a simple strategy starts from the footprint, extrudes it and optionally creates a non-flat roof model [START_REF] Larive | [END_REF]]. Note that it is a sound strategy for two reasons. First, footprints can be generated easily and are also easily available for existing cities on the web services such as OpenStreetMap. The second reason stands on the mere fact that until recently, most buildings of widespread architectures could be faithfully represented in this way.

In [START_REF] Parish | [END_REF]], coarse building models were generated using an adapted L-system associated with transformation operators as in the paradigm described in [START_REF] Hart | [END_REF]]. Thanks to the iterations in the derivation of the L-system, the model was progressively refined. Therefore, an automatic generation of LODs was straightforward. The pattern used in this article to generate mass models is also interesting. The whole model is a sequence of volumes of decreasing basis area and increasing vertical position. In the initial L-system, step-forward volumes were obtained from the current ones by applying a random shrinking similarity transformation. This pattern was reconsidered in [Greuter 2003], with a generation driven from the upper toward the lower volume. At each step, a random polygon was added to the current footprint. Last but not least, it was considered in [START_REF] Vanegas | [END_REF]], using other type of transitions described in the previous chapter.

Towards modeling of facades, in [Wonka 2003], the notion of split procedures was introduced to define the so-called instant architectures. Surprisingly realistic facade layouts were composed in that way using cube primitives only. Additionally a complementary grammar controls the derivation of the shape grammar in order to follow certain high level design objectives. Then the split idea was borrowed and completed with other procedures first in the FL-system [Marvie 2005] and then in the CGA grammars [Müller 2006b]. Inn [Marvie 2005] the split operator was integrated in the object instancing paradigm developed in [START_REF] Hart | [END_REF]]. In [Müller 2006b] contributions include the notion of relative length specification for the split attributes and a repeat operator used to split a placeholder into chunks of identical size. Both components introduce adaptive behaviors either with respect to the size of the emerging primitive or to their number. Such additional features greatly improved the modularity of the framework. Furthermore, an operator called componentsplit, allowed to decompose a volume into its constituting faces and edges. This operator is of particular interest when aiming a link between mass models and surface modeling. Last but not least, other contributions relative to the control of the derivations were proposed. First, priority attributes are allocated to the rules and used to define a modified BFS derivation scheme. This contribution makes sense when combine with two additional elements introducing context sensitivity. The first assumes that rule derivation is conditional to the outcome of occlusion queries. This allows for instance to avoid windows to be created at the boundary shared by two volumes. The second adopts numerical attributes for the splits which can be automatically adjusted to align patterns with the major lines of the overall structure. This concept is closed to snapping utilities of classical modeling tools and is therefore referred as snap lines.

Previously reviewed state-of-the-art methods consider the geometry of structural elements to be either simplistic or defined externally thanks to models stored in various file formats. Further enhancement of these models could allow to create each structural element procedurally. In this case, the previously mentioned procedures are not adapted because they are bound to moving and scaling primitives or creating simple geometry. In this direction, [START_REF] Havemann | [END_REF], Havemann 2005] developed a stack language called GML (standing for Generative Modeling Language), inspired by PostScript. In this framework, the representation of shapes relies on combined B-reps which couple meshes (used for global geometry control) and free-form patches modeled as subdivision surfaces. Based on this representation, and a closed set of low-level procedures corresponding notably to the Euler operators for the mesh parts, and to operators acting on the edge sharpness property for the free-form patches, complex modeling procedures can be designed and applied in a controlled way. This language allows to describe shapes of any complexity resulting on an excellent candidate for modeling structural elements. For instance, in [START_REF] Havemann | [END_REF]], Gothic window models of great visual appearance were successfully encoded with GML. In fact, GML implements also classic operators on basic numerical variable and this makes it Turing complete. It is also fairly easy to define the split and other specific procedures within this scope [START_REF] Hohmann | [END_REF]]. On the other hand, GML lacks higher level notion of structure and semantic context, which is introduced by rewriting systems. As such, a sensible option consists in using GML as an underlying language to define the procedures involved in a grammar-based modeling tool which could be extensible at will.

Given the countless publications relative to procedural modeling during the last decade, it is out of the scope of this thesis to draw an exhaustive survey. Yet, few other contributions, either technical or application related, deserve being mentioned. In [Lipp 2008], extended CGA grammars with persistent interactive editing were proposed while [START_REF] Ilcik | Procedural Skeletons: Kinematic Extensions to CGA-Shape Grammars[END_REF]] introduced kinematic behaviors based on the procedural modeling of a skeletal system. It also worth presenting the work of [START_REF] Whiting | [END_REF] where the modeling of self-adaptive attributed grammars was considered to enforce that the produced edifices are compliant with mechanical constraints. Besides, procedural modeling has been used for inferring plausible and detailed reconstructions of archaeological sites such as Mayan city [Müller 2006a] or ancient Rome [START_REF] Dylla | [END_REF]].

An extended Procedural Modeling Framework

We will now describe in details the actual procedural framework developed in this thesis. Many components are not novel, and procedural modeling was not by itself the objective of the thesis. As pointed out before, our purpose is rather related to its adoption in the reconstruction of existing environments from images. Consequently, it is questionable whether designing our own framework was a true necessity. The answer to this question was not clear at the beginning, but this option appears now to be justified. Indeed, developing it has provided us with a better understanding of the underlying concepts. Furthermore, relying upon a third-party modeler would have been cumbersome when considering reconstruction, as available modelers are thought for generation only. And access to internal representations, such as the derivation tree, might well be compulsory for the optimization. Last but not least, at the beginning of this project no procedural toolkit was available neither for commercial nor for research activities. The situation has recently changed with this respect.

The modeler that has been developed is called Centrale Procedural Architect (CPA). It was implemented in C++. The main modules and data structures of this software are provided in Figure 3.8. The global work-flow starts from an XML specification of the grammar. An XML parser is responsible for reading this specification file and instancing a C++ Grammar object. Then a driver module handles the derivation process and produces a Parse Tree. At last, the parse tree is transposed into a scene graph representation used as input for the rendering pass.

The reader should bear in mind that we will consider two different use-cases. 2D interpretation of facades requires the generation of layouts of 2D primitives (mainly rectangles) decomposing the complete scope of the facade. On the other hand, 3D reconstruction relies on 3D models of buildings. Depending on the use-case, the relevant definitions can slightly differ, but in all generality, the 3D case encompasses the 2D one.

How to Represent Shapes?

In CPA, shapes are made of collections of primitives. But primitive so far was used as a rather general qualifier. We must therefore provide formal definitions.

Primitives

In the CPA framework, primitives are described by different properties useful at different level of analysis. In simple word a primitive is described as a tuple p = (s, c, d, a), where:

• s is a symbol (a string). It is used as an identifier of the primitive class.

• c, d are two versatile properties, that is to say that they can vary among primitives of identical symbol. They are respectively called consistency tag and differentiation tag, and are used to achieve a fine control of the derivation process.

• a is the appearance of the primitive.

Appearance

A primitive is described by its geometry and the reflectance properties (encoded thanks to color, textures or shaders). It is also versatile, because operators may produce a different geometry or color depending on the context in which they are applied. As for the geometry, it is represented as a mesh for a 3D application or a 2D polygon otherwise. Note that our definition of meshes encodes to certain extent symbolic information which may be useful to some operators. This information consists of a string label associated with each face of the mesh (as illustrated in Figure 3.9 (a)).

Additionally, following [Müller 2006b], we associate with the geometry a transformation called scope (see Figure 3.9 (b)), specifying the location, orientation and scaling of the primitive. Rather than manipulating the mesh of a primitive, an operator can act on its scope if its only purpose is to change its position or scale. In illustrations the scope will be viewed as 3D box which is the image of the axis aligned unit cube by the scope transformation. In CPA, the actual definition of scope involves an additional transformation, corresponding to reflections along the three main axes. This supplementary property allows to ease the definition of operator performing mirror configurations. 

Axiom

Among the primitives, the axiom plays a key role. We need to specify all of its properties beforehand, while for other the properties are obtained automatically when deriving the grammar. This specification is also done via an XML file, describing the geometry of the axiom. We found general enough (for building applications) to start with a volume obtained by extruding an horizontal polygon. The upper and lower bases are labeled respectively as "top" and "bottom". Besides, the lateral faces of this volumes are labeled, accordingly to cadastrial information, as "street", "courtyard", or "neighbor". This allows in particular to model street and courtyard facades differently, while facades adjoining two buildings need not be modeled. In practice, the XML file defines the polygonal basis, and the label of each edge of the polygon. After extrusion, this label will be associated to the lateral face swept by the considered edge.

Note that we have decoupled on purpose the specification of the axiom from this of the grammar. This was done on purpose in order to be able to reuse the same grammar on different axioms. For instance a complete cadastrial map can be processed with the same grammar to produce a street or a district; the axioms are then derived from each of the footprints.

Compound Shape Models

In Figure 3.8, two compound representations are depicted. First, the parse tree itself is the inherent representation of shapes during a derivation. A parse tree is made of nodes containing a primitive. In this tree, the parent to child relationship reflects the left-hand-side to right-hand-side one encoded in the rule applied to the parent primitive. The final model can be obtained by instancing each terminal primitive located in a leaf.

Besides, the parse tree can be turned into an optimized structure for rendering called scene graph. We have used the OpenSceneGraph toolkit which provides an efficient implementation of it.

How to Interact with Shapes?

Rules provide a direct way to acts on shapes. With respect to notations, a rule will be represented as follows:

rid : condition, lhs → rhs[x|s 1 , . . . , s m ](.),

where rid is an identifier, condition a necessary condition, lhs is a primitive symbol referred as the left-hand-side of the rule, and rhs[](.) is a parametric operator referred as its right-hand-side. A rule can be applied at any leaf node of a parse tree under certain conditions that will be developed later. If all constraints are satisfied then we will say that the rule is applicable to the node.

It is actually the right-hand-side operator that is applied to the primitive. An operator (or procedure) can be thought as a function taking a primitive argument p, a list of primitive symbols s 1 , . . . , s m and a set of numerical parameters x and producing a set of primitives p 1 , . . . p n = rhs[x|s 1 , . . . , s m ](p). Virtually, the operator creates a set of geometric primitives which are associated in a specific way with the m symbols. In most cases, the number of primitives matches the number of symbols (i.e. n = m) and the primitive p i is associated with the symbol s i . In some cases however, the association of an emerging geometric primitive with one of the symbols is less trivial.

In order to allow for compact grammar definitions, operators can be composed (cf. Figure 3.10). This aggregation is achieved by replacing some of the symbolic arguments by other operators. An operator is then of the form rhs[x|op 1 , . . . , op m ], where the op i s can be operators or symbols. We will refer to this composition as operator nesting. It leads to a recursive definition of operators. Each geometric primitive p i emerging from the application of rhs will not be associated with a symbol but further treated by the associated nested operator op i . The application of an operator is therefore a recursive process that stops when reaching a state without nested operators. At the end of the process, the temporary geometric primitives are discarded and only the ones appearing at the end of the recursion are returned.

The global process of shape creation follows the same scheme as this presented in Table 3.7 with minor modifications (described in pseudo-code in Table 3.8). It starts with a parsing tree com- posed of a single node containing the axiom primitive. At each step, the current node is processed by choosing an applicable rule and adding the emerging primitives in children nodes.

The numerical parameters can be of three types: literals, variables, and expressions. Literals are deterministic parameters, variables are randomly generated at run-time and constitute one way of creating variability, while expressions are used to introduce complex dependency on the context. The latter were implemented by embedding a python interpreter in the CPA software. They can therefore involve any valid python expression (including random number generators). Besides, the expressions can refer to the current node of the parse tree and proceed to topological operations such as accessing its parent. When a node is considered, access is granted to all primitive properties except for the appearance which is accessible via the scope. For example the following valid expression returns the size in the X direction of the scope of the parent node of the current node: return lhsN ode.parent.scope.scaling.x

(3.3)

We should note that CPA handles only rules with a single symbol at the left-hand-side. Such an approach corresponds to context-free grammars in the Chomsky hierarchy. Nevertheless, within our formulation, context is available in a much more extended way than in context-sensitive grammars thanks to the topological operations allowed in expressions.

Control of the Derivation

The proposed derivation algorithm mainly differs from set grammars because of additional control in the way rules are chosen and applied. Normally, a rule could be applied to any node with a primitive sharing the same symbol as the left-hand-side of the rule. In CPA, the rule application is also dependent on its condition attribute. Conditions are expressions, and therefore usually depend on the current context.

Another peculiarity of the derivation, is that the rule to apply to a node is not always selected at random. Indeed, if the primitive currently under consideration holds symbol s and consistency tag c ≥ 0, and if a primitive with identical settings has been formerly processed then both the rule and its parameters are chosen equally to the previous application. The benefit of this will be illustrated in later examples. This requires the use of a hash table pt.history storing the rule identifier and the parameters value for each pair of symbol and consistency tag encountered so far. Note that if c is negative, then the rule and parameters are always randomly selected as in the usual derivation scheme.

p ← ω n ← N

DFS vs BFS

In Table 3.8, the last operation of each iteration selects the next leaf node to process in the parse tree. Which node should come next? Such a question does not have always a unique answer. We have pointed out earlier that when context is considered, the answer to this question makes a real difference on the shapes generated with the grammar. In general, two major iteration schemes are possible over the tree: DFS and BFS. Their practical relevance depends on the actual application. And one thing is sure, the designer of the grammar must know which scheme will be used to foresee the consequence of context sensitivity. One solution consists in letting the designer specify the scheme within the specification of the grammar. In our case, we found DFS more natural for context reasoning so we only implemented this option.

Operators

In order to complete the technical description of CPA, we will list the available operators and describe their impact in terms of geometry and semantics. Such a description concludes the technical specification of CPA, even though the importance of some operators might be difficult to grasp without specific use-cases. The following section will address this issue by presenting the complete modeling of different designs.

In what follows, operators are globally classified according to the involved properties. Note that as a general rule, properties left unspecified by the computations of an operator are inherited from the primitive p on which it is applied. The only exception concerns consistency tag which must be specified explicitly (using an ad hoc operator) and is otherwise always assumed to be negative (set to -1 by default).

Operators acting on scope

As a first class, we can consider the operators performing only computation on scopes. This include two separate groups: the transformation operators and the splitting ones. All the transformations applicable on scopes are considered, that is to say translations, rotations and scalings along each main direction of the scope of the primitive. This leads to the following list of operators that require a single numerical parameter, a unique symbolic argument and produce one primitive.

• M ove axis [d|s](p) for translations,

• Rotate axis [θ, u, v|s](p) for rotations,

• Scale axis [d, u|s](p) for scale transformations.

In each case, axis ∈ {X, Y, Z}, d and θ are numerical parameters standing for a distance and an angle (cf. Figure 3.11). Eventually u and v are utility parameters specifying anchors (i.e. invariant locations) for rotations and scalings. Through operator nesting, any generalized similarity transformation can be performed. Note that the role of u and v is redundant with the ability to compose translations with rotations or scalings.

Splitting operators cut the scope of the primitive on which they operate into chunks along a specified direction. Different modalities are possible:

• Split axis [d 1 , . . . , d m |s 1 , . . . , s m ](p)
is the most general form of splitting operator. It produces m scopes , aligned along one principal direction and filling the input scope.

• Repeat axis [d|s](p) implements a regular split.

• M irror axis [d|s](p) and M irror axis [d, d ′ |s, s ′ ] implement splits creating two symmetric scopes (and possibly a third scope in between).

The behaviors of the previous operators are illustrated in Figure 3.12. 

Operators acting on meshes

The proposed framework also allows to act on geometry. It is enriched with operators able to switch between volumetric and planar representations. The operator F acetize[(l 1 , s 1 ), . . . , (l m , s m )], simply transforms the primitive p into separate meshes corresponding to each of its faces. Note that the number of emerging primitives is indefinite as it depends on the number of faces of p. Therefore the correspondences between the generated geometric primitives and the symbolic attributes are not trivial. This difficulty is addressed by specifying a correspondences between the face labels l i and the symbols s i . Note that F acetize does not rely on any numerical parameter. In addition, operators based upon the notion of straight skeleton allow to produce more complex geometry. The straight skeleton can be viewed as an efficient tool to shrink (or expand) a polygon. A polygon is shrunk by sweeping all of its edges along their normals (possibly with a given velocity per edge if the straight skeleton is weighted). This kinematic process, illustrated in Figure 3.14, defines a one-parameter family of polygons. The main difficulty lies on the efficient computation of the polygon associated to a given shrinking factor. Indeed, progressive shrinking implies different types of events (vertex collisions and edge splits) which require the polygon topology to be updated. Remarkably enough, the positions of these events can be computed formally by reasoning on generalized bisectors. The straight skeleton, described in the case of constant velocity in [START_REF] Aichholzer | [END_REF], is a mere polygon that records the succession of events. This work studied the mathematical properties of the straight skeleton and proposed to derive roofs model from it. It was also used as a basis to roof modeling in [Eppstein 1999], where constant slope is assumed. In order to generate roofs with different slopes, a slight generalization of the straight skeleton, where varying velocity can be associated to edges. For example, the two roofs depicted in Figure 3.14 present vertical sloped parts. This is a typical configuration when dealing with sequences of adjacent buildings.

Other appearance operators

In addition to the definition of the scope and the geometry, appearance is characterized by reflectance properties. In CPA, an operator (Colorize[h|s](.)) permits to specify the hue component of a primitive. It was mainly intended to enhance illustrations. Nevertheless more advanced procedural techniques relative to textures could be implemented. For instance, the cellular texturing techniques presented in [START_REF] Legakis | [END_REF]] would definitely integrate nicely here.

At last, the Insert[](.) impacts both geometry and reflectance properties in a static way. This operator uses string parameters to specify these properties. The geometry can be one of the following types: square, cube, cylinder, sphere. Other basic types could enhance this limited set. Both geometry and reflectance can refer to external files as well. For instance, to integrate a door model designed externally, the operator should be called as: Insert[geom = 'file:path/door.obj'|door]. Alternatively, the door can be approximated by a brown cube. In this case, the operator becomes Insert[geom = 'cube', color = 'brown'|door]. 

Boolean operators

Boolean operations are very common in modeling. In our framework, we consider two operators of such type: a union operator denoted by U nion[s 1 , . . . , s m ] and a conditional jump operator denoted by Switch[cond 1 , . . . , cond m |s 1 , . . . , s m ]. The union operator creates m primitives while the switch one produces only the one corresponding to the first positive condition. These two operators contribute to the compactness of grammar specifications. In both operators, the output primitives share the exact same appearance as the input, unless other operators are nested.

Tagging operators

Last, the tag properties have never been considered in any operator. Besides, while the use of consistency tags has been explained, this of differentiation tags has not. The reason for that is merely that the latter is intended to provide an additional property to distinguish primitives of same 3.9: Summary of the operators defined in CPA. Note that the parameters d and α in the mansard operator stand for the height and slope angle of the loft (i.e. the lower part of the roof). symbols in the condition of a rule or in the switch operator. Contrary to c, d is not reset to a default value every time it is not specified, but inherited. This allows us to impact on the course of the derivation in the long run. A typical use case will be demonstrated in Figure 3.19.

Despite the fundamental difference between the two tags, similar operators are needed to process their values. They are denoted by Ctag[c|s] and Dtag[d|s], where c and d are numerical parameters defining the value of the consistency and differentiation tags.

Grammar Examples

We have described the procedural framework implemented in CPA. We will now demonstrate how to use it in order to model buildings of different architectural styles. In particular, a grammar explaining Haussmannian typology of architecture will be of central interest in the thesis.

HLM Towers

HLM stands for "Habitation à Loyer Modéré" and refers to housing with subsidized rent developed in France in response to the post-war crisis. The minister of urban development at the time Table 3.10: Symbolic specification of a HLM tower grammar. Note that to get concise notations, numerical parameters were dropped and dots (. . . ) sometimes replace cumbersome operators. Also for better readability, symbols are shown in bold fonts.

r 1 ω = FP → Scale Z [Vol] r 2 Vol → F acetize[Fac] r 3 Fac → U nion[opF ence, opF acade] opF acade = Split Y [Gf, Split X [A, B, C], Cornice] opF ence = . . . r 4 A → Extrude[Wall] r 5 B → Repeat Y [Repeat X [Btile]] r 6 C → Repeat Y [Split X [Wall, Ctile, Wall]] r 7 Btile → U nion[Scale Y [Balcony], Extrude[Bwin]] r 8 Ctile → Split Y [Extrude[Cwin],
was Eugène Claudius-Petit. He encouraged the development of massive constructions with public financial support. Such low-rent buildings are now widespread in suburban area in France.

Such type of architecture was driven from cheap and massive construction flows and therefore, HLM are particularly suitable to procedural modeling. Ideally, apartments being identical to one another, and buildings are replicated with small variations over large residences where reusability is obviously a desirable feature. Internal repetition of flats has resulted in strong repetitive patterns at the facade level. Table 3.10 presents a simple grammar composed of 10 rules, modeling a HLMlike building template. Figure 3.15 shows few models at progressing stages of the derivation. Note that the final model is composed of cubes only, which means that we did not make use of geometric primitives modeled externally.

Haussmannian Architecture

The previous example illustrates the capability of procedural modeling with respect to buildings. However, HLM is a fairly simple type and will not be the architecture of interest in this thesis. Therefore, limited effort was invested in studying various examples and in establishing a grammar capable at very fine level to generate HLM buildings. On the contrary, the Haussmannian architecture, that is more complex and more frequent in Paris center, has drawn our attention.

Architectural-wise, modern Paris finds its roots in the Second Empire that is to say under the reign of Napoleon III. Rebuilding of Paris was initiated immediately after French revolution and in particular after the cataclysmic cholera epidemic in 1832. Paris districts were insanitary due to the lack of air circulation, of water provision and efficient waste evacuation. It was argued that the consequences of cholera would have been diminished if the above issues were addressed which could have been feasible if large avenues replaced the current narrow street network. This would also Figure 3.15: Few selected derivation steps of a grammar for HLM towers.

improve traffic in the city. Prefect Rambuteau created a 13 meters wide street in the center of Paris. But due to the limited power granted to the administration, no true urban program was developed. On the contrary, once self-declared Emperor of France, Napoleon III had all latitude to settle down a huge expropriation program allowing a much faster evolution of Paris landscape. Napoleon III's purpose was beyond sanitary issues and better circulation of troops was definitely at stake. Baron Georges Eugène Haussmann was named prefect of the Seine to execute a visionary renovation plan from 1852 to 1870. Beside the practical aspect of expropriation, public regulations enforced new aesthetic criteria. One can cite limits on the height of the building depending on the width of the street, specifications about roof angles. Systematic alignments were also part of Haussmann's Figure 3.16: A typical building from the early Haussmannian period.

principles. As such, neighboring buildings were to share common facade planes and to present aligned floors. Last, the use of quarry stone was compulsory. This urban plan was quite general as it included a redefinition of Paris districts, a sewer system, and green spaces management1 . We refer to [Pinkney 1958] for an in-depth description of Haussmann's contributions.

The principles introduced by Haussmann were often criticized by the next generations of architects and town planners. Having said that, such an architectural type is of great interest for procedural modeling due to an amazing combination of its repetitive nature, complexity and facade variation. Haussmannian buildings are also widespread in Paris and in other cities of France. Consequently, we will define two grammars that are the basis of image-based reconstructions presented in the two last chapters. The first grammars works with 2D primitives (rectangles) while the other use the full 3D power of CPA. Apart from this difference, they both allow to generate random layouts of semantic primitives. The obtained layouts are controlled by the choices made on rules applied during the derivation and the corresponding numerical parameters. It is crucial to understand that these two sources of variability will be later the object of inference.

2D modeling of facade layouts

Let us first introduce the 2D Haussmannian grammar in order to facilitate the reader's understanding. It inherits simplicity (compared to the 3D one) and allows natural illustration of many aspects mentioned earlier such as the consistency and differentiation tags. The grammar is presented in Table 3.11. It is made of 12 rules, 9 non terminal symbols and 7 terminal ones. There are 3 situations where a choice must be taken about which rule to apply, namely when the parse node is among the following symbols: Fac,Gf,Fl. Besides most of the rules imply one or two variable parameters (denoted as h symbol and w symbol in the table). Let us review few specific techniques that we use in this grammar.

Binary recursive split is a technique that combines two mutually recursive rules in order to generate alternating patterns obtained with a classical split, but without forecasting any upper bound of the number of expected elements. This technique is performed in the following pairs of rules: r 6 , r 7 and r 10 , r 11 . The successive steps of this pattern creation are depicted in Figure 3.17 in the case of the rules r 6 , r 7 . Starting from a primitive of symbol Fls 1 and applying in turn r 6 and r 7 , a succession of primitives Wa (orange) and Fl (white) is generated. Note that a recursion is created because each rule generates the left-hand-side of the other, respectively Fls 1 (light gray) and Fls 2 (dark gray).

Consistency tags use is demonstrated in rules r 8 to r 10 . The goal is to avoid situations depicted in Figure 3.18 (b), where windows are vertically misaligned. A simple solution could impose align-

r 1 ω = Im → Split Y [h Fac , h Rf |Fac, Rf, Sky] r 2 Fac → Split Y [h Gf |Gf, Fls1] r 3 Fac → Split Y [h Gf |Gf, Fls2] r 4 Gf → Split X [w Sh , w Do |Sh, Do, Sh] r 5 Gf → Insert[Sh] r 6 Fls 1 → Split Y [h Wa |Wa, Fls 2 ] r 7 Fls 2 → Split Y [h Fl1 |Fl, Fls 1 ] r 8 Fl → Split Y [h Bc |Bc, Dtag[0|Ctag[0|Fl 1 ]]] r 9 Fl → Ctag[0|Fl 1 ] r 10 Fl 1 → Split X [w Wa |Wa, Ctag[(lhs.c + 1)|Fl 2 ]] r 11 Fl 2 → Split X [w Tl |Ctag[0|Tl], Ctag[lhs.c|Fl 1 ]] r 12 Tl → if lhs.d = 0: Split Y [h Bc |Bc, Wi] else: Insert[Wi]
Table 3.11: A 2D grammar for Haussmannian facade layouts. The value of the variable parameters (h's and w's) will be generated at random during the derivation. The symbols are again in bold font, with a distinctive color when the symbol is terminal. We will keep the same semantic color code in the remainder of the manuscript.

ment by applying the same rule and parameters every time we have to derive a given non terminal symbol. This would result in configurations as shown in Figure 3.18 (c) and in lack of realism since it imposes too much regularity in the layout. Thanks to the combination of numerical expression in the Ctag operator, a tag counter initialized to 0 at every floor (in r 8 or r 9 ) is incremented every time a Fl 1 primitive is derived. Therefore the width parameters are correlated only vertically, which leads to configurations such as Figure 3.18 (a).

Global variable parameters can be useful when a parameter must be fixed in all different contexts. For instance, in order to enforce that all the windows have the same width, we can define w Tl as such, a constraint that is not always true in practice. If a global parameter is defined, it will be notified with a g as exponent, as for instance, w g Tl .

Differentiation tags role is illustrated in Figure 3.19. Their role is to adjust the derivation of tiles (Tl) depending on whether they belong to a floor with a running balcony or not. This information can be propagated along the derivation process since rule r 8 applies the Dtag operator to the generated floor (FL 1 ). Then, as it was explained earlier, the differentiation tag is inherited in all the primitives deriving from a floor with a running balcony, and when reaching the level of the tiles, rule r 12 will replace the tile by a simple window with an optional balcony guard. The option is addressed by a Switch operator, represented in the table by a "if: else:" statement for better readability. 

3D modeling of building layouts

The presented 2D grammar which sets the context of Haussmannian facade analysis, is now used as inspiration to derive an extended grammar for 3D analysis. Basically, the 2D grammar com- prises almost all the necessary components to 3D modeling except two. The two missing elements correspond to the mass model generation and to the depth of the structural elements composing the facades.

The complete 3D grammar is presented in Table 3.12 and we one can observe that it is more complex than the previous one. In order to better demonstrate the process and the principles of the 3D grammar, let us first comment on the snapshots presented in Figure 3.20. The first example shows the derivation stage corresponding to the mass model. It is composed of a volume extruded from the footprint, on top of which a shrunk volume classically called a setback in architectural jargon and a mansard roof. The setback usually contains a single floor and is typical of many architectures including the Haussmannian one. The remaining of the grammar follows almost the same strategy as in the 2D one, with three notable distinctions. Structural elements are extruded in or out to create realistic depth profiles. Then, rules r 15 and r 16 allow to produce symmetrical horizontal floor configurations. And last, geometric consistency is addressed in a more thorough manner. Two differences arise when comparing with the 2D case, since consistency must be ensured in the facade vertical decompositions, while the consistency tag counter used to enforce window alignments must be reset to a null value only when deriving the first facade. The first condition will guarantee that floors are aligned along the possibly many facades composing the building. On the other hand, the second condition will allow differentiation between the horizontal decomposition of different facades.

r 1 ω = Fp → Scale Z [h g V ol |Vol] + M ove Z [h g V ol |At] r 2 At → M ansard[α g Rf , h g Rf |Rf, Rf] r 3 Vol → Split Z [h g SV |LV, Shrink[d g U V |UV]] r 4 LV → F acetize[Ctag[0|Fac]] r 5 UV → F acetize[ Split Y [h g Co |Ctag[cnt F ac |Fl], Wa]+ M ove Y [Dtag[1|Ctag[cnt F ac |Fl]] ] r 6 Fac → Split Y [h g Gf |Gf, Ctag[0, Fls1]] r 7 Fac → Split Y [h g Gf |Gf, Ctag[0|Fls2]] r 8 Gf → Split X [w Sh , w Do |Sh, Do, Sh] r 9 Gf → Insert[Sh] r 10 Fls 1 → Split Y [h Wa |Wa, Ctag[(lhs.c + 1)|Fls 2 ]] r 11 Fls 2 → Split Y [h Fl1 |Ctag[cnt F ac |Flo], Ctag[lhs.c|Fls 1 ]] r 12 Flo → Scale Y [h Bc |Extrude[d BC |Bc]] + Dtag[0|Ctag[lhs.c|Fl]] r 13 Flo → Ctag[lhs.c|Fl] r 14 Fl → Ctag[cnt F l |Fl 1 ] r 15 Fl → M irror[Ctag[cnt F l |Fl 1 ]] r 16 Fl → M irror[w g Tl |Ctag[cnt F l |Fl 1 ], Tl] r 17 Fl 1 → Split X [w Wa |Wa, Ctag[(lhs.c + 1)|Fl 2 ]] r 18 Fl 2 → Split X [w g Tl |Ctag[0|Tl], Ctag[lhs.c|Fl 1 ]] r 19 Tl → if lhs.d = 0: Scale Y [h g Bc |Bc] + Extrude[d g W i |Wi] else: Extrude[d g W i |Wi]
Table 3.12: A 3D grammar for Haussmannian architecture. It can be viewed as an extension of the 2D version.

3D modeling of buildings

The introduced grammars intentionally stop their generations to semantic primitives of simple geometries. Such a choice is constrained from the inference process since retrieving automatically the structure of buildings from images with high geometric details is not feasible given standard acquisition means and state-of-the-art inference techniques. However, given a semantic decomposition, it is possible to extrapolate a plausible fine-grain model by replacing the simple primitives with suitable rich exemplars (with respect to geometry and appearance) stored in an external library. Such a task can be achieved by adding supplementary rules to the grammar as illustrated in the last example of Figure 3.20. Note however that from an inference point of view, the additional information would not rely on observed evidence. Going even further in the seek of realism, one can add rules to complement the model with typical primitives such as carved decorations, cornices, or chimneys. These elements are not present in the initial grammar, but nevertheless, their locations are correlated with the positions of other structural elements. For instance, carved ornaments are always placed on top of windows. This correlation can be encoded in grammar rules. Figure 3.21 shows a district generated in this way. 

Conclusion

Procedural modeling was a driving force in computer graphics and was aimed at low-cost generation of random but convincing virtual urban environments in the large-scale. In this chapter, we have shown that procedural modeling shares concepts, principles and practices with shape grammars. Furthermore, we have reviewed its use in computer graphics towards large-scale urban modeling. This overview was followed by a presentation of a procedural modeling framework developed in the context of the thesis. This development was compulsory for practical reasons and necessary to comprehend the subtleties of grammars and procedural modeling. The ability to eliminate third-party dependencies has offered the opportunity to come up with novel extensions such as the consistent derivation scheme, the differentiation property and some novel operators.

From the point of view of the expressive power of this framework, many extensions are possible. For instance, having a representation based on combined B-reps and allowing operators to be defined based on a stack language (as for instance GML) would open new horizons in term of the geometric complexity accessible procedurally. Additionally, we have considered in a rather preliminary state the procedural generation of textures. Many works have been done in this direction and their integration in the current version of the procedural engine is of reasonable difficulty. These limitations can be circumvented by the possibility through the introduction of external models or textures. We are convinced that in the context of our study, the procedural engine was largely sufficient to satisfy our expectations. We have indeed shown models of HLM towers, towards demonstrating the essence architecture modeling using split grammars and their extensions. Then several grammars were described in details to account for different levels of analysis of the central architecture in this work, namely the Haussmannian style. Two grammars were designed specifically in the purpose of deriving structured semantic 2D and 3D layouts. Last but not least, we have presented how these grammars could be extended to generate eyecandy models representing realistic Haussmannian buildings.

Chapter 4 Single View Procedural Reconstruction

In this chapter, we study single view reconstruction using procedural modeling. The objective is -given a grammar and a rectified facade image -to determine the derivation of the grammar and the corresponding parameters towards semantic reproduction of observed facade. The interest of such an approach is to demonstrate the two most valuable characteristics of grammar based techniques with respect to modeling. First, as semantics are attached to the elements generated by the derivation, it is possible to link modeling to symbolic understanding. This is achieved by defining an energy framework which combines the grammar with appearance priors. The resulting optimization problem recasts the grammar derivation as a classification task. The reciprocal aspect concerns the benefit of using grammars to drive this exact same classification task. It lies on the strong context imposed by the grammar with respect to the absolute and relative locations of the various semantic elements in the scene.

The reminder of this chapter is organized as follows. In section 4.1, the general framework will be introduced, where simplifying assumptions are made on the grammar. We will then describe a generic probabilistic energy formulation and the corresponding optimization scheme in section 4.2. The energy will be designed under the hypothesis that distribution models are known which statistically describe the appearance of different semantic classes. The way to obtain these models is discussed of section 4.3. Lastly, we will present quantitative and qualitative experimental results validating the interest of procedural modeling and therefore justifying further exploration along this path.

General Settings

The modeling pipeline assumes as input a single ortho-rectified and cropped view of a facade (rectification can be achieved using standard automatic techniques [START_REF] Hartley | [END_REF]). An example of such view is presented in explore the procedural space towards minimizing the segmentation energy.

The outcome of the process consists of an optimal derivation of the 2D grammar (see Figure 4.1 (b)). It can be used as a basis for the derivation of a 3D grammar as explained in the previous chapter. New rules are used to create an artificial mass model and to impose credible depths for the elements of the facades. Even though this additional information is based on prior knowledge only, the fact that the created depth discontinuities match the visual information contributes to very realistic models (as the one in Figure 4.1 (c)).

A Simplified Procedural Space

In order to keep the optimization task of reasonable difficulty for automatic inference, we introduce certain modifications to the 2D Haussmannian grammar. Our purpose is to represent the degrees of freedom ruling the derivation as a fixed dimensional real valued vector. We recall that in general space of inference consists of all derivation trees, which are of dynamic size and involve both discrete and continuous parameters.

The adopted modifications to achieve such a simplification are the following.

• The grammar will include a unique rule for each non terminal symbol. In this way, discrete parameters are no longer part of the problem.

• We replace the binary recursive splits with a single split creating many primitives. In order to preserve the expression power of the grammar, we adopt an over-estimate with respect to the number of primitives. The correct number of primitives is determined through the inference process by allowing zero size primitive placeholders.

• We enforce the derivation to be always consistent. Therefore, consistency tags are always set to the same value such that primitives associated with a given non terminal symbol are always derived with the exact same parameter values.

Such constraints impact the layouts that can be generated with the grammar. Given the rule choices available in the general form of the 2D grammar, the single rule constraint implies that running balconies should occur at certain floors only. This is often the case for Haussmannian buildings where running balconies appear at the second and fifth floors. The replacement of recursive splits assumes an estimate of the maximal number of floors (known in Haussmannian buildings) and windows in the facade. Let us point out also that the last constraint does not enforce regular decomposition of the facade because the horizontal splits are now performed in one step while all the corresponding degrees of freedom (the widths between the windows, and their common width) are fixed independently at the first floor derivation and kept constant for the remaining floors.

Concerning the procedural space, it turns out that facade layouts can be now described with a fixed number of rules. We denote π = (r 1 , r 2 , . . . , r M ) the sequence of rules or policy. Applied on the axiom ω (corresponding to the image domain), the grammar generates a specific building instance. Thus, a facade layout and a policy are two representations of the same object.

Given the axiom ω, we can now define the procedural space of ω given a grammar G as the set of layouts L that can be generated with G starting from ω:

L(ω, G) = {π = (r 1 , r 2 , . . . , r M )|M ∈ N, r i ∈ G, ∀i} (4.1)
The dimension of the procedural space is:

d(L(ω, G)) = M i=1 DoF (r i ) (4.2)
In the case of the simplified 2D grammar, the dimension is 301 . If we assume that each parameter lays in a discrete space of cardinality 10, then the cardinal number of d(L(ω, G)) is 10 30 . Note that without the consistency derivation constraint, we can expect different splits for each of the 6 possible floors, and a different small balcony guard in front of each window. Thus the number of admissible layouts grows to 10 18 × (10 11 ) 6 × 10 60 = 10 144 , and if we do not force all windows to have the same size, then it becomes 10 174 . In simple words, without consistency and unless an intelligent pruning process is introduced, the dimension of the procedural space grows exponentially with the depth of the parse trees.

Nevertheless, it is observable that the inconsistent layouts represented the great majority of the procedural space before factorization while corresponding to a very small proportion of real buildings. The proposed factorization reduces the dimensionality of the procedural space and imposes to a certain extent architectural logic. The outcome of this process can be seen as an optimal dimensionality reduction of the search space which is able to account for realistic and complex buildings. The grammar still encompasses a huge amount of shapes.

Exploring the Procedural Space

The previous simplifications yield a facade layout that is equivalent to a specific sequence of M rules, or policy (in our case M = 8). The inference task is equivalent to choose the M rules with an optimal fitness to the observed image cues. Once defined an energy function E(π) mirroring these cues (see section 4.2.2) the grammar-driven image-based modeling problem can be seen as the following optimization problem:

π * = argmin π∈L(ω,G) E(π) (4.3)

Image Support

In this section, we discuss the process of associating a cost for a given facade layout with an observed image. This is done using conventional classification tools that will be presented in section 4.3. We assume that those classifiers provide the probability for any pixel x to it belong to a given class c, or in other terms to represent a part of one of the terminal shapes of the dictionary (i.e. window, wall, balcony, door, roof, sky, shop). Therefore, through those classifiers we have access a probability map for each semantics c:

p(c|f x ) (4.4) 
where f x is a feature vector at location x.

Since the classification process is done locally at the pixel level regardless of any global information, the obtained probability maps are noisy and corrupted by occlusions. Figure 4.2 depicts an example of probability maps obtained using Randomized Forest classifiers (see section 4.3 for details).

Image-based Facade Energy

We are discussing now how to build a meaningful energy that will combine the weak image support with the flexible shape grammar priors. The energy or score function should quantify how appropriate a given policy π is with respect to the image. To compare a policy π to an image, the Images (e),(f),(g),(h),(i) shows the probabilities for each pixel to belong to one of the classes wall, window, balcony, door and roof. The bluer the pixel, the higher the probability, the redder, the lower.

semantic layout defined by the policy is overlaid on top of the image plane. As a result a policy induces a specific segmentation of the image into regions R s , where s is a semantics such as window, door, balcony, wall, etc. (see Figure 4.1). Given such segmentation, the energy can be defined from the posterior segmentation likelihood. This measure is estimated using the probability maps provided by the classifier. For a region R and a candidate label c , we can compute the probability p(c|f x ) of each pixel x to belong to the class c. The probability of the whole region R to belong to class c can be computed as the joint probability over all its pixels. Assuming conditional independence, the joint probability can be factorized as follows:

p(c|R) = x∈R p(c|f x ) (4.5) 
We can turn this into an energy through Boltzmann's transformation:

E c (R) = - x∈R log p(c|f x ) (4.6)
Then, the energy of a whole policy π is computed as the sum of the energies of all the regions {R i } (with label c i ) in the segmentation provided by π, adding in the segmentation the sky as what lies above the top of the roof in the image. We can notice that the building in (b) better fits the image. The second and last images visually sum up the energy of a given configuration. It is a patchwork of probabilities built using the probabilities of each semantics (see Figure 4.2) and the segmentation provided by the current building. One should notice that the low energy building displays colors that tend more towards yellow and green tints while the high energy one is redder (low probability).

E(π) = i E(c i |R i ) = - i x∈R i log p(c i |f c ) (4.7) 
For a given image, comparing the energies of two different buildings π 1 and π 2 is meaningful since they are both defined as a sum of positive numbers (log p) over the same image (see Figure 4.3).

Moreover, the use of integral images [Viola 2001] is an efficient computational tool for such likelihood estimates. Terminal primitives overlaid onto the rectified image are rectangular, and therefore the energy can be estimated from the values of the integral image at their corners. Once the image energy component has been defined, the next task consists in adopting an appropriate search strategy with respect to the feasible facade layouts (i.e. those possibly generated using the grammar).

Sampling Grammar Rules

The central idea of a hill climbing approach approach is to generate new samples on-the-fly that are random perturbations of the current state. In our case, we have to deal with grammar rules which are viewed as vectors of R + d , where d is the number of degrees of freedom of the rule. In order to sample a new rule r around the rule r 0 , we basically follow the sampling Equation 4.8, using centered Gaussian laws with a given standard deviation σ.

r = r 0 + j x j δ ij where x j ∼ N (0, σ), ∀j (4.8) 
where i is a given component and δ ij ∈ R d is the vector which elements are all 0 excerpt for the ith that is 1.

We can re-sample a policy by perturbing all its rules. Since a policy is equivalent to a single building in the grammar, we are able to generate on-the-fly buildings geometrically close to the current one.

The Hill Climbing Algorithm

With the knowledge of how to score a policy, and how to generate new ones, we still have to find out the optimal policy. Since we know the dimension of the problem (see section 4.1.1), and that we allow the parameters to have continuous values, we decide to adopt a random walk approach in the procedural space. This optimization strategy is commonly known as the steepest ascent hill climbing algorithm. The approach suggests a rather simple strategy where starting an initial seed, we consider random instances of buildings in the neighborhood of the seed that could better fit the input image. If so, the seed is updated, and we go on exploring the neighborhood of the new one, as specified by the following algorithm: Algorithm 4.1 The hill climbing optimization algorithm Require:

n max ∼ 100, k ∼ 1 e4 Initial seed: π 0 ← (r 0 1 , . . . , r 0 7 ) for n = 1 to n max do for i = 1 to k do π i n ← Perturbation(π n ) compute E(π i n ), ∀i end for π n+1 ← argmin i E(π i n ) end for return π nmax
The initial seed is chosen by using customized average values for the parameters of the rules. These values are obtained from expert assessments and might depend on the considered architectural style. This expert knowledge can be much precise when urban planning regulations exist2 but these regulations are often subject to evolution in time which moderates their practicality. In any case, this initialization needs not be too accurate in practice. A totally random initialization is possible as well but we found it less robust. At the beginning of the process, we allow the optimizer to search for buildings far from the initial seed. Then, according to the status of the optimization, the search is restricted to smaller neighborhoods, which in practice is achieved by decreasing the standard deviation of the Gaussian law (see Equation 4.8). This is known as the exploitation-exploration trade-off. The more we explore the procedural space, the more knowledge we have about it and the more we want to use it. However, we still have to explore the procedural space from time to time, in order to avoid falling into local minima.

After about 50 iterations, the algorithm usually converges towards a reasonable minimum (see Figure 4.4]). Section 4.4 shows a large number of results obtained with the presented method. 

Learning the Shape Dictionary

In this section, we discuss two alternatives towards weak image classification as required by the energy formulation presented in section 4.2.2: a supervised method based on randomized forests [Lepetit 2006] and a user-interactive approach [START_REF] Blake | [END_REF]].

Randomized Forests

Randomized Forests [Breiman 2001] are powerful classifiers. They have been applied in a number of problems in computer vision like object recognition [Lepetit 2006], object classification coupled with bags of words techniques [START_REF] Shotton | [END_REF]] or with graph cuts [Winn 2006]. We adopt this machine learning technique towards systematic identification of the facade semantic elements and the image outliers. A randomized forest is used for supervised classification among C classes and Figure 4.5: Principle of a Randomized Tree. A patch is dropped in the forest. At each node, two random elements are compared( the blue one and the red one ). If the value of the red element is greater than the value of the blue one, the patch is sent to the left child otherwise to the right one, where it is further processed. The tree leaves store the probabilities of a patch to belong to the different classes. is made of a set of T random decision trees. Leaf nodes keep track of the visits of input feature vectors (see Figure 4.5). Internal nodes consist of a simple random test on a feature vector.

Learning a randomized forest classifier

Feature vectors associated to a label are dropped into the tree. Their paths are determined according to the tests being applied at the different internal nodes. After d tests the vector falls into a leaf where the number of visits per label is updated. Thus, each leaf holds a histogram h = (h 1 , . . . , h C ) containing the number of feature vectors associated to each class in the training set which have fallen in there.

One shall notice that in the process exposed above, some of the paths of the tree won't be explored by any of the vectors in the training set. Therefore, in practice, we dynamically create the node of the tree as needed.

Classifying pixels with randomized forests

During the testing phase, an unlabeled feature vector is dropped in each tree of the forest. In a given tree τ , the feature vector falls in the leaf l τ in which a histogram of labels is stored. Once normalized, this histogram actually provides an estimation of the posterior probability for the feature vector to belong to each class c, given the leaf l τ in which the patch has ended up:

P (c|l τ ) = h c i h i (4.9)
Then, the probability over the forest is obtained by averaging the probabilities of all the trees.

P (c|f x ) = P (c|l 1 , . . . , l T ) = 1 T τ P (c|l τ ) (4.10)
Typically, a randomized forest is made of around 10 trees. In our case, we want to classify all the pixels of an image. The feature vectors we consider are symmetric patches of a certain size. This size and the depth of the decision trees are discussed in section 4.3.1. Ultimately, the decision tests can be of two kinds: comparing the values of two pixels of the patch, or comparing the value of a pixel with a random threshold.

Training Set for Architecture Once a tool for learning the appearance of terminal elements has been set up, one has to train these classifiers with respect to a given architecture. Indeed, since we feed the randomized forests classifiers with visual examples of grammar elements (basic shapes), it is important to carefully consider the training data itself. Obviously, it is unrealistic to seek universal classifiers since the appearance of architectural elements can vary a lot from a style to another. More wisely, we restrict ourselves to train classifiers with examples from a specific architecture or a group of similar ones. Indeed, some different styles may still share basic elements such as windows, balconies or the stones used to make the walls. In these cases, only the way these elements are combined will differ from one style to another (heights of floors, rhythm of windows).

Given that the target architecture is the Haussmannian, we have collected and annotated a dataset that we named the Ecole Centrale Paris Facades Database. It is made of about 150 facade pictures taken in the 5 th district of Paris, mainly in Monge street and Soufflot street. Among them we keep 20 pictures that are used as training set. The pictures are rectified in a preprocessing step (see Figure 4.6). For each image, we label by hand the various semantic elements of the facade : windows, walls, balconies, doors, roof, shop, sky, chimneys and outliers. Images were taken at different lighting and weather conditions. A randomized forest has three degrees of freedom : the depth of the trees, the number of trees and the size of the feature vectors. According to [Lepetit 2006], 10 trees ensure a good robustness. In order to choose the two other parameters, we basically train forests with depths ranging from 5 to 21, and with patch sizes ranging from 7 to 17. Then we test the trained forest on a data set of 10 new images with known ground truth. For each pixel we attribute the most probable label according to the obtained posterior distribution. Then we compare the classified label with the one given by the ground truth. Figure 4.7 sums up the detection rates for each class. We notice that the size of the patches has almost no impact on the classification, while the detection rates are quite sensitive to the depth of the forest. Especially difficult classes such as windows or shops require more decision tests to be well classified, whereas easy classes such as sky tend to have good results on small depth forests.

Empirical adjustment of randomized forest performances

As we can see in the first graph of Figure 4.7, the curves are first increasing and then, for some of them, decreasing. This second trend is mostly due to over-fitting. A very deep forest will tend to over-fit the training data, making impossible any generalization. The depth for which a forest overfits depends on the visual complexity of each class. Therefore, deciding a fixed depth is necessarily a trade-off. Since windows are key elements in the building structure, we give more credit to a decent window detection rate, and therefore decide to use a forest made of 10 trees of depth 18 and with patches of size 15 × 15.

Finally, we focus on the classification performances for the given forest. For that matter, Figure 4.2 shows the probabilities obtained for each class on a single image. We then build a confusion matrix obtained after applying the classification on the testing set of 10 images mentioned above. On the line i and column j of the confusion matrix is the percentage of pixels3 in this data set, that belong to the class i according to the ground truth, and that have been classified as j by the Randomized Forest classifier. In the ideal case, the confusion matrix is diagonal. Let's first notice that unsurprisingly the windows are poorly detected (30%), but that the classification is still better than random (11%). Indeed, windows are not visually invariant, and in many cases, reflections or transparency mingle their appearance with other objects. If we consider the columns of the confusion matrix, we can conclude that when an object is classified as windows, it is a window 40% of the time in this data set. Conducting finer calculation with the probabilities of equation( 4), one can show that pixels that should be labeled as windows according to the ground truth, have an average probability of 24.5% to be a window, whereas pixels from other classes have an average probability of 10.9% to belong to the window class (approximately random). Therefore, the randomized forest are still separating windows from the other classes, even though it does not detect them very well.

             

Gaussian Mixture Model

Completely supervised methods such as Randomized Forest are very powerful, but require the construction of a proper training set in order to achieve generalization. The creation of such training set can be problematic for two reasons. First, it requires intensive user interaction. In the absence of mechanical Turk, manual segmentation of a large number of images is to be performed. Not only does this process take a lot of time, but it is also user-sensitive. Secondly, the segmentation of unique buildings remains an issue. Indeed, some architectural styles such as the Victorian in United Kingdom or the Haussmannian in France are widely spread and therefore building a relevant training set might be feasible. However, modern buildings do not fit into any style, and the appearance of the architectural elements is unique. For those buildings, the only way to specify the appearance of the elements is to give some examples of them directly in the considered image.

To address this issue, we use here a simple model of color intensity inspired from [START_REF] Blake | [END_REF]]. We consider that a user has chosen some regions of the image to which he has associated a label: wall, window, etc.

Thus, we have a small training set of N examples in the 3-dimensional RGB color space:

(f x i = r i , g i , b i ) i<N .
We consider that each class c can be explained by a Gaussian Mixture Model (GMM) made of K Gaussian function of R 3 . Each component is completely defined by its mean µ and covariance matrix Σ. The number K of component is fixed. In practice, K = 3 is a fair choice. Therefore the probability of a feature vector f x knowing that it belongs to class c i is given by:

p(f x |c i ) = K k=1 π i k N (f x |µ i k , Σ i k ) (4.11)
Considering that the parameters π, µ, Σ of the GMM are known for each class, we can then estimate the posterior probability of the class knowing the data in a softmax trend using Bayes' rule:

p(c i |f x ) = p(f x |c i )p(c i ) j p(f x |c j )p(c j ) (4.12) 
Considering that all the classes are equally probable, and injecting Equation 4.11 in Equation 4.12 we obtain:

p(c i |f x ) = K k=1 π i k N (f x |µ i k , Σ i k ) j K k=1 π j k N (f x |µ j k , Σ j k ) (4.13)
The mixture components π j i , the means µ i and covariance matrices Σ i for each class are estimated using Expectation-Maximization (EM) algorithm to compute the maximum likelihood [Bishop 2006]. To this end, training samples (i.e. hand-labeled pixels) are extracted interactively from the image under consideration. Figure For evaluation, we will show results with randomized forest classification when training data are available and Gaussian mixture models otherwise. Of course, these two classifiers are merely given as examples of image support, but one could propose any other method, as long as it provides probability maps better than random. The better these estimations are, and the easier the optimization will be. However, even very noisy and poorly discriminative probability estimations can lead to a very accurate segmentation when combined with procedural shape priors. Next section illustrates qualitatively and quantitatively this strong assertion. 

Experimental Results

Quantitative Validation Comparison with RF segmentation

To assess the performance of the procedural layout inference we compare the obtained 2D segmentations with the expected ground truth for a set of 10 test facades belonging to the Haussmannian architecture. The quality of the segmentation is evaluated by computing the confusion matrix over the testing set.
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              +51 window +21 wall +24 balcony -10 door +23 roof -55 chimney +5 sky +55 shop -2 other
In order to evaluate quantitatively the contribution of the grammar and the optimization in the global outcome, we can compare the confusion matrix obtained by the final 2D segmentation with the one obtained using the Randomized Forest only. Obviously, we used the same test set as before so that the comparison is fair. First of all, the confusion matrix is much less noisy than the one obtained in section 4.3.1. This is directly due to the grammar: a region is entirely labeled with the same class. We also notice a great overall improvement compared to the Randomized Forest based classification. Changes are depicted in the right column in green when beneficial and in red otherwise. Since the grammar imposes to the labeling map to be piecewise constant, isolated outliers are easily corrected with their actual labels.

Let us now focus on the most specific classes. First, one cannot fail to notice the significant raise in the window detection rate, reaching a steady 81% detection from a poor level of 30%. However, this fact was to expect as the grammar constrains the windows to be surrounded by walls which are pretty well detected by the Randomized Forest (62%). Hence wall positions are easily caught by the optimization based on the Randomized Forest information, and windows are bound to be well placed by the grammar. On the contrary, the door detection rate decreases of 10% compared to the Randomized Forest classification. Once again the same phenomenon is at stake. Having a closer look at the confusion matrix of the Randomized Forest, we can see, that most of the misclassification of the door are reported on the shops and vice versa. Moreover, the grammar places the doors and the shop as direct challengers. As a consequence, situations occur where after optimizing, the door is entirely placed on a shop spot (see Figure 4.13). Eventually, as the designed grammar does not deal with chimneys, their "detection rate" is obviously zero.

Comparison with Markov Random Field segmentation

One could claim that the discussion above is problematic, since we do not compare ourselves to state-of-the-art segmentation algorithms. Indeed, segmentations obtained with Randomized Forest classifiers are very noisy, since pixels are labeled independently. In order to perform a fair comparison, we built an Markov Random Field (MRF) segmentation based on the classifiers (see Equation 4.14). The graph is derived from the image grid (4-connectivity), the single potentials are directly obtained from the classifiers (-log(p)), and the pairwise potentials follow the Potts model, enforcing labeling smoothness on the optimal segmentation. This model constitutes a fair alternative to the grammar-driven approach since the label of a given pixel depends both on its classification value and on its local neighborhood. The segmentation minimizes the MRF energy given in Equation 4.14, in which we denote by c i the label associated to the pixel x i in the image I. The expression x i ∼ x j means that pixel x i is linked to pixel x j through an edge of the graph. In the case where λ is equal to 0, we retrieve the previous RF-based independent classification. Therefore, the Potts model generalizes the RF model.

E(c 1 , . . . , c n ) = x i ∈I -log p(c i |f x i ) + λ x i ∈I x j ∼x i ✶(c i = c j ) (4.14)
For different values of the parameter λ, we get different segmentations, becoming smoother when λ increases. 

              λ=1.0 -58 window -8 wall +0 balcony +28 door -3 roof +99 chimney -6 sky -62 shop +0 other
Even if the segmentation is smoother than the direct RF-based segmentation, it is still inaccurate. Numerical comparisons with the procedural segmentation are shown on the right column of the confusion matrices obtained with λ = 0.5 and λ = 1. Apart from the identical exceptions as earlier, the figures demonstrate a strong advantage in favor of the procedural context. Besides this approach lacks in recovering the underlying structure of the facades which was completely expectable. The MRF model enforces local constraints in the neighborhood of a given pixel, whereas the procedural model enforces higher order structural constraints, between pixels of the images that are not necessarily neighbors through procedural shape priors. Such high order constraints cannot be modeled by classic Markov Random Field with single and pairwise potentials unless we concatenate the label space which will lead to the curse of dimensionality.

Qualitative Validation

In this section, we show the diversity of results obtained using the proposed method. The combination of an efficient parametric grammar with a fixed derivation scheme with simple classifiers enabled us to handle many challenging situations.

First of all, the proposed method performs well on the Haussmannian architecture on which the classifiers have been trained. Figure 4.10,Figure 4.11,Figure 4.12,Figure 4.13 show some segmentation and modeling results on buildings in the testing set. This well-spread and typically Parisian style presents a lot of intra-class variations: materials, ornaments, window rhythms, presence/absence of balconies.

Besides, as stressed in Figure 4.14 the method is able to deal with occlusions and illumination variations. Since the geometry is constrained by the shape grammar, if some part of the information is missing, the intrinsic repetitions lying in the grammar rules make the recovery possible. In 4.14, the first result shows a Parisian facade in which the first floor is covered in vegetation. Even if the windows are not appearing on this floor, based on the other floors, the grammar optimization recovers them. The second image shows an example in which another building casts a large shadow on the facade. As stressed in the second column of Figure 4.14, the Randomized Forest classification is very sensitive to shadows and occlusions, yet the grammar-based segmentation remains robust to them.

Furthermore, although the image support has been trained mainly on one architectural style, the proposed method still performs well on other architectures for which the basic elements (the dictionary) are close to the one used for training. This is the case for a large number of architectures. Figure 4.15 shows some results on other Parisian architectures such that Louis XIV(1680) or Restauration(1830). Other styles even further from the one used for training are also handled quite well with a simplified grammar and the same training set. Figure 4.16 shows different results on Greek neoclassic buildings from Heraklio, Greece and Barcelona, Spain. These examples demonstrate the great ability of the grammar to express numerous topologies with a small set of parametric rules and a few primitives.

Architectural styles that are far away from the one encountered in the training set, are dealt with GMM classifiers. Once more, with rather limited user interaction, the proposed algorithm converges towards the optimal sequence of rules. Results of segmentation and image-based modeling are shown in Figure 4.17. In these results, the regions selected by the user are used as a training set to learn a Gaussian Mixture model (GMM) for each semantic element (walls, windows, etc.). The second row gives 3 levels of modeling. On the left one, each terminal shape is represented by a colored cube. On the middle one, the basic elements have a pre-defined geometry. Finally the right one combines the input image as a texture for the facade with some pre-defined 3D models for each terminal basic shape.

One could also imagine to bootstrap by recomputing a new GMM per class after a first segmentation, and use it to re-segment the facade again in an iterative loop. In any case, this ability to switch to other techniques of supervised learning makes the method very generic and very flexible. To illustrate this property, we show very different buildings from Paris, Vienna, or New York City.

Last but not least, the proposed methodology lends itself to large scale reconstruction. In that matter, we present in Figure 4.12, the 3D models of a small district composed of ten buildings. The proposed approach is computationally efficient (five minutes per facade) and leads to a model fitted for real time navigation. Indeed, the output is described by a shape grammar and can be converted into a static 3D model of variable complexity (playing on the terminal shape models). 

Conclusion

In this chapter, an approach to procedural building modeling was presented. The input refers to a single ortho-rectified image of a facade which will be segmented according to a 2D split grammar. Based on this 2D parsing a realistic 3D model can be extrapolated.

Such an approach demonstrates that well designed images cues and strong grammar context constitute a very efficient facade parsing tool. This can be achieved by establishing a connection between the terminal semantics of the grammar and images using machine learning techniques. State-of-the art results from qualitative and quantitative view point demonstrated the performance obtained with the procedural approach. In particular, these results have been compared with the ones obtained without any prior and with a Potts smoothness prior. In all cases, the procedural method outperforms the competing method.

Additionally, inference was conducted by following a local search technique. It demonstrated good convergence behavior in this specific context. Qualitative results validates the inference Figure 4.12: Modeling of a small district made of 10 buildings in rue Monge, Paris. scheme capability to handle general 2D layout conforming with the grammar. Robustness to challenging illumination conditions and occlusions was considered too, justifying the consistent derivation idea.

Nevertheless, the inference algorithm is not satisfying in all respects. First it requires strong simplifying assumptions on the grammar. Therefore the initial problem, even though it remains intricate, becomes of lower complexity. In particular, attention is to be paid on the simplifications such that the grammar maintains its expressive power. Such a demand becomes almost intractable when considering 3D grammars. And it is even more disputable since to some extents, it cancels the dynamic property of grammars.

An other criticism of the current local search scheme relates to computational efficiency. Indeed, the number of candidate layouts to generate before reaching convergence typically amounts to 1 e6 . This estimate is expected to increase exponentially if the grammar is less constrained. Besides, speed was not much an issue in this application because of the rectification constraint. Thanks to this constraint, integral images make the computation of the energy very fast.

In conclusion, our first attempt to procedural modeling has demonstrated promising capabilities but in a somewhat simple use case. It opened a new path and highlighted two particular points for improvement. The first one concerns the grammar which must include more general operators so that inference can lead the true 3D structure of the considered building. The other point concerns the inference algorithm, which should be changed for a more efficient one, capable to handle dynamic derivation trees. Both points are considered in the next chapter. 

Grammar-based Multi-view 3D Reconstruction

In the previous chapter, we have introduced an approach for 2D grammatical facade analysis. The method explored the appearance of terminal semantics in the grammar. In theory, the same idea can be applied to 3D grammar parsing provided that we know how each primitive projects onto the observed image(s). However, such a task is more challenging because the parse tree gets deeper and includes more parameters. In particular, the behavior of the previous energy would be less discriminative with respect to the depth parameters. Additionally, the generation and the evaluation of hypotheses are costly in 3D. This can be explained by the higher complexity of the 3D rules and the inadequacy of integral images. Eventually, the simplifying assumptions made on the grammar in the previous chapter are not fundamentally necessary.

Based on the above observations, and in order to be able to cope with complex 3D structures and multiple images, we have to improve the computational efficiency of the method and the visual cues which cannot determine real depth. To this end, additional cues will be necessary to infer the depth of the structural elements. In our approach, this will be achieved by using depth maps extracted from the images thanks to standard multi-view techniques. At the same time, previously imposed grammar simplifications are very restrictive and have to be abandoned. Therefore, a novel optimization framework is to be considered which truly accounts for the dynamic behavior of the parse tree while being to reasonable extent computationally efficient.

The remaining of this chapter is organized as follows. In section 5.1, a global overview of the developed 3D grammar-based reconstruction pipeline is presented. Then, section 5.2 will discuss grammar inference, including a review of evolutionary algorithms and their practical use in procedural modeling. Section 5.3 is dedicated to the proper definition of two competitive energy components related to appearance and depth. Experimental results are discussed in section 5.4, while the last section concludes the chapter. 111

General Settings

Through out the entire chapter, we shall consider two settings, associated respectively with 2D and 3D analysis.

Single view configuration

Let us begin with the 2D case that shares similarities with the settings of the previous chapter. The main noticeable difference lies on the fact that no constraint will be imposed on the grammar anymore. As a result, we will be able to consider the 2D Haussmannian grammar in its original form (as presented in chapter 3). This will also allow us to to assess the gain provided by the new inference method. Such an assumption that relaxes the finite dimension of the search space will result on a more complex inference. Indeed, the inherent structure to optimize will now be the parse tree itself. The impact of such a choice is not negligible, as in this dynamic structure, a correlation exists between the topology of the tree and the unknowns variables of its nodes. Simply speaking, the number of unknown parameters depends on the values of these parameters.

Besides, the complete optimization problem involves parameters of different nature. The continuous parameters controlling the size of the final elements were already at stake in the previous formulation. However, in the present methodology, we will need to choose which rule must be applied at certain nodes, as for instance to decide whether a running balcony is present or not at a given floor. This new type of variables has a discrete nature. As such, the inference problem involves both continuous and combinatorial optimization aspects. In order to give a glimpse of the complexity, a parse tree for the 2D case is depicted in Figure 5.1. In fact, some branches of this tree have been pruned in order to fit in the page. The complete tree is approximately two times deeper than the one in the figure.

Multi-view configuration

When dealing with 3D procedural reconstruction, two other aspects will change. In order to compute depth cues, the input consists of a sequence of N images I = I 1 , . . . , I N instead of a single one. The associated cameras are automatically calibrated using the structure-and-motion tool Bundler [Snavely 2006a], and then a dense point cloud is generated using the PMVS tool [START_REF] Furukawa | [END_REF]]. In the rest, we will denote π 1 , . . . , π N the N projective transforms.

Moreover, while in the 2D case, the derivation axiom was merely a rectangle filling the whole image domain, here, it is derived from the footprint of the building. In the experiments presented later, all footprints were retrieved from OpenStreetMap, using the address of the targeted building. The footprint must be expressed in the same euclidean coordinate system as the calibrated cameras. We have met these requirements by providing few correspondences between the cadastrial map and the structure-from-motion point cloud. Note that this step could be automated as well [Strecha 2010b]. Such a registration allows the output building models to be seamlessly embedded in a complete GIS environment. 

Better Exploration Strategy through Evolutionary Algorithms

To tackle the aforementioned challenges, we introduce a more elegant and appropriate inference framework based on evolutionary algorithms. In some sense, it can be viewed as an extension of the hill climbing approach developed earlier. We advise the reader to seek in [Coello 2007] for a recent and extensive survey of this field. We also recommend the introductory book [Luke 2009] which is available on-line.

Evolutionary Algorithms

Evolutionary algorithms are part of meta-heuristics which are stochastic search optimization methods. They are inspired by the biological evolution theory. The main idea behind this class of tools consists in using Darwin's principles to guide a population of candidate solutions towards the minimum of an objective function. The population evolves through a combination of variation and selection operators mimicking biological systems. A fundamental notion in this strategy refers to elitism which allows to favor promising individuals and discards the other ones.

The underlying concept of these algorithms is presented in Figure 5.2. At each generation, the parents P go through a elitist sampling from which the next generation genitors P * are selected. The offspring is generated by re-combinations and mutations of the genitors and evaluated (i.e. the fitness of each individual is computed). In the last step, a subset the parent population is replaced by some children.

improving a generation P made of previously evaluated individuals. Evaluation of an individual consists in computing its objective function value(s). Then promising individuals P * are selected for mating (recombination) leading to O as offspring. After a subsequent mutation step, the offspring O is evaluated, and reinserted in the current population towards replacing part of the previous generation (or the entire generation). Once a new generation has been formed, this evolutionary process is repeated, keeping track of the best individuals along the iterations. It continues until a stopping criterion is met.

One thing worth mentioning is that evolutionary algorithms can be applied without restriction on the objective function. This includes the case of multiple objective functions. Because of this broad applicability, the fine theoretical study of convergence guarantees is very complex. Such guarantees depend on the data structure, the objective function to optimize and the concrete form of the operators involved in the loop. In general, the only legitimate claim about convergence merely states that if the mutation operator is "global", then the optimal individual will be surely found under the assumption of an algorithm running forever. In the previous statement, "global" refers to the capability to visit any point of the admissible space from any other point with a non-null probability.

In practice, we cannot afford to run the optimization for an infinite time interval. But, evolutionary algorithms behave more adequately when showing such a global behavior. In fact, the most important practical issue lies on the well-known exploration/exploitation trade-off. It consists in preventing the population from converging very slowly, while eliminating the risk of premature convergence to a local minimum. In the case of evolutionary algorithms, this trade-off is ruled by different parameters recapped hereafter.

• The population size: large populations ensure diversity for a longer time and therefore improve robustness to local minima. Note that a single individual population boils down to hill climbing and therefore relates to the previous methodology.

• The number of offspring: if many children are generated, the algorithm is less explorative since substantial effort is spent to visit a local neighborhood of each parent.

• The selective pressure: if unfit individuals are unlikely to be selected as genitors, the algorithm is fairly exploitative. When the best individual is the only genitor selected, then the algorithm behaves again as hill climbing.

• The mutation amplitude: a mutation can be thought as a jump in the space of solutions.

If the mutation operator strongly favors "small jumps", then exploitation is preferred over exploration.

• The replacement mode: there are two major replacement schemes called (µ,λ) and (µ+λ)1 . Within the first case, the new generation is selected among the offspring, while the latter uses a pool made of the previous parents and the newborns. The second replacement scheme pushes good individuals to spread quickly and therefore favors exploitation over exploration.

The task adjusting the above mentioned settings is tedious. Furthermore, in practice towards truly optimal convergence, some of the settings require dynamic adjustment and should be updated during the run. For instance, following a naive idea, one could expect a progressive decrease of the mutation amplitude to improve convergence. But if the decrease rate is not very carefully chosen, premature convergence is likely to happen. Other heuristic rules for changing adaptively the amplitude have been proposed as the "one-fifth rule" 2 . The use of concurrent populations (evolving with different parameters) is a common practice which provides an efficient way of dealing with the latter. Such a scheme, known as the island model [START_REF] Skolicki | [END_REF]], is presented in Algorithm 5.2 where different sub-populations evolve almost independently. From time to time (after m generations), individuals are selected to migrate from a population to another. Moreover, the resources allocated to a population is related to its performance: the better it is, the bigger it grows, while the global population size remains constant. The selection process is done at the individual and the population level. In practice, this multi-population approach allows to perform a model selection that speeds up the convergence. 

Optimization of the Grammar Derivation

To apply the previous methodology to our particular problem we need to specify the operators driving the search. Two issues are to be addressed: the kind of individuals we are studying and the evolution processes applied to them.

Two representations usually make sense in evolutionary algorithms: the genotype and the phenotype. Generally speaking, the genotype is a convenient representation to operate on the individuals (i.e. perform mutations and recombinations). On the other hand, the phenotype is a "physical" representation which is natural to evaluate the quality or fitness of an individual. It might happen that in some applications a unique representation satisfies both requirements. It is not the case here, as the natural genotypic representation is the parse tree while the phenotype should be the semantic layout implied by performing the derivation. We will first consider the genotype and the associated operators (mutation and recombinations) and then the properties related to the phenotype.

Genotype

A parse tree is made of nodes involving three components n = (r, x, p). r and x are respectively the rule identifier and the internal parameters of this rule. They correspond to the unknown variables of the optimization. The last component, p, is the semantic primitive created in the scope of the node during derivation. It stores both a symbol s and tag c used to control the derivation. One could argue that such component is redundant, given that it could be obtained by deriving in accordance to the parse tree. Nevertheless, it greatly helps with explanations and implementation.

For a given node, the rule can be chosen among the finite set R p of rules applicable to p. On the contrary, the parameters correspond to a real-valued vector. Changing a rule impacts the topology of the derivation tree and the symbols of its nodes. Changing a parameter mainly impacts the geometry of the layout, but may also remove some nodes or make new nodes emerge in the tree. Pay attention that modifying a single node can affect the validity of the sub-tree below and sometimes of other sub-trees because of the non-local bounds induced by consistency tags.

Therefore, after applying an evolutionary operator to an individual, repairing steps must be performed to turn the modified individual into a valid derivation tree. In fact two predicates must be verified. First, the children of a node must have exactly the symbols emerging from the application of the rule of the parent. Moreover, all nodes sharing the same symbol and same tag must have the exact same rule and parameter values.

Mutation

A mutation refers to a random perturbation of an individual. After a node n = (r, x, p) is chosen randomly, three different mutations can be performed, one acting on the rule and two on the parameters.

1. Rule mutations consist in replacing r by a random rule of R p , if #R p > 1.

2. Parameter mutations can modify x ∈ R n by adding a perturbation to a randomly chosen element x i ∈ x:

x i ← x i + u (5.1)
Alternatively, parameter mutations randomly select two elements x i and x j either from the same node or from successive ones, add a random perturbation to x i and decrease x j accordingly. These concurrent mutations present the advantage of modifying the position of a given architectural element without impacting the rest of the layout.

x i ← x i + u x j ← x j -u (5.2)
In Equation 5.1 and Equation 5.2, u ∼ U([-δ, δ]) is sampled from a uniform law. The value of δ depends on the rule in which x is involved and the mutation policy. Such a policy can be coarse or fine, and actually modifies δ accordingly. 

Recombination

Mating two individuals simply swaps a part of their contents. In our case, we first choose one node n in the first tree and then a node n ′ in the second one, such that they share the same class. Once again, two recombination modes are possible.

1. Rule recombination can be performed by swapping the rule components of the two nodes as well as their parameters.

2. Parameter recombination between x and x ′ is done by swapping the values of two randomly chosen components x i and x ′ i .

Phenotype and evaluation

A parse tree stores all the necessary information to derive a semantic layout M describing a facade (Figure 5.3 (a)) or a building (Figure 5.3 (b)). This layout refers to the physical expression of the individual, in other words, its phenotype. We have already seen in the single-view case, that the individual relevance with respect to the observations can be evaluated thanks to an appearance energy E a (M ). In the multiple-view case, an individual will be also evaluated thanks to a depth energy E d (M ). The precise definitions of both energies will be detailed in a subsequent section.

The evaluation step consists in computing for each individual its fitness function comprising all energy components.

Selection

Selection is an elitist process allowing to favor "strong" individuals to survive and evolve during the generations. When only an appearance energy is considered, individuals are selected by running tournaments. To choose one genitor, few candidates (2 in our case) are randomly picked. Then, only the fittest candidate among them is chosen as genitor. The selected candidate remains in the pool so that it can be selected several times. Otherwise, since E total (M ) = (E a (M ), E d (M )) ∈ R 2 and since no preference is made about the two fitness components, one can not establish a ranking of the individual based on a total ordering. However, we can compare individuals using Pareto partial ordering. Formally, we will say that an individual M 1 dominates another M 2 and note M 1 > p M 2 , if M 1 has all energies smaller than M 2 (one being strictly smaller). With a partial ordering, there is no guarantee that an individual will be better than any of the others. However, we can find a set of individuals that are dominated by none of the admissible solutions. This set called the Pareto frontier is depicted in green in the explanatory example of Figure 5.4.

Several selection policies relying on Pareto ordering have been defined in the literature. We have chosen to follow the modified Strength Pareto Evolutionary Algorithm (SPEA-II) scheme [Zitzler 2001] that is considered among the state of the art. Other recent schemes would possibly perform equivalently. In any case, a selection operator should at least ensure two properties. Of course if M 1 > p M 2 , then M 1 should be preferably selected over M 2 . Additionally, selection should ensure a certain level of diversity with respect to the fitness values among the selected individuals. We will see that this second goal offers important practical benefits.

Algorithm 5.3 The modified strength-pareto evolutionary algorithm Require: P : current population Require: A: archive of non dominated solutions Require: a: maximum size of archive A ← non-dominated solutions of P ∪ A if #A < a then extend A with (a -#A) fittest dominated solutions from P else remove from A its (#Aa) individuals at dense locations if A end if P * ← tournament selection on A return P * , A SPEA-II is presented in pseudo-code in Algorithm 5.3. The algorithm performs both the pareto front estimation and the selection of genitors. Selection is performed by using a classical tournament on the current estimate of the front. Then, the front estimation step implements both of the previously stated requirements. The front is approximated by a fixed size archive A, which is initialized with all non dominated solutions found so far and is then pruned or completed (if it is respectively too big or too small). Note that diversity is promoted by the fact that that the pruning is performed preferably on solutions located at dense position in the front.

Concurrent populations

As mentioned earlier, different strategies are put in competitions thanks to a sub-population model. In our case, one population evolves through rule mutation and recombination, and two populations through parameters mutation and recombination, respectively with coarse and fine mutation policies. The first population aims at optimizing the topology through the rules while the two others focus on the geometry through the parameters. Ideally, the sub-population which acts finely on parameters should perform best when approaching a local minimum while the other two should help escaping from non global optima.

Optimal solution in the multi-objective case

Successive iterations of the multi-objective algorithm do not produce a specific solution but a whole set of candidate solutions approximating the Pareto frontier. An illustrative example of a Pareto frontier and its approximation is depicted in Figure 5.4. In practice, we are looking for a single optimal solution. Thus, we linearly combine the two energies into a single one:

E(M ) = αE a (M ) + (1 -α)E d (M ) (5.
3)

The level sets of E correspond to straight lines in the energy diagram, represented in black dashed style in Figure 5.4. The optimal solution with respect to this energy is easily determined from the complete set of Pareto solutions. Note that among the approximate Pareto solutions, only those belonging to the Pareto convex hull can be optimal for a linear combination of the objectives.

Better exploration behavior

One may think that we could have used a combined energy from the beginning. This assumption is strongly objected in the theory of evolutionary optimization where the consensus state that keeping multiple objectives reduces the risk of convergence to a local minimum. This is particularly relevant when the Pareto frontier shows concave parts, as in the illustrative example proposed in Figure 5.4. In such cases, a local minimum of the scalar energy often appears far from the true optimum. If little attention is paid to this fact, a strong risk exists that the population converges to the local minimum. It would then be vain to hope that the population could escape from there quickly. Single objective selection operator are largely affected by this phenomenon. On the contrary, SPEA-II selection produces a population with a diverse range of fitness values. Therefore, when converging, the population should ideally spread over the entire Pareto frontier.

We illustrate this assertion with an experiment made on a real case. Figure 5.5 presents in a shared energy graph, the space spread by two populations, conducted respectively by SPEA-II selection and a tournament selection based on a linearized objective function. The latter population is therefore guided by the scalar energy. Surprisingly, the population produced with the consideration of the two individual components presents better candidates with respect to this scalar energy. In order to support our previous analysis, the figure depicts the last generations of both populations. As expected, the single-objective population falls in a narrow region of the admissible space. Considering now the average behavior of each population, the SPEA-II appears to drive the population towards more promising regions.

Automatic weight selection

It is also important to note that the choice of α plays a key role on the final outcome of the optimization process. Defining such a value beforehand can only be done in a heuristic manner. This task becomes less difficult when the Pareto set is known. Indeed, its bounding box could produce valuable insights regarding the appropriate balance between the two components of the objective function. A practical way to automatically extract a sensible α is explained in Figure 5.6. It consists in choosing a weight such that the iso-lines of the scalar energy to be parallel to the diagonal of the Pareto set bounding box. As a result, the optimal solution is the one maximizing the euclidean distance to the diagonal of the bounding box. This automatic procedure is implemented in our approach.

Optimal solution uncertainty

Eventually, it is possible to assess qualitatively the selected solution. Indeed, as pointed out earlier, the potential challengers to the optimal solution belong to the convex hull of the Pareto set. This is verified as soon as we restrict ourselves to select the solution based on a weighted sum criterion. Then the strength of the solution chosen based on α 0 can be reasonably defined as the range of α values producing the same optimal solution. A very small range means that using an alternative value only slightly different from α 0 would lead to a different solution. In such case, the intervention of a human operator can be encouraged and can be easily considered given that we can produce a subset of well chosen challengers. This subset is constrained from the convex hull and within it, challengers can be ranked by increasing distance between their associated range and α 0 .

Energies in the Multi-view Context

In this section, we will propose two different energy models, one extending the appearance model to multiple views and another evaluating the quality of the model with respect to depth profiles. Note that all the developments made here are specific to the multi-view settings. 

Appearance Model

The first energy is largely inspired from the one derived in the single-view approach. We adopt a Bayesian formulation where we aim at defining the posterior probability of the 3D model M knowing the set of views I: P (M |I). Since M is procedurally generated, it can be viewed as a set of voxels X associated with semantic classes (or terminal symbols) c: M = (X , c).

We first express the posterior with the likelihood and the prior using the Bayes rule: P (M |I) ∝ P (I|M )P (M ). Given that the grammar already expresses a very strong prior on the model, we do not consider additional ones, an assumption that boils down to a direct use of the likelihood. Then, assuming independence between the different views and among the pixels of each image, the likelihood is factorized as:

P (I|M ) = N k=1 P (I k |M ) = N k=1 x P (I k (x)|M ) (5.4)
In the factorization, we now have to express only the pixel likelihood P (I k (x)|M ). We make the natural assumption that the distribution of I k (x) given the model M only depends on the voxel π -1 k (x) which projects on the pixel x in I k . Then P (I k (x)|M ) can be rewritten as

P (I k (x)|π -1 k (x)
). Of course this latter expression is only valid when π -1 k (x) exists, that is to say when the line of sight passing through x intersects M . We concisely denote this case by π -1 k (x) ∈ X . In the opposite case, when I k (x) cannot be explained by M , then π -1 k (x) should be considered as a hidden variable, and P (I k (x)|M ) can be evaluated by averaging the previous expression over the set of possible value of π -1 k (x). As a result, we obtain the following expression for the pixel likelihood:

P (I k (x)|M ) = P (I k (x)|π -1 k (x)) if π -1 k (x) ∈ X (5.5) = ❊[P (I k (x)|π -1 k (x))] otherwise (5.6)
Let us motivate the importance of dealing with the likelihood at pixels which are not explained by the model. To that end, we need to consider that the goal is to maximize the likelihood value with respect to the degrees of freedom of the model. This is equivalent to the minimization of the negative log-likelihood energy:

E(I, M ) = k x -log (P (I k (x)|M )) (5.7)
In the inner sum, some of the pixels are explained by M while others are not. Evaluating the likelihood in both cases makes the energies of all candidate models comparable. Practically, this prevents the model from progressively shrinking during the optimization so as to diminish the number of observations to account for. One can note that this difficulty does not arise in the 2D settings as the complete image domain is classified.

Following the previous chapter, we can use an appearance model to derive the pixel likelihood. In that case, it is estimated as

P (I k (x)|π -1 k (x)) = P (I k (x)|c(π -1 k (x))
). Thus for any class c the probability distribution P (I k (x)|c) is learned using a Gaussian Mixtures Model on the RGB values of pixels in a training set. In practice, the training set is created by a user who paints some brush strokes on one of the input image for all the terminal classes of the grammar.

Consequently, the expectation in Equation 5.6 takes place over the set C of all possible classes. Pixel contributions which do not correspond to valid projections of voxels are replaced with the average cost:

P (I k (x)|M ) = 1 #C c∈C P (I k (x)|c) (5.8)
Therefore, the appearance energy E a is obtained by taking the negative log-likelihood as in Equation 5.4. It uses appearance as a way to distinguish the different primitives of the model. However, it fails to account for real 3D evidence with respect to the voxels belonging to different or even to the same class when located at different depths. This can be addressed through a depth energy. pixel x of a depth map D, D(x) represents the distance between the optic center of the camera and the voxel π -1 (x) that is projected onto the depth map. Then the energy of a model is:

Depth Model

E d (M ) = x ||D M (x) -D ref (x) -d|| 2 (5.9)
where d is the mean distance between the depth map of the model and the depth map of the 3D point cloud. Note that the goal expressed by this energy is not to have a model with the exact same depth profiles as the reference but simply that they match up to a constant gap. This subtle difference makes the depth cues relatively robust to slight inaccuracy introduced by the registration of the structure from motion frame with the cadastrial map.

In practice, all depth maps are extracted from the Z-buffer of virtual orthographic cameras. For each visible facade of the building, a camera of this sort faces the facade.

Experimental Validation

Single-View

In the following set of experiments, we will evaluate the performance of the evolutionary algorithm in the single view context. In particular, a comparison with the hill climbing approach will be presented. 

Empirical calibration of the evolutionary settings

Some of the settings of the evolutionary algorithm deserve attention. In fact, the energy we want to optimize is non convex. It presents many local modes where the optimization can easily get stuck. An illustration of the reason behind the multi-modal behavior of the energy is provided in Figure 5.7. In the depicted segmentation, all columns of windows except the central one are aligned with actual windows in the facade image. To remove the erroneous column, all the right ones need to be pushed side-wise which will inescapably increase the global energy. In the hill climbing approach, in order to escape from undesired solutions, interesting parts of the parent neighborhood were thoroughly exploited by sampling extensively (1 e4 children) at every iteration. It is probably not the optimal solution in terms of speed and convergence guarantees.

In order to determine an acceptable consensus between the population size and the offspring one, we have studied the performance of the algorithm with respect to these two settings. The results are presented in Figure 5.8. For each sub-figure, one parameter varies while the other is kept constant. In order to eliminate the effect of unpredictable fluctuations due to the stochastic facets of the optimization, many runs were considered per value of each parameter, resulting on an average performance estimate.

Note that if we want to compare the performance obtained in different settings on a fair basis, we need to impose an invariant number of tested hypotheses (i.e. the total number of individuals created during a run). This limit was chosen based on another study [START_REF] Teboul | [END_REF]], where we have tackled the same problem using Reinforcement Learning. In this paper, we have demonstrated that it is possible to obtain similar performance as in the hill climbing approach with only 3000 to 5000 derivations. Therefore the results shown in Figure 5.8 were obtained with a number of derivations bounded to 3000. Both curves shown in Figure 5.8 present the same global behavior. Keep in mind that better performance is achieved when the curve reaches a lower position. In both cases, the left region corresponds to exploitative settings and the right one to explorative regions. As expected, the optimal settings are always located in an intermediary region. One can note a special artifact in the performance evolution, in the left region of each graph, where unexpectedly the performance suffers a small drop. This artifact is due to the fact if exploration is weak, then the population is quickly uniform. As a result, convergence towards local modes cannot be avoided and occurs at a lower speed.

The natural conclusion is that a population made of a single individual is not optimal because it can not escape efficiently from the numerous local minima. This statement is supported by the final segmentations obtained during the runs. Figure 5.9 shows a random selection of such segmentations for the single individual case (upper row) and for a population size of 16. With a single individual, the segmentation often misses a column of windows. Similarly, a large offspring is incompatible with a limited number of derivations, because too much time is spent exploring the same regions of the space.

Note that the optimal settings depend on various elements. This includes especially the complexity of the facade to be parsed and the allocated time to perform the optimization. About, the first point, the same experiment was conducted on other facade, leading to varying optimal configurations. When using a simple facade, the performance profiles are rather flat, with better performance on exploitative variants. On the contrary, with complex facades implying many local minima, the profiles present a sharper optimum. After a careful observation, a population size of 32 and an offspring of 16 were found to provide a decent consensus.

Performance on the Ecole Central Paris Facade Database

The following tests were launched on the same data-set as in chapter 4. 10000 hypotheses are tested for each facade. The island model was not used and the unique population evolves under rule mutations. Motivated by the previous experiments, the population and offspring sizes are set respectively to 32 and 16.

To compare with the results obtained with hill climbing, we computed the confusion matrix. The differences with respect to the detection rate are shown in green or red depending on whether better or worst detection is performed. Globally the performance has slightly improved. The only exception concerns the windows which are subject to an approximately 10% loss. This is mainly due to the restriction to global mutations in these tests. As a result, few rows of pixels of the windows are often missed. Because windows are small structural elements, even a slight misdetection of their boundary has an noticeable impact on the detection rate.

This experiment shows that evolutionary algorithms provide equivalent performance as the hill climbing alternative, with fewer hypotheses tested. This is very promising for the 3D multi-view extension. 

Multi-View Experiments on Artificial Data

We first study the convergence of our algorithm on artificial data, for which we have a noise-free ground-truth. To do so, we randomly generate a building and visualize it from 3 cameras. Here, the classification cues are perfect: the probability is either 1 or 0 depending directly on whether the color predicted by the candidate solution matches the one of the synthetic model. As for depth, D ref is here the depth map of the ground-truth model. The evolution of the populations is given in Figure 5.11. For clarity sake, we plot the evolution of the 3 populations for the appearance energy only in Figure 5.10 (the evolution of the depth energy is indeed very similar). We can observe on Figure 5.10, that the energies E a (or similarly E d ) of the 3 sub-populations are in average decreasing with time, and tend to converge towards a constant energy after approximately 150 iterations. It is interesting to observe that, upon convergence, P f has a lower mean energy than P c , that is itself better that P r . The rules population only allows important changes, since its mutations are completely changing the topology of a building. The coarse population also enforces important changes, but mainly geometrically, whereas the fine population acts on a finer scale.

On Figure 5.11, we plot the evolution of the whole population without distinction of subpopulation. Each color is an iteration, ranging from red (1) to blue (200). At the beginning of the evolution, the individuals are scattered out. As iterations goes they all move towards the known optimal point (0, 0). After 200 generations, the best set of individuals is the Pareto frontier of the population, here represented in red triangles. Note that this set spreads a very limited region which is consistent with the fact that the real Pareto frontier is made of a single point.

Quantitative Validation on Real Multi-view Data Performance criteria

Given that the model incorporates both geometric and semantic information, it is natural to seek for the evaluation of the relevance of both aspects. We have already adopted a criterion regarding the semantic aspect of the obtained solution which is based on confusion matrices. We will keep the same line in this set of experiments.

As for the geometric aspect, the task is more difficult. In the presence of a ground-truth modelobtained with a LIDAR scanner for instance -the comparison of the reconstruction with the groundtruth is not straightforward. In particular, classical statistics based on point-to-surface distances do not make sense. The main reason for that is that the two models encapsulate very different level of details about the geometry of the building under consideration. More specifically, the LIDAR cloud reflects faithfully small details on non reflective surfaces, as for example facade ornaments. On the contrary, reflective surfaces such as windows are poorly captured by LIDAR techniques. This applies as well to thin structures like ironworks. Unfortunately, these failure cases correspond precisely to the major structural elements recovered by our approach.

If we want to assess geometric accuracy, we need a ground truth model M gt comparable to the one inferred from the grammar. Then, we can compute the average point-to-surface distance between the inferred model and the reference one. where X and X gt are fine point cloud derived from both models.

To go further in our analysis, we propose a variation of the previous criterion, where we consider alternately the different semantics and extract the same statistics from the 3D points matching the semantic class under consideration. (5.11)

Ground-truth

One way to obtain the required inputs for both criteria consists in performing a manual derivation of the grammar. In that perspective, we have designed a GUI allowing to progressively tune the derivation tree with respect to both rules and their parameters. Practically, one needs to adapt alternately the position and sizes of each element. Against all odds, this task is not simply tedious but also extremely hard to tackle with regard to the depth accuracy. Because of this difficulty, our set of ground truth models is restricted to 5 Haussmannian buildings.

Results

We first consider the classification criterion presented in the following confusion matrix. The form of the matrix is very similar to the one of the single-view configuration. This shows that the grammar context still plays its role. Besides, the numerical values are approximately equivalent to these obtained in the single-view experiments. We do not provide a detailed comparison with the previous experiments as the data set is different. In Table 5.1, we show the statistics obtained with Equation 5.11 for all the semantic classes. Overall, the deviation is bounded by 30 centimeters. Large gaps between the ground truth and the inferred model concern mainly the roof and the shops. But in such cases, this difference has little impact on the visual quality of the model since it concerns large structures. On the contrary, the error for windows averages to 11 centimeters and is less satisfactory given that the depth of a window amounts to approximately 50 centimeters. Nevertheless when considering the final model, we will see that this is hardly noticeable. Table 5.1: Geometric accuracy -distances are expressed in centimeters.

As a basis for computational efficiency comparison, we have allowed 20, 000 hypotheses for buildings with only one facade visible from the street. Otherwise, the number of hypotheses was multiplied by the number of facades. This shows that despite a greater complexity in the inference task, the number of candidate derivations remains much lower compared to the one required by the hill climbing methodology. However, even though the algorithmic complexity is substantially reduced, the necessary time to reconstruct a single building remains significant. Indeed, the inference typically requires around one hour. This duration is nonetheless subject to the complexity of the building.

Qualitative Results

We present here some results on few different Haussmannian buildings from Paris. The optimal solution was chosen following the automatic α selection scheme presented in section 5.2.3.

For each of the buildings, we show the classification induced by the 3D semantic layout and the textured 3D model in which structural elements are replaced by highly detailed models. In particular, Figure 5.12 draws a parallel between these results and the raw classification and depth cues. The gain is obvious with respect to both aspects. In spite of the complexity of the problem and the very noisy level of both appearance and depth information, the models are very accurate, both in terms of geometry and topology. Different results obtained on other examples are depicted in Figure 5.13. Last, Figure 5.14 shows the reconstruction obtained with a building presenting many street facades. This example illustrates the benefit of handling the building as a whole instead of dealing with each facade separately.

Although the results are very satisfying, few failure cases are to be deplored. First, it happens as in Figure 5.12, that an additional running balcony appears. This case occurs typically when balcony guards are large and there is a partially running balcony at the level of the concerned floor. In this situation, the grammar is at fault as it does not allow to accurately model the observed building. Therefore the reconstruction is a consensus between the language of the grammar and the observations. Besides, the registration of the point cloud and the camera is sometimes not as accurate as expected, and it can therefore introduce some bias in the final model. An example of this drawback can be observed on the second row of Figure 5.13, where windows are well fitted on the bottom floor and step progressively aside their expected position in the upper floors.

Conclusion

In this chapter, we have extended 2D grammar-based procedural reconstruction to 3D while introducing additional depth cues. The main aspect lies in the ability to provide the real 3D geometry of the building. To do so, the approach combines two likelihood functions based on appearance and depth defined on a multi-view basis. The reconstruction task was tackled as an inference of an optimal grammar derivation.

To solve the induced multi-objective optimization problem, an adapted evolutionary algorithm was introduced. The relative performance of this algorithm was considered with respect to the previous approach by addressing the 2D parsing problem where a single objective is available. It was then studied with respect to the multi-view reconstruction problem, first in a synthetic case and then on real data. In this latter case, the demonstrated performance relies on the efficiency of evolutionary algorithms to estimate the Pareto front and a well suited automatic selection scheme among all the Pareto candidates.

The explicit modeling of occlusions is a natural extension of our approach. The estimation of the camera parameters on the fly, as well as the footprint of the building as part of the evolutionary algorithm could lead to a fully automatic approach to 3D procedural modeling. Looking at efficient means of accelerating the convergence process through intelligent mutations driven from bottomup cues is also a very promising direction. Chapter 6

Conclusion

We conclude this thesis by summarizing the majors contributions and open the discussion on some potential directions of research that will be investigated.

Contributions

In the introductory chapter, we have presented the perimeter and the objectives of the thesis towards image-based building modeling of large-scale environments. Globally, our response to this challenge integrates procedural representations within image-based inference paradigms. Therefore, our work is an attempt at conciliating graphics modeling approaches with techniques typically related to computer vision. Although our purpose was a well defined and expected objective, satisfaction of such an attempt was not straightforward as it can be testified by the numerous attempts made in both communities.

The first aspect we had to deal with concerned procedural modeling on its own. Shape grammars frameworks developed in the last decade have provided a strong basis for our research as they introduced adapted techniques for architecture modeling. Building upon these ideas, we have come up with an extended approach contributing with a novel derivation scheme helping to finely control the designs described by a grammar. This control was demonstrated as an efficient solution to enforce the architectural consistency of procedurally generated buildings. Within this framework we have also demonstrated the power of binary recursive split rules to generate alternative patterns of unlimited cardinality. These contributions have led to the definition of grammars specifically fitted to the generation of 2D and 3D semantic layouts for buildings of Haussmannian type. The capability to create hypothetical semantic layouts has granted a sound basis for image-based analysis.

Such a modular procedural generation engine was combined with the inference of a plausible layout for a building observed in a single or in multiple photographs. One major idea that stands out of our work ties the semantics involved in the grammar with the visual appearance of the associated architectural elements. This idea was first investigated in the context of 2D analysis from a single ortho-rectified view of a facade. Disregarding technical considerations by using simplifying assumptions, a hill climbing inference method revealed the potentials of the formulation. Then, to handle more complex cases where notably 3D modeling is at stake, we have extended our approach both in terms of visual cues as well as in terms of inference. Due to the fact that appearance models are not suitable for accurate depth recovery, we have introduced a concurrent likelihood model based on depth profiles derived from a classical multi-view reconstruction. To cope with the multiobjective problem implied by this extension, an evolutionary algorithm was considered aiming at the estimation of the so-called Pareto frontier. Besides, we presented an automatic scheme to select a single optimal layout among the non-dominated solutions. It appeared that this two-step process was successful in combining the cues induced by both objective functions.

Our approach has been tested on both single-view 2D facade parsing and 3D building reconstruction. In the first case, we provided a benchmark of annotated facade views. We recommend the use of this data-set for researchers willing to compete in the same type of structured segmentation problems since it involves facades of high complexity and implies challenging situations (such as large cast shadows and color saturation). In the second case, the approach was evaluated with respect to classification and to reconstruction on a smaller data-set.

Future Directions

The philosophy sustained in this work was natural given previous research but it has raised many difficulties. We have provided promising responses, yet various extensions are under consideration to push forward the scope of our work.

The first extension concerns the definition of more complex grammars to encompass a broader class of buildings. The Haussmannian grammar could be easily simplified to embrace a generic class of buildings encountered in various places. Yet, more complex styles would require additional features in the grammar for instance to model bay windows, rounded corners, etc. . As a consequence, even the procedural framework would need to be extended. We have mentioned that the use of geometric languages such as GML would be of a great value in this regard.

As a second direction, we strongly support the automatic design and inference of grammars from sample data. It is certainly the counterpart of this work that will make grammatical descriptions an obvious choice for large scale modeling. Indeed, so far a non negligible part of the modeling pipeline consists in creating the grammar describing the class of buildings to be reconstructed. Automation in this regard would make the approach even more appealing. The issues raised in this context are of very high complexity. We believe that such inference would necessarily imply stronger reliance in bottom-up techniques so as to extract local relations between elementary parts and aggregate this knowledge in the inferred grammar.

Then various improvements could be sought from the parsing point of view as well. Introducing bottom-up cues would certainly speed-up convergence. One way to do so in our evolutionary algorithm is to introduce data-driven mutations. Moreover, with respect to the derivation of better appearance models, features based on recent descriptors could be used to enhance the classifiers performance. Other type of energies could be considered as well, for instance to enforce visual similarity between the instances of the same architectural element. Another very appealing variation of our work would account explicitly for physical constraints between the elements of the grammar.

Given the important industrial context attached to this work, much attention should be paid to pre/post-processing steps. Some of these steps as the data capture protocol are purely practical. On the contrary, 3D model enhancement, which has been partly discussed in this work, raises further research topics. Various tasks can be undertaken in this respect. One aspect concerns geometry refinement which is necessary to transform 3D layouts into detailed models. The solution proposed in our approach could be extended to integrate more variability among the atomic architectural elements and to include hybrid reconstructions. In addition, textures plays a key role in the visual aspect of the reconstructed model. Instead of using raw inputs, an optimal texture could be derived from a complementary inference process. The purpose of such process would be to remove visual artifacts induced by occlusions and cast shadows.

On a more general note, grammars can be used for other applications in computer vision and medical images where structure is of central interest. This has already been the case in the past with respect to image understanding. Beyond computer vision, we hope that, in their seeking for hierarchical representations of physical objects and for efficient ways to infer their internal degrees of freedom, our work will inspire other researchers.
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  Figure2.1: The general scheme of automatic reconstruction. First, (a) stable key-points are detected and filtered to form tracks. Then, (b) calibration is computed for each view as well as 3D location for each track. In (c) the point cloud is refined using SFM. Eventually a more structured representation can be recovered: in the example (d), a mesh.

  Figure 2.2: Voxel coloring. (a) The blue voxel is occluded by the red in the left image. This image should not be taken into account when deciding upon photo-consistency of the blue voxel. (b) If the ordinal visibility constraint is checked, a topological order can be established.

Figure 2 . 3 :

 23 Figure 2.3: The combination of a point-cloud reconstruction and variational refinement of an extracted mesh can lead to extremely impressive reconstructions of large-scale outdoor scene. Image courtesy of [Hiep 2009].

Figure 2 . 4 :

 24 Figure 2.4: Examples of man-made interior scenes. The first two columns correspond to two approaches derived from[Furukawa 2007]. The last two columns correspond to a Manhattan world model[START_REF] Furukawa | [END_REF]]. Although results of[Furukawa 2007] were acknowledged as very flexible and accurate, the under-constrained aspect inherent to scattered representation makes the output mesh cluttered while the scene can be recovered quite accurately using a combination of large and pairwise perpendicular planes. Image courtesy of[START_REF] Furukawa | [END_REF]].
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 26 Figure 2.6: Reconstruction of different challenging scenes, based on the hybrid representation developed in [Lafarge 2010] (The following color code was used: purple=plane, pink=cylinder, blue=cone, yellow=sphere, green=torus, gray=mesh). Despite undeniable false positive and false negative cases with respect to the primitive detection, the results are quite promising. Image courtesy of [Lafarge 2010].

  Figure 2.7: (a) Very regular patterns can be generated though a crystallographic group derived from translation, rotation and scaling parameters. (b) Parsing algorithm proposed by [Pauly 2008]. Image courtesy of [Pauly 2008].
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  Figure 3.1: Generation of a Von Koch snowflake fractal model with an L-system. The geometric representation is shown for different values n of the derivation iteration.
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 3 Figure 3.2: Generation of an algae model with an L-system. The geometric representation is shown for different values n of the derivation iteration.
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 34 Figure 3.3: A shape grammar for generating Van Koch snowflake.
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 35 Figure 3.5: A rule defined in the set grammar framework. The right-hand-side can be described using a binary relation between the two primitives denoted by tmp and step.
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 3 Figure 3.6: Spatial relations specified with markers (colored points).

  Figure 3.7: Two nearby Parisian buildings. Even if they share the same architectural style (Haussmannian), some of their elements as the windows show different appearance. The building on the right presents two distinct iron patterns (see the running balconies of the second and last floors).

Figure 3

 3 Figure 3.8: CPA internal structure. The flowchart represents the main modules (green blocks), and the data structures exchanged between them (blue).

  Figure 3.9: Appearance of a 3D primitive. (a) Upper: a primitive is defined geometrically as a mesh -Lower: each face is associated with a label. (b) The scope of a primitive (gray box around the blue mesh) delineates the absolute location, orientation and scaling of the primitive. A cylindrical blue mesh is shown in its natural disposition (lower left) and after its scope has been modified (upper-right).

  Figure 3.10: Starting from the primitive p, the rightmost configuration (c) can be realized by applying a first rule creating the center layout (b), and then applying a rule on each of the red and yellow primitives. Otherwise, it can be achieved via a single rule with nested operators.
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 53 Figure 3.11: Examples of transformation operators. The input and output primitives are depicted with their scope. Note that in (c) the input and output primitives have been separated for better visualization.
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 3 Figure3.12: The different modalities of splits in the case where axis is X. For visualization purpose, output primitives with different symbols are represented with different colors. Notice how the mirrors results in axis inversions.

  Figure 3.13: First row: (a) the input primitive has labels attached to its faces, (b) each face is turned into a primitive which symbol (depicted via a color) depends on the label of the face. Second row: an polygonal planar face (c) is extruded along its normal (d).

Figure 3 .

 3 Figure 3.14: First row: left, an input polygon with a weighted straight skeleton -right the edge sweeping process is depicted by showing the shrunk polygons on top of each others with color coding corresponding to the shrinking factor. Second Row: a hip roof and a mansard models obtained thanks to operators based on the straight skeleton. Note how different velocities induce slopes of different angles (in particular a null velocity creates a vertical slope).
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 3 Figure 3.17: Alternating patterns obtained thanks to mutually recursive splits. The figure shows the different stages of the recursion.

  Figure 3.18: (a) A consistent layout where the windows are vertically well aligned. (b) A non consistent one. (c) A case where the same rules and parameters are kept identical for every node of given symbol.

  Figure 3.20: (a)-(c): snapshot of selected steps in the derivation of the 3D Haussmannian grammar as defined in Table3.12. In (a), a mass model is generated. Then, in (b), a partial derivation of the facade layout is obtained. A complete 3D layout is depicted in (c). The last picture (d) corresponds to a realistic model obtained by extending the grammar with additional rules, replacing the semantic primitives with adapted textured models defined in external files.

Figure 3 .

 3 Figure 3.21: A district generated with a completely developed 3D Haussmannian grammar.
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 44 Figure 4.1: Input (a) and output (b) of the procedural inference. The 3D model in (c) is obtained by extrapolation of the 2D facade parsing.

Figure 4 .

 4 Figure 4.2: (a) is the original data. (b) is the image of the label defined by hand. Each color corresponds to a label. (c) shows for each pixel the most probable label, in the same color space as in (b).Images (e),(f),(g),(h),(i) shows the probabilities for each pixel to belong to one of the classes wall, window, balcony, door and roof. The bluer the pixel, the higher the probability, the redder, the lower.
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 43 Figure 4.3: Graphical representation of the energy on two examples of buildings over the same image. The first and third images are the projections of the buildings on the image facade.Colors correspond to semantics. We can notice that the building in (b) better fits the image. The second and last images visually sum up the energy of a given configuration. It is a patchwork of probabilities built using the probabilities of each semantics (see Figure4.2) and the segmentation provided by the current building. One should notice that the low energy building displays colors that tend more towards yellow and green tints while the high energy one is redder (low probability).
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 44 Figure 4.4: Evolution of the energy with the iterations. The energy is decreasing quickly in the first few iterations and then reaches a flat region characterizing convergence.
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 46 Figure 4.6: Three training samples from the Ecole Centrale Paris Facades Database. Original data and preprocessing of the data: labeling of the basic shapes. Each color corresponds either to a basic shape of the dictionary or to another part of the image, such as the sky for instance.
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 4 Figure 4.7: Evolution of the detection rate with respect to the depth of the randomized trees, and the size of the patches. The detection rates are mainly sensitive to the depth of the forest.
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 4 3.2 shows some examples of GMM softmax classification as well as the paint strokes used to define the training samples.

Figure 4 .

 4 Figure 4.8: Example of GMM softmax classification. The user selects some representative part of the image corresponding to architectural elements (here walls and windows). The parameters of the Gaussian mixture models are learned through EM, and then each pixel is hardly classified using softmax.
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 4 Figure 4.9: MRF segmentation using Potts Model and Randomized Forest classifiers

  Figure 4.9 shows different segmentations of the same image for different values of λ. Here are the confusion matrices for different values of the smooth parameter λ.
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 4 Figure 4.10: Image-based modeling of an Haussmannian building. The first row shows from left to right: the input data, the randomized forest-based segmentation and the projection of the optimized grammar on the input data.The second row gives 3 levels of modeling. On the left one, each terminal shape is represented by a colored cube. On the middle one, the basic elements have a pre-defined geometry. Finally the right one combines the input image as a texture for the facade with some pre-defined 3D models for each terminal basic shape.
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 4 Figure 4.11: Another image-based modeling result on the complex Haussmannian architectural style.
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 4 Figure 4.13: More results obtained with the proposed method on various Haussmannian buildings.
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 4 Figure 4.14: Accurate building modeling under challenging conditions: illumination variations and occlusions. As shown in the second column, some impressive amount of information is missing.No wall or window are detected by the classifier on the first floor and part of the second one in the second example. However, the proposed method takes advantage of the intrinsic repetitions and regularities of the grammar to recover the missing windows. The information of the upper floor is spread to the lower one thanks to the consistent derivation of the grammar: the same split rule should be applied on all the floors.
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 4 Figure 4.15: The proposed method still performs well on different architectures as long as the visual properties of the basic elements of these new styles are similar with the ones the classifier has been trained with. Here are example of Louis XIV (1680) building (first row), and Restauration (1815) ones (second and third rows).
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 4 Figure 4.16: The method is still able to cope with even more different architectural styles, such as Barcelona architecture (first row), or Greek Neoclassic buildings in Heraklio, Greece (second row).
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 4 Figure 4.17: Segmentation obtained with a simpler grammar and using the GMM classifier.
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 5 Figure 5.1: An example of parse tree associated with the 2D grammar. Each colored node simply holds a terminal symbol. On the contrary, internal nodes (in white) contain the unknown rules and parameters.
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 5 Figure 5.2: Typical pipeline of evolutionary algorithms. A population of individuals evolves to optimize a fitness function.At each generation, the parents P go through a elitist sampling from which the next generation genitors P * are selected. The offspring is generated by re-combinations and mutations of the genitors and evaluated (i.e. the fitness of each individual is computed). In the last step, a subset the parent population is replaced by some children.
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 5 Figure 5.3: A parse tree implies a semantic layout model providing a hypothetical explanation of the observations. Such layouts are shown in 2D (a) and in 3D (b). They constitute the phenotype of an individual.
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 5 Figure 5.4: A Pareto frontier (red line) estimated as a set of solutions (red triangles). The orange poly-line is the convex hull of this approximate Pareto front. Few level sets of a linearized scalar fitness are depicted (dashed black). Observe the local minimum (purple cross) located far away from the global one (orange cross).
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 55 Figure 5.5: Convergence comparison of SPEA-II and tournament selection using a linearized energy. A population driven by SPEA-II is shown in orange dots. Red dots and triangles correspond respectively to the last generation and the estimated Pareto set. A population obtained with the tournament selection is depicted in cyan, the corresponding last generation being in blue.
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 5 Figure 5.6: Automatic selection of α. The weight can be chosen so that the iso-lines of the linearized scalar energy are parallel to the diagonal of the bounding box of the Pareto set.

  Figure 5.7: Example of undesired segmentation corresponding to a local minimum of the energy.
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 58 Figure 5.8: Evolution of the best individual energy obtained with varying population size (a) and with varying offspring size (b). For each size parameter, the optimization was launched 100 times on the same facade with different random seeds. The blue curves represent the average optimal energies obtained for the 100 runs. As usual, a lower energy indicates better performance.

Figure 5 .

 5 Figure 5.9: Some local modes expressed with populations of size 1 and 16. In each case, the images represent final segmentations obtained at randomly selected runs.

Figure 5 .

 5 Figure 5.10: Convergence of the 3 sub-populations, on the appearance objective. The 3 concurrent populations are in average decreasing toward a minimum.

Figure 5 .

 5 Figure 5.11: Convergence of the 3 sub-populations on both objectives. Each point represents an individual, with one color per generation. The individuals start at the upper right corner and converge toward the lower left one. The Pareto frontier approximation is depicted in red triangles. It shows a noticeable concavity.

  d c (M, M gt ) = 1 #{x ∈ X s.t. c(x) = c} x∈X s.t. c(x)=c min xgt∈Xgt d(x, x gt )

Figure 5 .

 5 Figure 5.12: Optimal procedural reconstruction compared to raw inputs. First row: raw classification and point cloud. Second row: the optimal 3D layout and the derived 3D model obtained by adding detailed 3D models and back-projecting a texture.

Figure 5 .

 5 Figure 5.13: 3D reconstruction of different buildings.

Figure 5 .

 5 Figure 5.14: 3D reconstruction of a building with multiple facades visible from the street. Note that floors align seamlessly along the different facades.

  

  

Table 3

 3 .2). The starting configuration consists of an axiom symbol. The process adopts a rule which left-hand-side is exactly composed of this symbol

	phrase	→ subject verb object
	subject	→ noun
	subject	→ pronoun
	object	→ noun
	object	→ pronoun
	noun	→ Peter
	noun	→ Mary
	pronoun → he
	pronoun → she
	pronoun → him
	pronoun → her
	verb	→ likes

.1: A didactic formal grammar.

  .1). Using the derivation process, several different sentences can be generated. An step-by-step example is depicted hereafter.

		Grammar Language	authorized forms of productions
		Type-0	Recursively enumerable
	init:			s ← phrase
	phrase	→ subject verb object	s ← subject verb object
	subject	→ noun		s ← noun verb object
	noun	→ Peter	s ← Peter verb object
	verb	→ likes		s ← Peter likes object
	object	→ pronoun	s ← Peter likes pronoun
	pronoun → her		s ← Peter likes her
		Table 3.3: Example of derivation of a string grammar.

Table 3 .

 3 8: Derivation process in CPA. The parsing tree pt is initialized with a single node containing the axiom primitive. Then it is progressively expanded with new nodes. At each iteration, a rule is either chosen randomly among those applicable to p or searched in a hash-table pt.history.

	ode(p)
	pt.tree ← T ree(n)
	pt.history ← HashT able()
	repeat
	if p.c ≥ 0 and pt.history.haskey((p.s, p.c)):
	(r, x) ← pt.history[(p.s, p.c)]
	else:
	(r, x) ← (random rule applicable to n, random parameters)
	pt.history[(p.s, p.c)] ← (r, x)
	add r.rhs[x|s 1 , . . . , s m ](p) as children to n
	n ← next node in pt.tree
	end

  Scale X|Y |Z [d|s] Split X|Y |Z [d 1 , . . . , d m |s 1 , . . . , s m ](p) Repeat X|Y |Z [d|s](p) M irror X|Y |Z [d|s](p) M irror X|Y |Z [d, d ′ |s, s ′ ] F acetize[(l 1 , s 1 ), . . . , (l m , s m )] , . . . , s m ] None Switch[cond 1 , . . . , cond m |s 1 , . . . , s m ]

	Operator signature	modified properties
	M ove X|Y |Z [d|s]	
	Rotate X|Y |Z [α|s]	
		scope
	Extrude[d|s]	
	Shrink[d|s]	geometry
	Hip[|s]	
	M ansard[d, α|s lof t , s top ]	
	Colorize[h|s]	reflectance (hue)
	Insert[params|s]	geometry and reflectance but not scope
	Ctag[c|s]	consistency tag
	Dtag[d|s]	differentiation tag
	U nion[s 1 Table	

  Wall, Extrude[Cwin]] r 9 Bwin → F acetize[. . . [opGlass] . . . ] opGlass = Insert[vshader = 'file:reflect.vp', f shader = 'file:reflect.fp'|Glass] r 10 Balcony → Split Y [Hbar, Repeat X [. . . [Vbar] . . . ], Hbar]

  Algorithm 5.2 Concurrent populations: the island model {P 1 , . . . , P m } ← random populations loop for i = 1 to m do n i ← allocate resource (P i ) P i ← new generation (P i , n i ) end for migrate {P 1 , . . . , P m } end loop

-Although copyrights can pose delicate issues.

-Considering the hierarchical structure, the scheme remains top-down

-One can think of the generalization of tree alignments along the avenues as one aspect (a particularly annoying one when collecting data).

-This value is obtained when assuming 6 floors and 10 windows. Note that the main vertical split introduces 14 unknowns (12 for the wall and floor placeholders and

for the running balconies) and the horizontal split 11 (and not 20 since all windows share the same width). The remaining unknowns account for the sizes of other elements (ground floor, shop, door, etc. ).

For instance, for a typical Haussmannian building, the height of the cornice can be initialized to 18 meters.

We insist on the fact that detection rates are computed pixel-wise and not based on whole rectangles as this would be oversensitive to negligible errors.

-They are pronounced respectively "mu comma lambda" and "mu plus lambda".

-This rule increases the amplitude if more than one-fifth of the offspring are fitter than their parents, and decrease it otherwise
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