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The last twenty years saw the emergence of wireless systems in everyday's life. They made possible technologies such as mobile phones, WiFi or mobile Internet which are now taken for granted in today's society. The environmental impact of Information and Communications Technology (ICT) has been raising exponentially to equate the impact of the airline industry. The green computing initiative has been created in response to this observation in order to meet the 15%-30% reduction in green-house gases by 2020 compared to estimations made in 2002 to keep the global temperature increase below 2°C. In this thesis, we studied power-saving techniques in wireless networks and how they interact with each others to provide a holistic view of green networking. We also take into account the radio frequency resource which is the most commonly used communication medium for wireless systems and is becoming a scarce resource due to our society's ever-increasing need for mobile bandwidth. This thesis goes down the network stacks before going up the hardware and software stack. Contributions have been made at most layers in order to propose an autonomic wireless network where nodes can work collaboratively to improve the network's performance, globally reduce the radio frequency spectrum usage while also increasing their battery life.

Résumé

Les vingt dernières années ont vu l'émergence de systèmes sans fil dans la vie de tous les jours. Ils ont rendu possible la création de technologies telles que les téléphones portables, le WiFi ou l'internet mobile qui sont maintenant tenus pour acquis dans la société actuelle. L'impact environnemental des technologies de l'information et des communications connaît une croissance exponentielle et a atteint l'impact de l'industrie du transport aérien. L'initiative d'informatique verte a été lancée en réponse à cette observation pour réduire de 15 à 30% les émissions de gaz à effet de serre en 2020 comparé aux prédictions faites en 2002 afin de garder le réchauffement climatique inférieur à 2°C. Dans cette thèse, nous avons étudié des techniques d'économie d'énergie dans les réseaux sans fil et comment elles interagissent entre elles afin de donner une vue holistique des réseaux verts. Nous prenons également en compte l'usage du spectre radio fréquence qui est le moyen le plus utilisé pour les communications entre systèmes sans fil et qui devient une ressource rare à cause du besoin grandissant de notre société pour de la bande passante en mobilité. Cette thèse suit les couches réseaux avant de remonter les piles matérielles et logicielles. Des contributions ont été apportées à la plupart des couches afin de proposer un réseau sans fil autonome où les noeuds peuvent collaborer pour améliorer les performances du réseau, réduire de façon globale l'utilisation du spectre radio tout en limitant la consommation énergétique du réseau.
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Résumé long

Les vingts dernières années ont vu l'émergence de systèmes sans fil dans la vie de tous les jours. Cette tendance est majoritairement due au besoin croissant d'acquérir des données dans des zones de plus en plus éloignées et également au confort apporté par les terminaux mobiles aux utilisateurs finaux.

La plupart des systèmes sans fil ont des capacités de communication et sont alimentés par une batterie. En tant que tel, ils ont une autonomie maximale avant qu'il soit nécessaire d'échanger ou de recharger la batterie. Ce temps dépend de la capacité de la batterie mais également de la consommation énergétique du système.

Le grand public a été introduit aux terminaux mobiles en 1973 lors de la présentation du premier téléphone portatif. À cette époque, l'autonomie sur batterie du téléphone était de 20 minutes et il fallait 10 heures pour la recharger. Depuis, l'informatique portative s'est développée notamment avec l'introduction des ordinateurs portables qui avaient au début une autonomie sur batterie très limitée pour maintenant atteindre l'équivalent d'une journée de travail typique. La convergence entre les téléphones portables et les ordinateurs portable a donné naissance aux smartphones et tablettes. Ces systèmes contiennent des CPUs et GPUs très puissants en plus d'interfaces réseau WiFi et 4G, autorisant un accès à Internet permanent (pratiquement) en tout lieu avec un débit comparable à celui des domiciles familiaux.

Le grand public n'est cependant pas le seul utilisateur des systèmes sans fil. Une des applications les plus connues dans les systèmes industriels et scientifiques est le suivi météorologique et sa prédiction. Des stations autonomes et sans fil ont été déployées à travers le monde pour récupérer des informations météorologiques et les envoyer par le réseau cellulaire ou une connexion satellitaire. Comme ces stations ont besoin d'envoyer des informations constamment, il n'est pas possible de les alimenter avec des batteries car celles-ci ont une durée de vie limitée et il serait nécessaire de faire une intervention humaine coûteuse pour les remplacer. La recharge des batteries peut cependant être effectuée en utilisant l'énergie ambiante telle que la lumière, les vibrations ou les signaux radio, en utilisant respectivement des panneaux solaires, des éléments piezzo-électriques ou une antenne. vii Bien que le réseau de stations météorologiques puisse être qualifié de réseau de capteurs sans fil (WSN), son architecture est extrêmement simple car chaque station peut accéder directement à un réseau de télécommunication de type infrastructure. Lorsque la densité spatiale de répartition des noeuds réseau augmente, il devient plus économique de faire que les noeuds communiquent entres eux afin de router l'information vers un noeud spécial possédant la capacité de communiquer à longue distance. De cette façon, la plupart des noeuds n'ont besoin que d'une radio courte portée ce qui permet de diminuer la consommation énergétique ainsi que la taille de ces noeuds. Comme la consommation énergétique est plus faible, il est également possible d'utiliser des batteries plus petites et moins chères ce qui contribue encore plus à diminuer le coût du noeud. Des déploiements de réseaux de capteurs sans fil peuvent être effectués pour le suivi des parcelles en agriculture de précision où par exemple, seules les parcelles qui ont besoin d'eau seront arrosées et uniquement avec la quantité nécessaire. De même, la température, l'humidité ainsi que le taux de O 2 et CO 2 peuvent être suivis dans les serres afin d'alerter l'agriculteur si les valeurs sortent de l'ordinaire ou pour avoir une réponse automatique telle qu'allumer un chauffage si la température diminue trop. Certains réseaux de capteurs sans fil sont composés de capteurs mobiles. Quand ceux-ci sont montés sur des drones, ils peuvent être contrôlés à distance et redirigés dynamiquement contrairement à ceux montés sur des ballons d'hélium jetables. L'exemple principal est le suivi météorologique qui nécessite des ballons sonde.

Les réseaux de capteurs sans fil statiques ou mobiles utilisent généralement le spectre des radio fréquences (RF) afin de communiquer. L'environnement RF est un médium de communication partagé qui peut être utilisé par plusieurs systèmes pour communiquer entre eux. Plusieurs transmissions peuvent avoir lieu de façon simultanée si les systèmes sont au courant de leur environnement RF ou si des licences d'exploitation sont délivrés à des services afin de leur garantir un accès exclusif à une bande de fréquence dans le spectre RF. Un mauvais partage du spectre peut avoir des conséquences désastreuse sur les communications ce qui peut réduire la qualité de service (QoS) à un niveau inférieur à ce qui est nécessaire afin de garantir le bon fonctionnement du système sans fil. D'autres moyens de communication sans fil utilisent le son ou la lumière mais ceux-ci consomment plus d'énergie et sont généralement plus lents que les communications radio fréquence.

Différents niveaux d'autonomie peuvent être trouvés dans les systèmes sans fil pour leur gestion interne, la gestion de leur position pour les drones et l'utilisation du spectre RF. La gestion d'un système distribué à large échelle est problématique, d'autant plus avec l'augmentation de la complexité des systèmes qui le composent. Une augmentation du niveau d'autonomie d'un système permet d'atteindre l'auto-configuration, l'auto-optimisation, l'auto-protection et l'auto-réparation ce qui permet de réduire drastiquement le temps d'administration tout en augmentant la durée de vie du système grâce au système de décision localisé permettant de diminuer le nombre de messages de contrôle et grâce à la gestion autonome de l'énergie. viii Plan de la thèse Dans le chapitre 2, nous introduisons le concept d'informatique verte et des réseaux verts. Nous décrivons ensuite comment les communications basées sur les fréquences radios fonctionnent et comment de multiples utilisateurs peuvent partager ce spectre radio fréquence avant de parler des différents types de déploiements de réseau sans fil. Nous introduisons ensuite différentes façons d'économiser de l'énergie en changeant la façon dont les noeuds réseau communiquent et en changeant la façon dont leur matériel fonctionne. Nous introduisons finalement le concept d'informatique autonome qui vise à créer des composants qui s'auto-gèrent afin de réduire à la fois la complexité opérationnelle ainsi que la consommation énergétique du réseau dans son ensemble.

Dans le chapitre 3, nous proposons une façon d'augmenter drastiquement l'autonomie sur batterie d'un réseau de surveillance en implémentant des capacités de raisonnement dans des noeuds de capteurs sans fil et en les laissant détecter de façon collaborative les événements importants avant d'alerter l'opérateur du réseau. Cette proposition se repose fortement sur un paradigme de communication orienté sur les données et sur le fait que les données des capteurs devraient être corrélées spatio-temporellement. Cette proposition est cependant tellement efficace pour réduire le nombre de messages échangés qu'il devient impossible pour l'administrateur du réseau de détecter des problèmes dans le réseau, les noeuds ou leurs capteurs attachés. Pour améliorer ces capacités d'introspection, nous proposons plusieurs techniques efficaces en énergie.

Dans le chapitre 4, nous étudions les problèmes associés au partage du spectre radio fréquence entre plusieurs utilisateurs et nous proposons d'utiliser des radios définies logiciellement afin de créer un réseau radio cognitives. Le comportement cognitif de ce réseau permet aux noeuds le composant de comprendre leur environnement radio fréquence et de réagir à ces changements afin de garantir la qualité de service nécessaire au fonctionnement des applications tournant sur ce réseau. Nous proposons et évaluons ensuite deux protocoles de signalisation qui permettent aux noeuds de se trouver, de se synchroniser temporellement et de pouvoir se mettre en veille sans gaspiller l'énergie des voisins tout en autorisant également la possibilité de chercher des bandes de fréquence moins utilisées et l'envoi/réception de multiples messages de façon concurrente.

Dans le chapitre 5, nous étudions le matériel existant à travers la rétro-ingénierie des capacités de gestion énergétique du matériel le plus efficace en énergie pour les calculs, les GPUs NVIDIA. Nous étudions ensuite l'impact sur la consommation énergétique de multiples facteurs tels la tension d'alimentation, la fréquence d'horloge ainsi que la température. Nous montrons ensuite des façons de changer ces paramètres afin de s'adapter à l'application courante dans le but de réduire la consommation énergétique sans affecter négativement les performances. La façon dont NVIDIA gère ces paramètres est ensuite étudiée dans divers scénarios. Pour finir, nous montrons que les GPU NVIDIA peuvent déjà s'auto-gérer et s'améliorent dans cette direction depuis plusieurs années.

Dans le chapitre 6, nous introduisons le besoin pour une gestion dynamique de l'énergie en démontrant premièrement les gains énergétiques possibles avec une telle politique énergétique. Nous proposons ensuite un moteur de décision générique temps réel que nous évaluons dans deux scénarios : sélection d'interface réseau et sélection de niveau de performance. Nous comparons ensuite le surcoût de notre proposition comparé au langage le plus utilisé dans la littérature.

Dans le chapitre 7, nous exposons comment nos différentes contributions peuvent travailler ensemble afin de créer un réseau adapté aux scénarios d'aide aux victimes de catastrophes. Nous concluons finalement cette thèse dans le chapitre 8 avant de présenter les travaux futurs ainsi que les perspectives.

État de l'art L'informatique verte

L'énergie est la source de tout changement dans notre univers, de l'échelle des particules à l'échelle cosmologique. Sans énergie, aucun travail n'est possible. À l'échelle humaine, la disponibilité de l'énergie a été liée directement à la croissance économique. Cette croissance vient de l'augmentation dans la valeur ajoutée qui peut seulement être obtenue à travers le travail. Une énergie à plus faible coût signifie un travail moins cher ce qui permet d'augmenter la valeur ajoutée à prix constant mais également une croissance économique.

Bien que des améliorations dans l'efficacité énergétique de nos machines et dans le transport énergétique nous aient fait croire à une dé-corrélation entre la croissance et la consommation énergétique, la consommation énergétique mondiale continue de grimper.

Comme notre société est de plus en plus dépendante des technologies de l'information et des communications, la consommation énergétique associée augmente de 10% chaque année et consommaient déjà 10% de l'électricité mondiale en 2007 ce qui équivalait à 2% de la consommation énergétique totale. En 2008, un rapport français a estimé que 55 à 60 TWh par an étaient consommés par les applications utilisateurs ce qui représente 13.5% de la consommation électrique française. L'énergie n'a pas seulement un coût monétaire, elle a également un coût environnemental puisque sa génération a libéré 0.82 GTons de CO 2 dans l'atmosphère en 2007 et 1.43 GTons sont attendues à l'horizon 2020. Cela représente 2% des émissions totales ce qui met l'informatique au même niveau de pollution que l'industrie du transport aérien. Le CO 2 est un gaz à effet de serre et, en tant que tel, doit voir ses émissions réduites de 15 à 30% dans l'union européenne par rapport aux estimations de 2002 afin de garder le réchauffement planétaire en dessous de 2°C.

x L'initiative "Informatique verte" est un effort pour réduire l'impact des technologies de l'information et des communications sur l'environnement. Le but de cet initiative est de réduire l'utilisation des resources à travers toutes les étapes de vie du matériel: sa création, son transport, son usage et son recyclage. L'informatique verte contient également l'objectif de création de réseaux verts.

L'informatique autonome

Le matériel, les réseaux et les systèmes d'exploitation deviennent de plus en plus complexes. Ils demandent donc de plus en plus de connaissances de la part des techniciens qui les administre. À l'opposé, il y a de plus en plus de systèmes informatiques déployés et de moins en moins de moyens humains pour les administrer. Le résultat est que les systèmes déployés sont de plus en plus mal configurés ce qui impacte l'efficacité énergétique et donc l'objectif de l'informatique verte.

La vision de l'informatique autonome est la création de systèmes qui sont capables de s'auto-gérer sans avoir un besoin permanent d'un humain. Dans cette vision, ces systèmes autonomes ne recevraient que des ordres de haut-niveau de la part des administrateurs et s'occuperaient de se configurer continuellement afin d'accomplir les objectifs fixés. Cette vision est inspirée de la biologie où certaines actions sont effectuées de façon inconsciente, sans avoir besoin d'y penser. Cette approche permet de masquer la complexité du système en acceptant uniquement des ordres de haut-niveau ce qui simplifie l'administration des systèmes autonomes. Une gestion autonome apporte également des opportunités d'optimisations qui peuvent augmenter les performances tout en réduisant la consommation énergétique.

Cette approche autonome a été proposée par IBM en 2001 dans "The Autonomic Computing Initiative". Pour être considéré autonome, un système doit avoir les fonctions d'auto-gestion suivantes:

• Auto-configuration : Trouve une configuration qui peut être sous-optimale mais doit remplir le besoin de l'utilisateur

• Auto-optimisation : Améliore les performances des métriques d'intérêt tout en minimisant la consommation énergétique

• Auto-protection : Se protège des attaques extérieures tout en protégeant les données utilisateurs (confidentialité et intégrité)

• Auto-réparation : Détecte les états dangereux pour le système (sur-chauffe par exemple) et réagit afin de revenir dans un état sûr La création et le déploiement de systèmes collaboratifs et autonomes ne limiterait pas seulement le coût de maintenance mais améliorerait également la qualité de service, les performances tout en augmentant l'efficacité spectrale et énergétique à travers un réseau. xi

Appli. & Réseau : Décentralisation du traitement des données

Dans le chapitre 3, nous discutons du coût énergétique d'émettre et recevoir un message. Pour réduire ce coût, le nombre de messages émis et leur longueur doivent être réduits. Une façon efficace d'arriver à ce but est de localiser les communications afin de réduire le nombre de sauts qu'un message doit faire avant d'atteindre sa destination. Localiser les communications revient à les décentraliser autant que possible.

Grâce à notre proposition de corrélation à l'intérieur du réseau de capteurs hétérogènes et redondés, nous avons réussi à localiser les communications pour les applications de surveillance d'évènements corrélés spatio-temporellement ce qui a réduit drastiquement le nombre de messages échangés et a augmenté l'autonomie sur batterie du réseau. Un effet secondaire de cette approche est qu'elle a rendu trivial la création d'une réponse automatique du réseau à un évènement. Le routage de cette réponse automatique est également rendu efficace en énergie grâce à l'algorithme de routage utilisé centré sur les données ce qui évite de devoir diffuser l'information à tout les noeuds, mêmes ceux qui ne sont pas intéressés.

Cette réduction drastique du nombre de messages et la décentralisation du traitement des données des capteurs a cependant rendu presque impossible pour l'opérateur du réseau de vérifier que celui-ci fonctionne comme il devrait. Pour augmenter les capacités d'introspection du réseau, nous avons proposé un méchanisme d'historique contenant tous les évènements les plus pertinents qui sont arrivés dans un passé récent. Cet historique est récupérable par l'administrateur grâce au protocol REST CoAP. L'historique est également utilisé par le réseau pour détecter les capteurs présentant un taux de faux positifs ou de faux négatifs important à un coût en RAM et ROM faible. Nous appelons ce méchanisme le calcul de la réputation de chaque capteur.

La proposition contient plusieurs traits de gestion autonome tels que :

• Auto-configuration : La découverte automatique des capteurs aux alentours et routage de données ad-hoc permettent aux fonctions de raisonnement de calculer automatiquement les seuils pour les algorithmes de corrélation

• Auto-optimisation : Apprend le taux de faux positifs et de faux négatif des capteurs et ajuste les seuils en conséquence pour réduire les émissions de messages

• Auto-réparation : Trouve une autre route et reconfigure les seuils quand un noeud devient indisponible. Éviction automatique des capteurs défectueux.

xii PHY/MAC : Partage de spectre efficace Dans le chapitre 4, nous introduisons le concept de réseau radio cognitive qui vise à permettre aux noeuds de comprendre leur environnement radio fréquence et sélectionner la meilleure bande de fréquence et la meilleure modulation pour communiquer avec tout noeud environnant, qu'ils soit radio cognitif ou pas.

Créer une radio réellement cognitive nécessite un accès direct au spectre ce qui est possible en utilisant une radio définie logiciellement. Une telle radio peut écouter dans une large bande de fréquence et moduler/démoduler une ou plusieurs transmissions à la fois si elles se situent dans la bande de fréquence de la radio. Cela permet un partage efficace du spectre tout en permettant aux noeuds de se retrouver rapidement. Cela permet également d'optimiser les paramètres PHY et le protocole MAC en fonction des besoins de QoS.

Puisque les radios cognitives sont très agiles et peuvent avoir besoin de communiquer sur plusieurs bandes de fréquences, nous proposons un moyen de les synchroniser. Cette proposition permet aux noeuds radio cognitif de connaître où et quand dans le spectre radio fréquence les noeuds voisins seront disponibles. Cela permet aux radios cognitives de découvrir leurs voisins radio cognitive et rend possible la synchronisation de leur séquence de sauts de fréquence afin de garantir un délai maximum et un débit minimum. La découverte d'un nouveau noeud peut s'effectuer en moins d'une seconde dans des scénarios réalistes en utilisant une radio logicielle à $400.

Notre seconde proposition permet aux radios cognitives de négocier l'allocation du spectre et sélectionner la meilleure modulation possible pour une transmission. Cette proposition est une amélioration du protocole CSMA/CA défini dans la norme IEEE 802.11 qui apporte des capacités cognitives et d'autonomie avancées pour la gestion du spectre radio fréquence.

Les deux propositions améliorent les capacités d'autonomie des noeuds sans fil :

• Auto-configuration : Permet à un noeud radio cognitif d'être découvert et de mettre à jour sa séquence de sauts à l'exécution pour devenir accessible par d'autres noeuds radio cognitifs

• Auto-optimisation : Optimise la séquence de sauts pour améliorer les performances avec les noeuds radio cognitifs avec lequel le noeud radio cognitif communique le plus puis permet de garder les séquences de sauts synchronisées entre tous les noeuds même en présence de dérive d'horloge

• Auto-réparation : Réagit au brouillage (non-)intentionnel en quittant la bande de fréquence qui avait été choisie pour les communications et sélectionne une nouvelle bande moins utilisée sans avoir besoin d'une phase de vote préliminaire avec les autres noeuds radio cognitifs. Cette opération de changement de fréquence ne casse pas les communications qui étaient déjà en cours xiii Matériel : Gestion autonome de l'énergie

Dans le chapitre 5, nous introduisons les fonctionnalités de gestion d'énergie que l'on peut trouver dans les processeurs modernes et qui sont suffisantes pour proposer une gestion d'énergie totalement autonome qui s'effectue entièrement dans le processeur lui même.

En effet, le matériel devient de plus en plus complexe et devient de plus en plus dur à configurer et optimiser pour chaque situation. De plus, certaines décisions d'optimisation telles que pour le blocage d'une horloge sont valides pour une si petite échelle de temps qu'elle ne peuvent pas être prises par le CPU principal à une vitesse suffisante sans augmenter la consommation énergétique ou impacter les performances des applications s'exécutant sur ce CPU.

Pour optimiser à la fois la consommation énergétique et les performances, le matériel moderne contient des fonctionnalités permettant l'introspection telles que les compteurs de performance qui permettent de récupérer des informations sur comment chaque partie du processeur a été utilisée dans la dernière centaine de millisecondes par exemple. En utilisant ces informations, il est possible de faire varier les performances des parties du processeur qui sont actuellement les goulots d'étranglement des performances tout en réduisant les performances des parties les moins utilisées. Cette opération permanente peut être effectuée grâce à un système d'exploitation temps réel s'exécutant à l'intérieur même des CPUs et GPUs modernes qui a toutes les capacités pour effectuer cette tâche.

En se basant sur notre effort de rétro-ingénierie sur le matériel NVIDIA, nous pouvons affirmer que les traits d'autonomie suivants peuvent être implémentés :

• Auto-configuration : Les processeurs peuvent lire un microcode contenu dans une mémoire ROM lors de sa mise sous tension puis l'exécuter pour effectuer les initialisations nécessaire pour permettre au processeur de commencer à exécuter du code

• Auto-optimisation : Les compteurs de performance peuvent être utilisés pour détecter les goulots d'étranglement des performances afin d'augmenter les performance tout en diminuant la consommation énergétique en limitant les performances des parties sous-utilisées

• Auto-protection : Les contextes matériels permettent d'isoler les différents utilisateurs dans leur propre espace d'adressage virtuel afin d'éviter les vols ou corruptions de données entre utilisateurs. Les capacités cryptographiques des processeurs peuvent également être utilisées pour décoder des informations chiffrées à la volé tout en gardant les données déchiffrées inaccessibles aux utilisateurs

• Auto-réparation : Les processeurs modernes peuvent réagir aux consommations énergétiques et aux températures de fonctionnement excessives en diminuant automatiquement les fréquences du processeur afin de réduire sa consommation xiv OS : Décisions de gestion énergétique en temps réel Dans le chapitre 6, nous démontrons le besoin d'avoir un moteur de décision temps réel pour la gestion d'énergie. En effet, dans les ordinateurs modernes tels que les smartphones, il y a plusieurs façon d'effectuer la même tâche. Chaque façon peut être la plus efficace dans certaines conditions et la pire dans d'autres. Il est donc très important de pouvoir réagir rapidement à un changement d'usage fait par l'utilisateur afin de pouvoir toujours utiliser la méthode la plus efficace. Le moteur de décision devrait aussi avoir la possibilité d'apprendre le type d'utilisation afin d'éviter l'effet ping-pong dans les décisions qui pourraient nuire à la fois aux performances et à la consommation énergétique.

Notre proposition nous permet d'obtenir les traits d'autonomie suivants :

• Auto-optimisation : Sélectionne la façon la plus efficace en énergie permettant d'effectuer la tâche de l'utilisateur en se basant sur les prédictions faites par le moteur de décision sur comment la machine va être utilisée dans un futur proche.

• Auto-réparation : Apprend des transitions précédentes d'un mode à un autre en amassant des statistiques permettant d'améliorer la connaissance de l'utilisation de la machine et ainsi éviter de répéter les mêmes erreurs ad nauseam.

Proposition d'un réseau vert pour les secouristes

Dans le chapitre 7, nous montrons comment nos contributions peuvent fonctionner ensemble dans un scénario de catastrophe naturelle où toutes les infrastructures de télécommunication ont été détruites. Toutes ensembles, nos propositions permettent au réseau de garantir sa disponibilité pendant que les noeuds travaillent de façon collaborative pour fournir la meilleure performance réseau possible. Localement, les noeuds suivent la vision d'informatique autonome à la fois pour l'utilisation du spectre de radio fréquence et pour la gestion énergétique.

Ce chapitre démontre également la modularité des différents comportements autonomes. En effet, nous avons introduit trois types de noeuds sans fil (capteurs, relais et tablettes) et avons montré qu'ils utilisent tous les mêmes fonctionnalités d'autonomie, mais pas toujours de la même façon. Certaines fonctionnalités peuvent cependant ne pas être nécessaires du tout en fonction du type de noeud. Par exemple, les noeuds connectés aux capteurs n'ont pas besoin de gestion autonome du matériel car une unique application contrôle le matériel et elle peut donc prévoir les besoins et gérer l'énergie elle même. Nous avons également montré que nos architectures logicielles sont suffisamment génériques pour être applicables à plusieurs types de prise de décision. Par exemple, le moteur de décision temps réel peut être utilisé sans modifications pour suivre l'utilisation locale du spectre afin de vérifier que la bande de fréquence utilisée est toujours suffisante pour garantir la QoS nécessaire. Les contributions du chapitre 3 peuvent ensuite être utilisées xv pour trouver un consensus global sur quelle sont les meilleures bandes de fréquence à utiliser à travers tout le réseau.

Travaux futurs

Beaucoup de chemin a été parcouru dans cette thèse, mais il reste des pistes d'amélioration, notamment sur les défis suivants :

Décentralisation du traitement des données dans les réseaux de capteurs

Dans notre contribution pour décentraliser le traitement des données dans un réseau de capteurs sans fil, nous n'avons pas étudié l'impact d'ajouter de la redondance dans la centralisation de zone pour augmenter la fiabilité de la solution. L'impact pourrait être limité parce que tous les noeuds de la zone sont supposés capables de communiquer ensemble. Cela nécessite cependant plusieurs modifications à l'algorithme de routage ainsi qu'au protocole de couche MAC.

Dans nos expérimentations, nous avons utilisé une version centralisée d'un algorithme de routage de type Publication/Souscription afin de démontrer notre solution. Cet algorithme est cependant très inefficace dans des réseaux répartis sur une large surface car même les messages qui pourraient rester locaux sont obligés d'être routés vers un courtier avant d'être re-routés vers le noeud voisin qui était intéressé par l'information. Pour diminuer la consommation énergétique et celle du spectre radio fréquence, nous aimerions développer une version décentralisée de cet algorithme afin de ne pas re-transmettre un message à moins que l'on soit sûr que ce soit nécessaire.

Avec cette version décentralisée de l'algorithme de routage Publication/Souscription, un noeud émettant une alerte pourrait envoyer directement l'alerte aux noeuds intéressés. Cependant, avec le protocole de couche MAC actuel, même si tous les noeuds sont capables de communiquer entre eux directement, le message a quand même besoin d'être dupliqué pour chaque destinataire. Pour réduire le nombre d'émissions, il devrait être possible pour tous les noeuds de corrélation d'une zone de recevoir le même message d'alerte. Nous aimerions donc pouvoir gérer le multicast local au niveau de la couche MAC qui pourrait utiliser le mécanisme d'acquittement pour vérifier que tous les noeuds de la liste ont bien reçu le message. La liste de tous les noeuds nécessitant de recevoir le message est disponible dans la couche réseau, dans la liste des souscripteurs. L'alerte devra donc être émise tant que tous les noeuds supposés la recevoir ne l'ont pas reçus et acquittée. Cette solution pourrait forcer l'ajout d'un identifiant à chaque message multicast local afin de ne pas forcer un noeud ayant déjà émis un acquittement à ré-acquitter le message. Une autre solution serait d'enlever de la liste de ré-émission tout noeud ayant émis un acquittement. La principale difficulté d'implémenter cette proposition tient dans le volume limité de mémoire RAM disponible.

xvi

Réseaux radio cognitifs

Toujours au niveau de la couche MAC mais dans les réseaux radio cognitifs, nous aimerions proposer de meilleures capacités d'adaptations aux changements dans le spectre radio fréquence et à la QoS des applications tournant sur le réseau.

Par exemple, les noeuds nécessitant une latence extrêmement faible et des temps de transmission prédictibles mais nécessitant une bande passante faible pourraient allouer de façon permanente une bande de fréquence très étroite. Cela satisferait les contraintes liées à la QoS de l'application sans impacter de façon trop forte la possibilité pour les autres noeuds de communiquer. Ces bandes étroites devraient être allouées très proches l'une de l'autre mais également très proche d'utilisateurs primaires de sorte à ce qu'elles ne fragmentent pas le spectre ce qui générerait les noeuds radio cognitifs opportunistes nécessitant plus de bande passante.

Comme les noeuds radio cognitifs ne sont pas vraiment limités en utilisation mémoire, il est possible pour eux d'utiliser toute les informations venant des couches supérieures afin d'améliorer la qualité de leur décision de routage dans les réseaux sans fil à faible trafic. Un exemple d'information venant des couches supérieures qui pourrait être exploitée est la position GPS des noeuds qui seraient envoyées à un noeud de centralisation, comme expliqué dans le chapitre 7.

Matériel

Après avoir travaillé sur le réseau et les applications, nous aimerions également améliorer nos contributions liées au matériel.

Nous aimerions en premier évaluer l'impact du chiffrement sur les noeuds sans fil lors de l'utilisation des capacités de chiffrement matériel proposés par le processeur TI CC430. Ces capacités sont limitées au seul algorithme de chiffrement AES-128 mais devraient permettre une réduction forte en volume de code nécessaire et en consommation énergétique tout en augmentant les performances. Nous aimerions donc quantifier ces améliorations.

Nous aimerions également proposer une politique générique de changement dynamique de fréquence et de tension d'alimentation pour les CPU/GPU qui soit capable d'identifier les goulots d'étranglement et augmenter l'horloge associée tout en diminuant l'horloge des autres domaines d'horloge afin de réduire la consommation énergétique. Ces informations précises à propos de l'utilisation de blocs de transistors peuvent être récupérées rapidement grâce aux compteurs de performance matériels. La politique devrait également prendre en compte la température afin de la garder la plus basse possible pour limiter la consommation énergétique. De plus, elle devra également veiller à ce que le processeur ne dépasse pas son quotas énergétique afin de garantir une durée de vie sur batterie ou la sûreté du matériel. xvii Finalement, nous aimerions améliorer notre moteur de décision temps-réel afin de noter l'efficacité de notre mécanisme de prédiction. Ce score peut être calculé en comparant le résultat d'une ancienne prédiction avec ce qu'il s'est véritablement passé. Avec un tel système, il devient possible de détecter dynamiquement quel système ou algorithme de prédiction est le plus efficace pour chaque métrique. Cela devrait permettre d'améliorer la précision des prédictions et ainsi améliorer les décisions prises ce qui devrait au final permettre de suivre plus finement la QoS et donc de réduire la consommation énergétique.

Réseaux verts avec des noeuds capteurs d'énergie

Dans cette thèse, nous avons considéré que nos noeuds sans fil étaient alimentés par une batterie, potentiellement rechargée continuellement grâce à la capture d'énergie. Nous n'avons cependant pas considéré le cas où le noeud sans fil serait alimenté uniquement par un condensateur qui serait rechargé grâce à la capture d'énergie. Ce genre de noeuds devrait traiter les données en mode rafale lorsque peu d'énergie est capturée et pourrait effectuer plus de calculs lorsque plus d'énergie est capturée ou si le condensateur est plein. Ce type de fonctionnement complique la gestion du réseau ce qui justifie d'autant plus le besoin d'utiliser une approche autonome à toutes les couches.

Des travaux futurs évalueront l'aptitude de nos propositions à fonctionner avec ce type de noeuds et proposeront de nouvelles façon de collaborer de façon autonome afin de garder l'administration du réseau aussi simple que possible.

Contents

List of Figures xxv

List of Tables xxxi

Glossary xxxv

General introduction [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] and [START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF] 12 Schematic view of a clock domain in NVIDIA's PCOUNTER engine . . . 5.13 Frequency of the core clock (@408MHz, 16-divider) when varying the FSRM 5.14 Overview of NVIDIA's power estimation technique [START_REF] Cha | Power estimation based on block activity[END_REF]. . . . . . . . . . . . 5.15 Power meter: predicted and actual power of the CPU, processor graphics and total package. The chart presents the actual measured power and the architectural power meter reporting for the IA core, processor graphics and total package. The actual and reported power correlate accurately. Source: [START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF] Not all the technical work found in this thesis is the result of my sole work. I would thus like to thank all the people I worked with during the ANR projects Diaforus and Licorne but would like to thank in particular Romain Perier for working for almost a year with me on the Diaforus project. Not only was he of great help while designing many of the algorithms found in Diaforus, but he also implemented most of them along with implementing Diase, the visualisation GUI we created. I would also like to thank Guillaume Ferré and his students for our work on the physical layer using software-defined radios which was really helpful for the Licorne project.

Likewise, I would like to thank all the non-academic colleagues I worked with and especially the Nouveau developers for teaching me their understanding of NVIDIA GPUs and for the numerous discussions we had together either online or in real life. Among many others, I would especially like to thank Ben Skeggs (the 

General Context

The last twenty years saw the emergence of wireless systems in everyday's life. This trend is mostly due to the increasing need to acquire data in more-and-more remote areas and also to the convenience mobile devices provide to end users.

Most wireless systems have communication capabilities and are powered by a battery. As such, they have a maximum usage time before needing to swap or recharge the battery. This time depends on the capacity of the battery and the power consumption of the system.

The general public first got introduced to mobile devices in 1973 when presented with the first hand-held mobile phone. At the time, the battery-life was about 20 minutes and recharging it took 10 hours [START_REF] Hiskey | This day in history: Martin cooper publicly demonstrates the world's first handheld mobile phone[END_REF]. Since then, mobile computing started thriving with the introduction of laptops which had a very-limited battery-life at first but evolved to nowadays cover more than a typical work-day. The convergence between laptops and mobile phones gave birth to smartphones and tablets. These devices feature verypowerful CPUs and GPUs along with 4G and WiFi network interfaces, allowing the device to access the Internet almost-everywhere, with a home-like bandwidth.

The general public is not the only user of wireless devices. One of the most widelyknown industrial and scientific application for them is weather monitoring and forecasting. Wireless and autonomous stations have been deployed all around the world to collect weather data and transmit it via the cellular network or a satellite communication. As this system is supposed to be streaming data periodically, they cannot be powered with a battery because they have a fixed capacity and swapping them would require a costly human intervention. Recharging the batteries can however be done automatically by harvesting the surrounding energy such as the ambient light, vibrations or radio signals by respectively using a solar panel, a piezzo-electric element or an antenna.

Although a weather monitoring system can be qualified as a Wireless Sensor Network (WSN), it is a very simple one because each system/node can reach the telecommunication infrastructure directly. When the spatial density of nodes increases, it becomes more cost-effective to make the nodes communicate with each others to route the sensed information to a special node with long-distance communication capabilities. This way, nodes can be fitted with inexpensive short-range communication radios which lower the power consumption and the size of each node. As the power consumption is lower, these devices can be powered with less bulky and less expensive batteries which drives the cost down even more. WSN deployments can be used for crops monitoring for precision agriculture where only the dry parcels get water. In the same fashion, temperature, humidity, O 2 and CO 2 levels can be monitored in Greenhouses and warn farmers when any reading is out of the expected ranges. Some WSN are composed of mobile sensors. When mounted on drones, they can be controlled remotely and can be relocated dynamically unlike the cheaper versions that are usually mounted on throw-away balloons. The main example is weather monitoring with weather balloons.

Mobile or static WSN commonly use the Radio Frequency (RF) spectrum to communicate. The RF environment is a shared communication medium that can be used by multiple devices to communicate with one another. Multiple communications can happen at the same time if the devices are aware of their RF environment or if an exploitation license has been given to guarantee the exclusive usage of part of the RF spectrum to the entity controlling this device. Failing in sharing the RF spectrum can have a strong impact on communications which may result in a Quality of Service (QoS) lower than needed by the devices and their users. Other possibilities for wireless communications include sound and light but they usually consume more power and are slower than using RF communications.

Various degrees of autonomy can be found in wireless devices when it comes to their internal management, location management for drones and the usage of the RF environment. Wide-scale distributed systems management are problematic to manage, especially with the ever-growing complexity of every device that composes it. An increased autonomy of the device in order to achieve self-configuration, self-optimisation, self-protection and self-healing drastically reduce the amount of configuration needed and can result in a longer-lived system thanks to local decision-making requiring less control messages and enabling better power management.

Problems studied in this thesis

In this thesis, we present an hollistic approach to wireless systems on the topic of power management and efficient sharing of the RF spectrum for communications. The study spans from the hardware to the applications and goes through every network layer of the TCP/IP model.

Decentralising data processing

Our propositions to lower power consumption of wireless networks are aimed towards decentralising decision-making in order to increase the autonomy of individual nodes. With all the information needed locally, the device can self-optimise to lower its power consumption within the boundaries set by the needed QoS. This autonomy can also drastically reduce the number of messages, increase the reliability of the network through automatic re-organisation and can improve auditability in certain circumstances.

This thesis studies the challenges associated with decentralisation in wireless networks and their mitigation. These problems are mainly demonstrated through an heterogeneous and redundant wireless sensor network aimed towards physical-intrusion detection.

Efficient spectrum sharing

Spectrum-sharing is usually done by a regulation entity who attributes licences to companies or usages. These licences allow their recipient to use a band of the RF spectrum with a given transmission technology. Some bands do not require a licence but still require to comply with some rules.

While these regulations statically make sure that the needed QoS by every company is met at any point of the territory, it often results in so-called white spaces when a company does not use use its licence everywhere on the territory. Detecting those whitespaces and sharing them with other so-called secondary users can be used to increase the bandwidth of the dynamic spectrum-sharing users. A user performing this collaboration is called a cognitive radio. This thesis proposes a set of protocols to achieve a large scale cognitive network and studies the added-constraints onto the hardware, operating system of all the devices of this cognitive network. These protocols work better when using software-defined radios for which we also propose a software infrastructure.

Hardware performance and power consumption

When a device knows all its applications' QoS constraints, it can self-optimise according to them. However, there are no easy hardware dials to modulate performance or power consumption. The only hardware parameters that can be tweaked to affect performance are the voltage and the clock frequency of one or several processors found in the device.

In a modern processor, the relation between clock frequency and performance cannot always be foreseen statically. This is why modern processor have special blocks, called performance counters to provide performance introspection that allows detecting when a processor is under-utilised or when it is currently the processing bottleneck. Dynamic Voltage/Frequency Scaling (DVFS) is the process that is commonly used to vary the level of performance based on this load indication.

Calculating the power consumption based on performance is also not always possible. Trying to limit the power consumption of a processor, no matter its impact on performance, requires hardware and software co-design in order to achieve good efficiency in all scenarios. This is made more difficult for researchers because most hardware companies consider power management as an industrial secret.

In this thesis, the origin of power consumption is studied starting from the transistors up to the whole device. We also propose how to modulate performance and/or power consumption in order to meet the higher-level requirements set by the applications. The result are demonstrated on an NVIDIA GPU which is considered to provide the most power-efficient, power-aware and performance-aware hardware. This work highly relies on clean-room reverse engineering and is used in the Linux open source driver for NVIDIA cards, called Nouveau.

Making run-time power management decisions

Radios are usually most energy-and spectrum-efficient at their maximum bitrate. However, the propagation channel or the recipient(s) may not allow the usage of this setting. The most suitable settings should thus be selected on both the emitter and the receiver in order to allow the communication to happen in the most efficient way.

Wireless devices like smartphones are often composed of multiple radios. These radios are not entirely flexible, allow only one communication at a time on a selected number of frequency bands and have a restricted choice for the physical layer parameters. This means that depending on the user's activity, some radios may be better-suited and more power-efficient than others. The cost of switching from one radio to another can be prohibitive and needs to take into account the mobility of the user, and his/her current activity to avoid doing un-necessary switches that may have a performance or a power cost for no benefit. The decision is almost entirely mission-dependent and cannot be statically written once for all because it requires power and performance models of the embedded radios and application's QoS.

A decision engine, coupled to MPTCP, could deliver seamless hand-hovers between radios while providing the lowest possible power consumption and the performance needed to fulfil the QoS.

Likewise, some systems are composed of multiple heterogeneous cores which have different power consumption and performance characteristics. Selecting the most appropriate ones at run time can save a substantial amount of power while also increasing the user's satisfaction by providing the necessary performance. This thesis proposes a decision engine that is compatible with real-time requirements in order to be usable at run time. It also is generic-enough to allow smartphones developers to model the performance and power models of their radios and CPU cores to provide a decision that increases the battery life while also increasing the QoS.

Creating a green network for disaster relief services

Disaster scenarios usually involve the loss of a lot of infrastructures which can make it difficult for rescue teams to coordinate efficiently by exchanging data to prioritise rescue missions based on their urgency.

In the future, such coordination could be obtained through using tablets that would allow rescuers to communicate by voice and video, annotate with the work that needs to be done on a map of the area updated in real time. Finally, it could also show the position of other rescuers to allow a rescuer to call for help. The rescuer's communication system could not rely on existing infrastructures because they may have been damaged by the disaster. Instead, rescuers should be able to set-up a network very easily that would re-use the white spaces to provide as much bandwidth and the lowest latency possible across a wide area. To do so we propose a very flexible relay infrastructure that may be composed of both terrestrial and aerial relays that uses software-defined radios and our signalling protocols to provide a constant connectivity at the needed QoS. The selection of the white space that should be used for the communication can also be done using our run-time decision engine.

Guaranteeing the availability of the tablets and the connectivity of the network requires modulation power consumption and performance across the network. Using our hardware contribution, we can detect an unsustainable power consumption in the hardware, attribute it to an application or a communication and potentially shut it down. This would allow every node in the network to guarantee its availability for a given amount of time while gracefully lowering its performance when its power consumption is too high.

Wireless sensor networks could also be deployed very easily to monitor the air for dangerous gases and make sure people keep out of dangerous areas. Our decentralised data processing contributions would allow for an automatic response to an intrusion (sounding an alarm). It would also increase the life of the network and allow it to run for several months while providing excellent debugging capabilities. Such a scenario demonstrates how the contributions of the thesis can work together to provide complex cognitive behaviour at every layer and on most nodes of the network.

GENERAL INTRODUCTION

Outline of this thesis

In Chapter 2, we introduce the concept of green computing and green networking. We then describe how radio-frequency-based communications operate and how multiple users can share this radio frequency spectrum before talking about the existing type of wireless deployment. We then introduce different ways of saving power by changing the way computers communicate and by changing the way their hardware operates. Finally, we introduce the concept of autonomic computing which aims at creating selfmanaging components in order to reduce both the operational complexity and the power consumption of the network as a whole.

In Chapter 3, we propose a way to dramatically increase the lifetime of a surveillance network by implementing reasoning capabilities in wireless sensor nodes and letting them collaboratively detect meaningful events before alerting the network administrator. This proposition heavily relies on a data-centric network communication paradigm and on the fact that events should be spatio-correlated. This proposition is however so successful in lowering the number of communications that it becomes impossible for the network operator to detect any problem in the network, nodes or their sensors. To improve the introspection capabilities of the system, we propose multiple power-efficient techniques.

In Chapter 4, we study the problems associated with sharing the radio frequency (RF) spectrum among multiple users and propose using software-defined radios to create a cognitive radio network. The cognitive behaviour of this network allows nodes to understand their RF environment and react to it to guarantee the needed QoS for the applications. We then propose and evaluate two signalling protocols that enables node discovery, time synchronisation and sleep scheduling while also allowing them to find the least crowded frequency bands and sending/receiving multiple transmissions concurrently.

In Chapter 5, we study existing hardware through reverse engineering the power management capabilities of the most power-efficient hardware, NVIDIA GPUs. We then study the impact of multiple factors such as voltage, frequency and temperature on power consumption and then show ways to change these parameters to adapt to the current application running in order to lower the power consumption without negatively affecting performance. The way NVIDIA manages these parameters is then studied under various circumstances. Finally, we show how NVIDIA GPUs are already autonomous-ready and have been improving in this direction for multiple years.

In Chapter 6, we introduce the need for run-time power management by demonstrating the power saving achievable by having a dynamic policy. We then propose a generic runtime decision engine for power management which we evaluate in two scenarios: network interface selection and performance level selection. We then compare the overhead of our proposition compared to the most common language used in the literature.

In Chapter 7, we showcase how our different contributions can work together to create a suitable network for a disaster relief scenario. We finally conclude the thesis in Chapter 8 and present our future work and perspectives. Energy is the source of every change in our universe, from particle physics to cosmological changes. Without energy, no work is possible. At a human scale, the availability of energy has been directly linked to economical growth [START_REF] Pirlogea | Econometric perspective of the energy consumption and economic growth relation in european union[END_REF]. This growth comes from an increase in added value which can be only be obtained by work. Cheap energy means cheap work which can thus lead to an increased added value for the same final price and also economic growth.

Although improvements in the efficiency of our machines and in our way of transporting energy has made it seem like economic growth and energy consumption were decoupling [START_REF] Plumer | Can we sever the link between energy and economic growth?[END_REF], energy usage keeps on rising.

As our society is increasingly reliant on Information and Communications Technology (ICT), it's energy usage increases by around 10% each year and was already consuming 10% of the electricity worldwide [START_REF] Epa | EPA report to congress on server and data center energy efficiency[END_REF] in 2007, equating to 2% of the total energy usage. In 2008 in France, a report [START_REF]à 4 fois leurs propres émissions de gaz à effet de serre mais, à l'inverse, ils constituent désormais le premier poste de consommation d'électricité des ménages[END_REF] estimated that 55 to 60 TWh per year were consumed by end applications which amounts to 13.5% of France's electricity consumption. These figures do not take into account the production, transport, and recycling costs [START_REF] Krief | Green Networking[END_REF].

STATE OF THE ART

Energy does not only have a monetary cost, it also has an environmental cost as generating this energy released 0.82 Gtons of CO 2 in the atmosphere in 2007 and is expected to reach 1.43 GTons in 2020. This represents 2% of the total emission around the world putting ICT's emission at the same level as the airline industry [START_REF] Gesi | GeSI SMARTer2020: The role of ICT in driving a sustainable future[END_REF]. CO 2 is a Green-House Gas and as such, should see its emission reduced by 15%-30% before 2020 in the European Union to keep the global temperature increase below 2°C [START_REF] Bianzino | A survey of green networking research[END_REF].

The "green IT" initiative is an effort to reduce the footprint of ICT in the environmental pollution. We can say that green IT is about efficient usage of resources at any stage of the life-cycle of the ICT hardware, including its production, transport, usage and its recycling. Multiple techniques can be applied to reduce the impact of ICT, some are presented in [START_REF] Krief | Green Networking[END_REF] [START_REF] Bianzino | A survey of green networking research[END_REF]. Green IT may also be called green computing or green networking.

In this chapter, we present an overview of the different techniques proposed to lower the energy consumption in green wireless networks. This review is done at every layer because an optimisation at one layer can be detrimental to other layers and result in a negative result. We present this holistic approach in different sections for the ease of readability. We first introduce in Section 2.1 how multiple nodes can communicate wirelessly using the radio frequency spectrum without interfering with each others. We then introduce in Section 2.2 different power-and spectrum-efficient ways for multiple nodes to communicate together. In Section 2.3, we focus on the hardware used by the wireless nodes to improve its power efficiency. Finally, in Section 2.4, we introduce the vision of autonomic computing which aims at lowering the maintenance cost of a complex system while also improving its performance and power-efficiency.

Wireless communications

Wireless communication technologies are usually based on electromagnetic radiations with a frequency ranging from 3kHz to 300 GHz, also known as radio frequencies. They are different from wired communication because the communication medium has a muchhigher attentuation and is shared among every wireless radios. Another difference is that radios need to cope with echos in the signal (multipath effect).

Transmitting information wirelessly

Digital information can be sent over the radio frequency (RF) spectrum using different modulation techniques. The signal to be transmitted could be encoded on the amplitude of a sine wave, by shifting the sine wave's frequency or by changing the phase of the sine wave. It is also possible to combine Amplitude-Shift Keying (ASK) with the Frequency-Shift Keying (FSK) or Phase-Shift Keying (PSK). For instance, the Quadrature Amplitude Modulation (QAM) modulation combines the ASK with the PSK. It is a very common modulation for high-speed digital communications. Many other modulation schemes and variants of them are presented in [26].

In the same way oral communication uses phonems that assemble into words and sentences, digital communications use symbols to carry the information. A symbol can encode one or more bits. For instance, the 2-PSK has two possible states which allow encoding one bit of information while a 64-QAM can encode 8 bits per symbol. The symbol rate is linearly linked to how much spectrum is being used for the communication [START_REF] Yang | Blind estimation of carrier frequency and symbol rate based on cyclic spectrum density[END_REF]. It is thus more spectrum-efficient to encode as many bits per symbol as possible. However, the number of bits per symbol is limited by the Signal-to-Noise Ratio (SNR) found at the receiver [START_REF] Furuskar | EDGE: enhanced data rates for GSM and TDMA/136 evolution[END_REF].

Sharing the spectrum

The radio frequency spectrum can be shared by multiple radio transceivers by transmitting at different frequencies (FDMA/OFDMA), at different time (TDMA), using different codes (CDMA) or at a different locations (SDMA). These techniques are all presented in [START_REF] Frenzel | Principles of electronic communication systems[END_REF] and can manage to share the spectrum among multiple nodes without harmful interference.

SDMA reduces the chances of two nodes interfering by greatly limiting the interference area. However, it still spreads all the energy over a wide area. The company Artemis proposed a way to concentrate all the energy right at the antenna of the receiver and track it continuously thanks to their pCell technology [30].

Other techniques require some sort of synchronisation. Indeed, TDMA requires an accurate time synchronisation across all the nodes of the network to create short time slots. Short time slots are necessary to get a small network latency. All the nodes should also be given a slot which usually requires centralisation. Likewise, making sure that no node outside the network is using the same channel or CDMA code requires some form of centralisation or signalling.

A purely-local solution exists under the name Carrier Sense Multiple Access with Collision Detection (CSMA/CD). It has been introduced in IEEE 802.3 and consists in sensing the communication medium to check that no communication is currently happening before transmitting. The problem with this technique is that a node may not detect a transmission received by another node further away and start transmitting. The receiver node would then be unable to properly receive any of the two inbound transmissions. Both interfering transmissions are said to have collided.

CSMA/CD has been designed for wired networks where every network interface can detect when a collision happened. In wireless networks, the attenuation of the communication medium is much higher and if a network is spread over a relatively large area, it is unlikely that every network node will be able to hear the transmissions of every other node of the network. To avoid this "hidden node problem", Carrier Sense Multiple Access with Collision Avoidance (CSMA/CA) has been introduced in IEEE 802.11 to reduce the number of collisions in wireless networks. This technique allows reserving the network around receiving nodes by having them emit a Clear-To-Send (CTS) frame to reserve the channel before receiving a transmission. This CTS frame is sent in response to a Ready-To-Send (RTS) frame sent by the source node. An overview of the behaviour is available in Figure 2.1. Both CSMA/CD and CMSA/CA are defined in [START_REF] Frenzel | Principles of electronic communication systems[END_REF]. The frequency at which a transceiver is allowed to radiate (transmit power) is currently state-regulated and licenses are given or sold for some technologies, regions and/or a company. By licensing frequency bands to different technologies and different companies, the state grants a monopoly that allows companies to guarantee the availability of their services operating on the licensed frequency band. So-called unlicensed bands where the state allows individuals to radiate without authorisations come with limitations such as the maximum emission power, the duty cycle (how often is the transceiver allowed to communicate) and how much spectrum is it allowed to use (linear with the bitrate). This allows individuals to compute a statistical probability of message loss if an estimate of the amount of wireless devices in the direct vicinity of the transceiver can be obtained. Such a fixed spectrum allocation results in a sub-optimal usage of the spectrum as the licensed users, also called primary users, may not use the spectrum at all time and everywhere. To fix this problem, the research community proposed to develop cognitive radio (CR) networks that would allow a CR to re-use spectrum allocated to primary users as long as it does not interfere with any of the primary users of the band [START_REF] Wang | Advances in cognitive radio networks: A survey[END_REF].

Applications for wireless communications

Wireless communications are very useful to lower the cost of deployment of a wired communication channel. It can be very efficient to provide Internet access to isolated homes in cities or to coastal islands. In both cases, relays communicating in a line-ofsight fashion enable the use of directional antennas which increase the SNR and provide a higher bandwidth while the lower interference on surrounding radios both increases the reusability of the spectrum while also diminishing the average latency of the network by lowering the likeliness of having collisions.

Wireless communications are also very useful for mobile users. Thanks to the GSM, 3G and 4G infrastructure, users can phone each others from almost anywhere in populated areas around the globe. Smartphones may also use this infrastructure to provide mobile access to the Internet even when their users are moving.

These architectures are however extremely inefficient. Indeed, to produce 40 W of radiated power, a 3G station consumes around 500 W. As the coverage of such station is usually limited to a few kilometres, the global power consumption of the complete infrastructure is non-trivial. Improving the efficiency of the 3G stations could thus yield substantial savings when multiplied by the number of antenna found throughout the world. Multiple techniques to do so have been proposed in [START_REF] Krief | Green Networking[END_REF].

Wireless Sensor Networks (WSNs) use wireless communications to route the data collected by their sensors to the outside of the sensor network. Wireless links allow them to be easily deployed which results in a lower cost compared to traditional wired networks. WSN are already used in several fields such as monitoring air-quality [START_REF] Khedo | A wireless sensor network air pollution monitoring system[END_REF], seismic activity [START_REF] Werner-Allen | Monitoring volcanic eruptions with a wireless sensor network[END_REF], forest fires [START_REF] Hefeeda | Forest Fire Modeling and Early Detection using Wireless Sensor Networks[END_REF], structural integrity of a building [START_REF] Morello | Remote monitoring of building structural integrity by a smart wireless sensor network[END_REF] and also area intrusion detection [36].

Wireless sensor nodes are small nodes characterised by their very low processing power and storage capacity (both ROM and RAM). They are also characterised by their very limited energy resources. Despite these constraints, sensors are usually expected to be secure and serve data with a relatively low latency and operate over multiple months or years without swapping their batteries.

Wireless meters are also an increasingly popular use of wireless sensor networks. They are meant to speed up the collection of the meters' reading by allowing a read-out of all the meters of an area to be collected by simply getting close to one of them [START_REF]Wave2m -the platform in-depth[END_REF]. This is thanks to the fact that these so-called smart meters create a mesh network that allows routing the readings of every meter of the network to the person in charge of retrieving them. A sensor fitted with a GSM connection can even be used to periodically collect the readings and forward it to a server of the company for billing. This continuous reading however poses privacy problems [START_REF]Stop Smart Meters Australia[END_REF].

STATE OF THE ART

Green wireless networks

In the previous section, we introduced how wireless nodes can communicate with each others and which kind of applications make use of these capabilities. In this section, we study techniques commonly used in green wireless networks to lower the power consumption.

The overhearing problem

To be available, a radio has to be in receive (RX) mode. In wireless sensor networks, a radio being in the RX mode consumes roughly the same power as when it is in the emission (TX) mode [START_REF] Wang | A realistic power consumption model for wireless sensor network devices[END_REF]. However, very few messages are actually exchanged in such networks which yields a very poor average energy usage per exchanged message. To reduce the average power consumption of the nodes, radios should spend most of their time in sleep mode where they barely consumes any power.

Ideally, the radio should only transit from the sleep to RX state when a message is about to be sent. Any time spent with the radio in the RX mode while not receiving any information, called overhearing time, is a complete waste of energy. The problem is that a radio cannot receive a message or signal when it is in sleep mode so it has to have another way to know when a message is about to be sent.

Preambles

One solution to fix this overhearing problem for mostly-idle networks is to put the burden of synchronisation on the emitter by introducing very long preambles before the actual message. For instance, radio A is willing to send a message to radio B. Radio A sends a 100 ms-long preamble before sending its message. Radio B spends most of its time in sleep mode but wakes up every 90 ms for a few milliseconds to check if a preamble is currently happening. If there is none, then it can go back to sleep mode for another 90 ms. If there is a preamble, the radio waits until its end before receiving the message. This allows receiving radios to spend most of their time in sleep mode unless necessary. This preamble solution has been successfully used by the wave2m [START_REF]Wave2m -the platform in-depth[END_REF] technology to drastically lower the power consumption of the wireless sensor nodes. In [START_REF] Brzozowski | Multi-channel support for preamble sampling MAC protocols in sensor networks[END_REF], the authors proposed an improved solution that broadcasts multiple times a very short message containing the destination radio. This allows other radios to go back to sleep earlier as they do not have to receive the message header to know if they are the intended recipient. The authors also proposed that the receiving node should acknowledge the preamble before the emitter sends the complete message. This allows to lower the spectrum usage if the receiver is unavailable. The authors managed to perform the check for the preamble on the receiver side in 0.38 ms. This figure is so low that it enables multi-channel capabilities which could be used to improve the throughput in the network while also reducing the chances of collisions.

The length of the preamble needs to be adjusted depending on the average frequency at which messages are sent in the network. For instance a preamble of 100 ms is fine if a message is sent every minute in average. It is however much too long if a message is sent every second as radios would start spending a non-trivial amount of time in RX mode (up to 10%). Likewise, 100 ms would be too short if a message is sent in average every hour as radios would have to wake up constantly and would have a very low probability of receiving a message. The preamble length should thus be set according to the expected average frequency at which messages are sent in the network and the maximum latency acceptable by the application running on the network.

Time synchronisation

Another solution to the overhearing problem is for nodes to agree to only send information periodically, at the start of every second for instance. Radios would only need to be put in the RX mode at the beginning of every second and keep it long-enough to check that no radio in its surrounding started emitting a message.

The problem of such solution is that the clock of each radio has a slightly different rate because the crystal used is usually not very accurately cut. This means that even if the radios were synchronised at one point, their clocks would drift apart and the network wouldn't be connected anymore. Even if the crystals were exactly the same on all the radios, the temperature difference between the radios caused by different light and wind exposition would result in a frequency difference. This clock drift can be identified and corrected in software by exchanging messages with other nodes. In [START_REF] Degesys | DESYNC: Self-organizing desynchronization and TDMA on wireless sensor networks[END_REF], the authors propose a synchronisation mechanism that works for single hop networks. For large networks, other algorithms can be used to keep the clocks in sync [START_REF] Allard | Fully distributed clock synchronization in wide-range TDMA ad-hoc networks[END_REF][43].

If the sensor nodes hosting the radios are equipped with a GPS, it is also possible to use the time broadcasted by the GPS satellites as a time reference to fix the clock drift of the radios. The time accuracy of such clocks is 50 ns which is more than enough for our needs. GPS receivers are however power-hungry and should not be enabled at all time.

Once nodes are synchronised, it is possible to implement TDMA in the network. Provided a good assignation of time slots, the advantages of TDMA are that no collisions can happen and radios can sleep when it is not their turn to communicate. A distributed TDMA slot assignment algorithm for WSNs has been proposed in [44].

Efficient routing algorithms

There are different topologies of network, as can be seen in Figure 2.2. The Mesh topology is usually found in wireless ad hoc networks as mesh nodes are connected together without a central hierarchy. The other topologies are usually found in infrastructure networks where a hierarchy is needed.

A network is said to be ad hoc when it does not rely on any infrastructure to operate and has been created with little to no planning. Such network requires its nodes to forward data for other nodes. The route taken by data depends on the source, the destination and the routing algorithm used.

Multiple routing algorithms have been proposed in the literature. Some of them find routes on-demand (reactive) while some are pro-active and maintain up-to-date routing tables. The main advantage of the first is that it is able to cope with a highly-dynamic network but this comes at the price of a high latency for the first communication. On the contrary, pro-active routing provide a low routing latency but require a lot of background traffic to keep the routing tables up to date in a mobile situation.

Pro-active routing algorithms such as OLSR (Optimized Link State Routing Protocol) [START_REF] Clausen | Optimized link state routing protocol (OLSR)[END_REF] or B.A.T.M.A.N. (Better Approach To Mobile Ad-hoc Networking) [START_REF] Neumann | Better approach to mobile ad-hoc networking (BATMAN)[END_REF] are best suited for low-latency applications exchanging a lot of data in order to make the necessary background traffic insignificant.

Reactive routing algorithms such as AODV (Ad hoc On-Demand Distance Vector Routing) [START_REF] Chakeres | AODV routing protocol implementation design[END_REF] are best-suited for extremely mobile applications not minding a potential high-latency delivery time due to the on-demand nature of the algorithm. Such algorithms are much more efficient than pro-active ones when the application running on the network does not exchange a lot of data as no background traffic is necessary. Some routing algorithms can fall in the following categories:

• Data-centric: Data is interpreted and/or fused by the routing process;

• Hierarchical: Data follows a strict hierarchy of nodes to reach its destination;

• Geographic: Data is routed based on GPS coordinates. Data-centric routing protocols such as COUGAR [START_REF] Yao | The cougar approach to in-network query processing in sensor networks[END_REF] or ACQUIRE [START_REF] Sadagopan | Active query forwarding in sensor networks[END_REF] allow users to specify the type of information they would like to receive. They both are centralised approaches where one node is responsible for aggregating and processing data. This node also asks the right sensors to stream their data to their "leader node". When an event of importance happened, the leader node sends the event to the gateway.

Another data-centric routing algorithm has been proposed under the name "Efficient Overlay for Publist/Subscribe in Wireless Sensor Networks" [START_REF] Chaudet | Building an efficient overlay for publish/subscribe in wireless sensor networks[END_REF]. This algorithm is also centralised and allows to attach a semantic to data. It also lets any node in the network subscribe to some events with some conditions attached, contrarily to the two other data-centric protocols we previously introduced.

Hierarchical routing protocols such as LEACH (Low-Energy Adaptive Clustering Hierarchy) [START_REF] Heinzelman | Energy-efficient communication protocol for wireless microsensor networks[END_REF] or RPL (IPv6 Routing Protocol for Low-Power and Lossy Networks) [START_REF] Winter | RPL: IPv6 routing protocol for low-power and lossy networks[END_REF] are meant to save power and minimise the length of the routing tables. This is often needed in Wireless Sensor Networks because of the very-limited RAM available.

The LEACH routing protocol uses a clustering approach. The election process for the clusters is done purely locally based on the remaining power and probabilities. When a node decides to become a clusterhead it sends a message telling so and waits for surrounding nodes to attach to it. Nodes attached to this clusterhead can then send their messages periodically before going back to sleep. Clusterheads however need to keep their radio in RX mode at all time to be able to receive the messages of the nodes of the cluster. To limit the number of messages sent to the gateway, the data of all the sensors can be aggregated in the clusterhead. All the clusterheads are re-elected periodically which indicates that a time synchronisation is necessary. This approach works well for densely populated networks with nodes positioned randomly but may result in a loss of connectivity if a clusterhead has no route available towards the sink.

The RPL routing protocol is reactive and organises the network in a tree. The depth of a node in the tree is based on a so-called "rank". The rank is an attribute of each node in the tree and is a number strictly increasing when going down the tree toward the leaves. When a node is willing to add itself to the network, it sends a DIS message to probe the surrounding nodes which then answer in a DIO message that primarily contain their rank. The node will then need to attach to a preferred parent and should choose the one with the lowest rank as it is the closest to the root of the tree. When a node wants to send a message, it sends the message to one of its parent which will check if it knows a route to the destination or not. If it does, it sends the message to the right son. If it does not, then it sends the message to its parents which applies the same algorithm. If even the root of the tree does not know the route to this node, a DAO message will be broadcasted to look for the right node. Upon receiving a DAO message of which it is the destination, a node should send a DAO-ACK message to the root of the tree. All the parents along the way can store the route to this node if they have the RAM space to do so. When the DAO-ACK reaches the root of the tree, the message can be forwarded to the right son which will in turn forward it to the right son until it reaches the destination node. Nodes with a limited battery can refuse to become a parent by not answering DIS requests or by advertising a very large rank number to provide connectivity to only the nodes that have no alternative but using this node as a parent. It is also possible for a node to increase its rank to become less desirable to the sons. Nodes may also randomly select the parent among all its parents with the same ranks to route upward messages. Nodes can also periodically select another preferred parent. All these techniques allow spreading the load on more nodes in order to increase the lifespan of the network.

Geographic routing algorithms such as GRP (Geographic Routing Protocol) [START_REF] Zhiyuan | Geographic routing protocol and simulation[END_REF] use GPS information to optimise the routing path. In the case of GRP, it is a reactive protocol that uses the GPS information to reduce the un-necessary control traffic. CA-Path [START_REF] Schaefer | Potentials of opportunistic routing in energy-constrained wireless sensor networks[END_REF] is a routing algorithm that takes advantage of the broadcasting nature of wireless transmission to minimise the number of re-transmissions if a relay did not manage to receive the message but a neighbour did. This provides an interesting cognitive ability to routing that decrease the average power consumption and spectrum usage.

An evaluation of the GRP, AODV and OLSR routing algorithms for mobile ad hoc networks with a video conferencing application has been carried out in [START_REF] Aujla | Comprehensive evaluation of AODV, DSR, GRP, OLSR and TORA routing protocols with varying number of nodes and traffic applications over MANETs[END_REF]. Depending on the conditions, the GRP, AODV or OLSR algorithms become best-suited. It is thus very important for an application to choose the routing algorithm that is best suited to the type of traffic and QoS needed.

Efficient protocols

Another way of saving power in green wireless networks is to reduce the size of the messages exchanged among the nodes.

The most effective way of reducing the message size is to reduce the size of the headers found in all messages. The IPv6 header is 40 bytes long while the UDP header is 8 bytes long. By using 6LoWPAN [START_REF] Mulligan | The 6lowpan architecture[END_REF] instead of the standard IPv6, it is possible to compress the network header to 7 bytes and 4 bytes for the UDP header. This results in a 37 bytes saving as the new size of the headers is 23% of the original size. It however comes at a cost as only 16 UDP ports are available per node and a gateway needs to be installed to allow 6LoWPAN and IPv6 computers to communicate.

HTTP is a protocol that is widely used in the world-wide web to access resources. For instance, it has been used by SOAP to create an RPC protocol using XML. HTTP could be very useful in wireless sensor networks to query the state of a sensor or actuator. However, due to its high parsing complexity and big data size, using HTTP is not possible. CoAP [START_REF] Frank | Constrained application protocol (CoAP)[END_REF] has been proposed by the Internet Engineering Task Force (IETF) to provide a RESTful protocol that can be mapped to HTTP by using a gateway and yet has a low parsing complexity and header size. Like HTTP, it also supports caching. However, unlike HTTP, a service can subscribe to a resource to get notifications every time the resource changed which avoids continuously polling on a resource to check for updates.

Computer architectures

Optimising every layer of the OSI model with the solutions proposed in the previous section is not enough to achieve the lowest energy usage possible in a network. In the end, the energy usage is always consumed by the hardware that runs the applications,

Computer architectures

may it be for data transmission or processing. We thus introduce ways of making the hardware more efficient, may it be radios or processors. A radio's efficiency is limited by the heavy attenuation of the communication channel. Overcoming this attenuation requires a lot of radiated power which has to come from the energy source. Improvements in power amplifiers however allow saving a lot of power while still meeting the output linearity requirements. Up to very recently, power amplifiers had to be powered at a voltage slightly higher than the maximum voltage it was supposed to output. All the voltage difference between the output and the input power would be dissipated as heat. Envelope-tracking technologies such as [START_REF] Schlumpf | A fast modulator for dynamic supply linear RF power amplifier[END_REF] allow supplying the power amplifier with just the right voltage at any time for it to run constantly at its peek efficiency. With such technology, Qualcomm managed to save 20% of power and reduce the thermal generation by 30% [START_REF] Talbot | Beyond CES hype lies a big battery problem. here's how the wireless industry is racing to fix it[END_REF] on a 3G/4G LTE mobile interface compared to a previous version of the radio. Another proposed solution is to have multiple fixed voltages, select the most appropriate voltage and compensate for the non-linearity in software. This technique allowed to increase the total efficiency of a HSUPA transmitter from 17.7% to 40.7% and from 11.3% to 35.5% for WLAN 802.11g [START_REF] Chung | Asymmetric multilevel outphasing architecture for multi-standard transmitters[END_REF]. Using an improved version of this technology, Eta Devices managed to create an LTE transmitter with a 70% efficiency, compared to the 44 to 55% currently available [START_REF] Talbot | Beyond CES hype lies a big battery problem. here's how the wireless industry is racing to fix it[END_REF].

Application developers used to mostly ignore the processor they were running on as its performance and power efficiency would increase exponentially due to improvements in the transistor etching process. Developers just had to wait for the required characteristics needed were met before shipping a project.

In 1975, Moore successfully predicted that the number of transistors found in microprocessors would double every two years [START_REF] Schaller | Moore's law: Past, present, and future[END_REF]. In 2011, Koomey was able to observe that the efficiency of processor doubled every 18 months for the past 60 years. This observation is now called Koomey's law [START_REF] Koomey | Implications of historical trends in the electrical efficiency of computing[END_REF].

However, as transistors get smaller and smaller, their ability to function as a perfect switch diminish because of tunnelling quantum physics effect. Indeed, in quantum physics, the position of the electron is described as a probability density function. When the insulating part of the gate becomes too thin, some high-energy electrons can move to the other side of the gate. This leaky-faucet effect is responsible for what is known as the static power consumption. This effect could be mostly ignored until the year 2000 but is now becoming a prevalent part of the total power consumption [6].

The etching process of transistors is constantly improving to reduce the static power consumption but it takes several years of effort to propose a new generation. In parallel of this effort, hardware designers introduced different techniques to save power on their processors. A relatively simple technique consists in dynamically adjusting the clock frequency along with the supply voltage of processors. This technique is called Dynamic Voltage/Frequency Scaling (DVFS) [START_REF] Suleiman | Dynamic Voltage Frequency Scaling (dvfs) for Microprocessors Power and Energy Reduction[END_REF] and does not require a complete redesign of the internal architecture of a processor. To further improve the power efficiency, two other techniques are usually found in modern processors: clock gating and power gating. The first is about not supplying a clock to a block of transistor that does not need it [START_REF] Srikantam | Method and apparatus for clock gating clock trees to reduce power dissipation[END_REF] while the latter is about cutting the static power consumption by cutting the power of un-used blocks. In both cases, it is necessary to modify the hardware design to get the needed activity signal for those techniques to work. The 3 techniques presented (DVFS, clock-gating and power-gating) require some intervention by the operating system to be useful. It is thus not possible anymore to wait for better hardware in order to solve the power consumption problem of a processor, the software also needs to get involved.

Autonomic Computing

As we saw in the previous sections, both the hardware and the networks are becoming more and more complex and, as such, they require more and more knowledge from the technicians trying to maintain them. Also, as the number of computer systems grows, less and less human resources can be used to administrate them. This likely results in a sub-optimal configuration which conflicts with the goals of green networking.

The vision of autonomic computing is the creation of systems which are able to manage themselves without the need for a constant human input [START_REF] Krief | Green Networking[END_REF]. In this vision, such systems would only receive high-level goals from humans and they would continuously configure themselves in order to meet these goals. This vision is inspired by biology where some actions are performed by our subconscious without needing any conscious thinking. This effectively hides the complexity of the system by only taking high-level inputs which, in turn, simplifies the administration of such a system. Automatic management also enables optimisation opportunities which can result in a higher performance and lower power usage.

This vision was first proposed by IBM in 2001 in the Autonomic Computing Initiative (ACI) [START_REF] Kephart | The vision of autonomic computing[END_REF]. To be considered autonomic, a system must implement the following selfmanagement functions:

• Self-configuration: Create a functional configuration that may be sub-optimal but already fulfil the user's need;

• Self-optimisation: Improve the performance of the metrics of interest while lowering the power consumption when possible;

• Self-protection: Protect itself from adversaries while also protecting other users' information (confidentiality and integrity);

• Self-healing: Detect dangerous states for the system (overheating for example) and react to it to come back to a safer state.

Designing and deploying autonomic and collaborative systems would thus not only lower maintenance costs but also improve the quality of service, performance and increase both the power-and the spectrum-efficiency throughout a network.

Conclusion

In this state of the art, we introduced the concept of green networking in wireless networks. After explaining how RF communications are possible, we introduced optimisations at every layer of the OSI model to reduce the footprint of communications on both the power and the RF spectrum usage. We then introduced power saving techniques for the hardware used by the network nodes.

Because the complexity of modern hardware and green network architectures, it is unlikely that an operator could continuously optimise the network to adapt to changes in the activity. To ease the administration of the network and always use the most efficient power-efficient configuration, the nodes and the network should self-manage as proposed in the autonomic computing vision. This chapter proposed an overview of techniques used in green networking to lower the resource usage of wireless networks. A more detailed state of the art will be introduced in the related chapters, starting with the highest layers of the OSI model, the application to the network layer. 

Introduction

Surveillance networks require multiple wireless sensors spread over a large area. It would be impractical for nodes to have the necessary power to be able to reach the computer that centralises the sensor's data directly. Surveillance networks thus usually use a multi-hop ad-hoc network topology.

Data transmission in a multi-hop wireless ad-hoc network plays a large role in nodes' power consumption [START_REF] Wang | A realistic power consumption model for wireless sensor network devices[END_REF] and it will comparatively grow larger and larger as computing costs go down thanks to the constant improvement in the processors' efficiency (Koomsley's law [START_REF] Koomey | Implications of historical trends in the electrical efficiency of computing[END_REF]). This is especially the case in Wireless Sensor Networks (WSNs) where computing power is hardly necessary because sensor nodes are usually only expected to keep the network connected, acquire data from their connected sensors, generate network frames containing the sensors' data and send them to a gateway.

The energy cost of transmitting 1 KB over a distance of 100 m is approximately the same as the cost of executing 3 million instructions by a 100 million instructions per second (MIPS)/W processor [START_REF] Akyildiz | Wireless sensor networks: a survey[END_REF]. However, a transmission does not only drain the emitter's battery, it also increases the power consumption of surrounding nodes as they have to demodulate the incoming signal and process the decoded frame. It also increases the contention over the network which prevents radios from being asleep when they do not need to communicate because they need to check if the medium is free or not. Improving the lifespan of WSNs thus means diminishing both the number and the average size of the messages sent in the network, even if it means using more processing power to do so. This trade-of depends on the distance at which the message should be sent and how efficient the processor is.

As we will see, localizing data processing among the nodes of a network is the best way of reducing the number of communications and their size even if it creates other challenges.

In Section 3.2, we proposed the state of the art concerning data-processing schemes and network architectures in Wireless Sensor Networks along with their shortcomings. In Section 3.3, We introduce a modality-agnostic collaborative detection of spatio-temporally correlated events in a WSN which I evaluate in Section 3.4. Section 3.5 details how the proposed algorithms were implemented and deployed in a realistic scenario. We conclude on decentralizing data processing in Section 3.6.

State of the art

We identified 4 kinds of Wireless Sensor Network architectures with varying degrees of autonomic behaviour when it comes to data processing. We also try to categorise them by average communication length and how often messages are sent.

Direct communication

Wireless Sensor Networks started as simple ad-hoc networks with the information flow going from all the sensors to the gateway. Each sensor node collects data from the sensors, average/aggregate it and then send this data to the gateway. The gateway then either processes the information itself, stores it or sends it through the Internet to another server. This gateway node is often referred to as "the sink" as all the traffic ultimately is routed through it. This behaviour can be seen in Figure 3.1. In this kind of WSN, sensors' readings can be stored before being sent in batch to limit the number of packets at the expense of latency.

Examples of applications implementing this architecture include environment monitoring [START_REF] Barrenetxea | Wireless sensor networks for environmental monitoring: The SensorScope experience[END_REF] and smart metering as the information they collect is meant to be stored by a centralised entity for processing.

The average communication length on this architecture is the average route length that links every sensor node to the gateway. As all sensor nodes send data periodically, this kind of network's lifespan depends on how often the sensors' data is sent to the gateway.

In this network type, data flows from the sensor nodes to the sink in a tree-like fashion. Network packets should be sent to the neighbour closest to the sink in order to reach it in as few hops as possible. A routing algorithm such as RPL [START_REF] Winter | RPL: IPv6 routing protocol for low-power and lossy networks[END_REF] does exactly that as nodes advertise their rank (number of hops to reach the sink). A node should thus send data to the node with the lowest rank.

Cluster-based Data Aggregation

Cluster aggregation: Packet routing tree A way to lower the average length of communication is to let a data-aggregation cluster node gather data from its surrounding nodes, aggregate it into a single message and send it to the gateway. This architecture can be seen in Figure 3.2.

APPLICATION & NETWORK: DECENTRALISED PROCESSING

This architecture introduces two kinds of communications:

• Short-distance: A direct communication (one hop);

• Long-distance: A multi-hop communication to the sink.

Long-distance communications should be avoided as much as possible to lower power consumption in the network. Indeed, they not only consume energy on both the emitter and gateway, but they also consume the energy of every routing node in-between. Moreover, nodes around the route are also consuming more energy because they need to receive and parse at least the MAC header in order to determine if they are the recipient or not. Finally, since the gateway is always the ultimate destination for every packet, the closer to the gateway a node is, the less likely the communication medium is to be available because of the ever-increasing traffic found when getting closer to the gateway. This further increases power consumption.

On the other hand, short-distance communications consume energy on a much more limited zone and more uniformly.

With the cluster-based data aggregation architecture, most communications are local which spreads the power usage more evenly in the network.

The LEACH [START_REF] Heinzelman | Energy-efficient communication protocol for wireless microsensor networks[END_REF] routing algorithm matches almost-exactly the needs for this type of network. It should thus be used. Both the sink and the cluster-based data aggregation architectures rely on the outside of the network to process data. These architectures are data-oriented as they only acquire and forward sensors' data to the gateway.

Local Event Detection

If the WSN is used for real-time detection of events, then it is possible to reduce the number of messages by decentralising data processing and only sending sensors' data conditionally [START_REF] Krishnamachari | The impact of data aggregation in wireless sensor networks[END_REF]. This aperiodical traffic can be seen in Figure 3.3.

For instance, in an intrusion detection application, it is not necessary to constantly send the raw values read by the sensors. Instead, local processing of sensors' data avoids unnecessary transmissions by letting the sensor node find out whether the sensor detects something important or not.

Local event detection may be challenging for sensor nodes because of their very tight CPU, ROM and RAM constraints, but it is possible to use digital signal processing units (DSP) [START_REF] Letian | A reconfigurable system for digital signal processing[END_REF] as these processors are getting more and more efficient [START_REF] Koomey | Implications of historical trends in the electrical efficiency of computing[END_REF].

Awareness of the WSN's application allows sensor nodes to limit the number of messages they emit by filtering the unneeded information [START_REF] Croce | Reducing power consumption in wireless sensor networks using a novel approach to data aggregation[END_REF] [START_REF] Lazzerini | A fuzzy approach to data aggregation to reduce power consumption in wireless sensor networks[END_REF].

As the data consumer is out of the network, packets still need to be routed to the sink. A tree-like RPL routing protocol is still the most efficient way to do so because it routes towards the sink in the fewest number of hops possible. Sensors are first locally correlated to filter unneeded information. Useful data points, are then collected in a cluster in order to correlate them with all the sensors of a given area [72][73]. This behaviour can be seen in Figure 3.4. This method further limits the message count by avoiding false positives induced by defective or ill-calibrated sensors. Less false positives also means reduced long-distance communications.

Collaborative Detection

This method also works on heterogeneous sensor networks [START_REF] He | Collaborative query processing among heterogeneous sensor networks[END_REF] [START_REF] Andersson | Heterogeneous Sensor Correlation: A Case Study of Live Traffic Analysis[END_REF] and is also known to produce better results than value-fusion as found in cluster-based data aggregation when fault-tolerance is needed [76][77].

This architecture provides both a lower average communication distance and fewer messages in the network because of its aggressive filtering at both the node level and the cluster level.

However, to our knowledge, already-existing collaborative detection networks do not abstract the sensor modality. This severely limits the capability of adding new sensors at run time since the correlating node needs to be aware of all the sensor types and know how to correlate them. Moreover, collaborative detection makes it more difficult for the network operator to know if the network is operating correctly because of the low volume of messages. In case of a detection failure, it also makes it harder for her/him to debug what went wrong because no logs are available on her/his work computer.

Finally, because of the correlation found in collaborative detection, it is difficult for the network operator to detect faulty sensors. It should thus be the cluster's task to monitor the false positive and false negative rate of each sensor and recalibrate its parameters to deal with those. Likewise, if a sensor node becomes unavailable, the cluster node should reconfigure itself to operate without the sensors connected to this faulty node.

In a collaborative detection network, data is processed in the network and events are sent when some conditions arise. Those events have a semantic attached to them and can be produced or consumed by any node in the network. Events should thus be routed from the producer nodes to the consumer nodes.

The RPL routing protocol is not suitable for this kind of network as it is meant for routing information to the nearest sink and it is not data-centric. Instead, we want that when an event is published, it should be dispatched to all the nodes that subscribed to it using as little packets as possible. A centralised version of this Publish/Subscribe routing algorithm has been proposed in [START_REF] Chaudet | Building an efficient overlay for publish/subscribe in wireless sensor networks[END_REF] but we hope that a decentralised version of it will be proposed soon.

An evaluation of the performance of each WSN type is available in Table 3 

Contributions

Logical reasoning allow a system to make inferences using only logical deductions [START_REF] Harrison | A short survey of automated reasoning[END_REF]. An automated logical reasoning can use prior knowledge and/or experience to improve its reasoning abilities [START_REF] Portoraro | Automated reasoning[END_REF].

To address the shortcomings of the state-of-the-art collaborative detection, we propose three different reasoning components:

• modality-agnostic collaborative detection of spatio-temporally correlated events;

• offline logging capabilities;

• sensors reputation management.

Modality-agnostic Collaborative Detection of Spatio temporally Correlated Events

Design goals

This proposal is based on the following assumptions:

1. an area defines a spatial zone where all sensors are correlated and can communicate with each other;

2. area's sensors should all detect an intrusion within a definite maximum time called minimum intrusion time;

3. sensors are noisy and randomly emit false positives;;

4. sensors' may not be reachable at all time;; 5. sensors are ill-calibrated..

Assumptions 1 and 2 have to be enforced when sensors are deployed. It also means network's lifespan can be improved by using collaborative detection to lower both the number of messages and the average distance of communications.

Assumptions 3 and 4 mean that the network should be fault-tolerant and thus, be using decision-fusion [START_REF] Clouqueur | Value-fusion versus decision-fusion for fault-tolerance in collaborative target detection in sensor networks[END_REF]. The correlation node should also look for new sensor nodes in the spatial zone while also monitoring for failing nodes. Upon changes in the available sensor nodes, the correlation node should reconfigure itself to limit the number of false positives or false negatives.

Assumption 5 raises the problem of sensors correlation. Since non-calibrated sensors' values cannot be averaged, it means that the values read by the sensor can only be interpreted by the sensor node that produced it. Indeed, the value can only be interpreted when put into its context, that is to say, the previous values/trends. Moreover, decisionfusion mandates the sensor to produce a decision whether it detects an event or not.

Thus, instead of reporting a given value, a sensor needs to locally correlate its values then decides if an event is going on or not. If an event is detected, a confidence rating ranging from 1 to 3 is attributed to the detection. This proposal abstracts the sensor type and has many additional benefits such as:

• hiding away calibration errors from the correlation node;

• correlating sensors of arbitrary type.

Messages between the sensors and the reasoning node are sent using a Publish/Subscriber communication paradigm. This is done to ease the creation of topic of interests sensors can subscribe to. Moreover, a publisher does not have to know what its subscribers are interested in. This allows the creation of a highly-dynamic collaborative behaviour.

Sensor nodes

In this proposal, individual sensors are required to detect events by themselves and give a confidence rating ranging from 1 to 3. The algorithm that should be followed highly depends on the sensor modality and the event that should be captured. As an example, let's imagine someone wants to use a binary infrared optical barrier to detect a car driving down a street. The signal produced by the sensor would be a simple square signal whose length will depend on the length and the speed of the car.

To detect such a square signal, the sensor node can poll the sensor's value periodically. The polling period depends on how wide the optical barrier is and how fast the car is. The maximum speed of the event to detect is one parameter of the area. As soon as the polled sensor detects something, a correlation timer is set. If the value sensor keeps on detecting something for, for instance, more than a tenth of the minimum detection time, then a message (hereinafter referred to as "alert") should be sent to the correlation node with the minimal confidence level. The confidence level should then be increased gradually to 3 as long as the sensor keeps on detecting the intruder.

A minimum delay between alerts should be implemented in order to further reduce the number of messages. Doing so while keeping the correlation node up to date concerning the state of each sensor may require to break the re-emission rule if the confidence level increased. For instance, in Figure 3.5, we see the evolution of the value returned by an analog sensor. An alert is first sent when the value increased over a threshold and then re-emitted after a period. If the value changes in a fast way, an alert can be sent earlier.

The correlation node

When the correlation node receives an event from a sensor (alert), we propose that it stores both the current timestamp and the confidence level into memory for future reference. Then, it should compute the area's criticality level by summing the contribution of all the area's sensors. Being able to automatically trigger responses to an event allows the creation of a fully-autonomic collaborative WSN. Being able to automatically trigger responses to an event allows the creation of a fully-autonomic collaborative WSN. A sensor's contribution to the criticality level is the confidence level of the alert times the age factor. The age factor linearly decreases from 1 to 0 in correlation time seconds. The correlation time should be roughly the same as the maximum time it takes for an event to happen. In an intrusion detection scenario, it is the maximum time it takes for a pedestrian to cross the area. If a sensor becomes unavailable, its criticality level should be raised to the maximum for a few minutes to prevent attacks on the system that involve disabling sensors remotely by shooting them.

Contributions

t
The age factor is important because alerts should expire after some time. Moreover, older alerts should not influence the correlation as much as fresh alerts do. The choice of a linearly decreasing function is motivated by the simplicity of implementation. It may however need to be adjusted depending on the kind of application used in this system. Computing the area's criticality level is done following (3.1). When most sensors from an area simultaneously detect an event, the criticality level of the area should be higher than a threshold that depends on the number of sensors in the area, the minimal correlation factor we want to achieve and a latency mode indicating how early an alarm should be sent to notify the zone operator or to trigger an automatic response. The area's threshold is computed using (3.2) when a new sensor node is added to the area or after a sensor node has been unreachable for some time, 10 minutes for instance.

criticality threshold = sensors count * 1.5 * latency mode (3.2) When the criticality level goes over the threshold, the correlating node of the area publishes a message telling that an event has been detected by the area. This message, hereinafter referred to as alarm, can then be used by other nodes to trigger automatic actions such as lighting up a spotlight or an alarm. The 1.5 constant from Equ. 3.2 is the maximum confidence level (3) divided by 2. This means that when using the green latency mode, all the sensors should report an average of 1.5 before an alarm is sent.

latency mode =                0.
An example of the evolution of an area's criticality level can be seen in Figure 3.6. At t 0 , a node sent an alert which raised the criticality level. This criticality level then linearly decreased towards 0. At t 4 , the contributions of alerts received at t 1 , t 2 , t 3 and t 4 raised the criticality level enough to reach the criticality threshold, which led to the emission of an alarm. At t 5 , the correlation node received another alert which contributed more than the alert at t 0 because the alert had a higher confidence level. We also propose that the first node to be added to an area should be "elected" as the correlating node. However, this node may not be available during the whole lifespan of the network for the following reasons:

• energy source depletion;

• hardware malfunction;

• selective jamming on this node.

To overcome these challenges, the correlation node role should be duplicated in two. Both correlation nodes would subscribe to the alerts sent in their area. The only difference between the two nodes would be that the master node (the first one elected) would emit an alarm as fast as possible. On the contrary, the slave correlation node (the second node to be added to the area) would wait for a few seconds before emitting an alarm unless the master node emits the alarm before the expiration of the delay. This proposal increases reliability by avoiding the single point of failure that was the correlation node. However, a re-election should be made whenever the master correlation node's battery is running low or when the slave correlation node detects that the master is not behaving correctly. In this case, the slave should elect himself as the master and query a list of potential candidates in order to select a suitable slave node to succeed him. If the slave node becomes unavailable, the master node should re-elect another slave node.

Many clustering algorithms exist for wireless sensor networks [START_REF] Abbasi | A survey on clustering algorithms for wireless sensor networks[END_REF]. We however propose that the election mechanism for the correlation node should be made according to these criteria:

• energy available (in Joules, not percentage);

• number of hops to the gateway;

• number of routes to the gateway.

Redundancy could then be further improved by electing n correlation nodes with an increasing delay between detection and the emission of an alarm. This works because every node of the area can communicate with each others (assumption 1). However, redunding the correlation node comes at the expense of power consumption and thus, the network lifespan. Indeed, every correlating node is required to subscribe and receive every alert and alarm sent by the area and process them. As a result, the average power consumption of the correlating nodes is higher than other nodes in the area. This means there is trade-off between battery life and redundancy.

Offline Logging Capabilities

Due to the drastic message reduction found at the gateway when using in-network reasoning, auditing the system becomes difficult. Auditing is needed by the network operator to understand what is going wrong with the system in case of false positives or false negative detections.

We consider a false positive happened when the network emitted an alarm when no real event happened. Likewise, a false negative happened when the network did not emit an alarm when a real event happened. At a sensor's level, a false positive happens when the node sent an alert when no meaningful event happened and a false negative when it did not send one when it should have.

A false negative can happen when the sensor did not detect the event (wrong polling frequency on the sensor or wrong calibration). A false positive can happen when the sensor's sensitivity is too high or if detected an event that was not meaningful to the network (a dog instead of a pedestrian for instance).

To address this problem, we propose that the correlating node should be required to store the history of what happened in an area in the past hours or days. Given the stringent constraints found on sensor nodes, it is impossible to store all the data. It is thus important to find an efficient way to only keep meaningful data.

The proposed solution stores events. An event is characterised by a local time stamp, a confidence level and the list of sensors contributing to this event and their relative contribution to it.

The system can only store a selected few events. Events older than the history storage will first be deleted. When a new event needs to be stored, a usefulness score is attributed to each event in the history. The event with the lowest score gets replaced by the new event.

An important event is an event that both drove the confidence level close to the alarm threshold and was also a local maximum for a long time. However, when an event gets older, its importance tends to lower. This is why the scoring system (3.3) depends on the confidence level of the event, how long it was a local maximum and the age of the event.

score(e) = conf idence(e) * local max time(e)

-

age(e) max storage time

(3.3)
An event is not stored in the history unless it reaches the history threshold. An example of the evolution of an area's criticality level can be seen in Figure 3 This Figure features the same criticality level evolution as in Figure 3.6 with the addition of the history threshold. In this example, only the events at t 2 , t 3 , t 4 and t 5 will be stored to the history because the others did not increase the criticality level enough to reach the history threshold. The most significant entry would be the one found at t 4 because it is the one with the highest criticality level and it has been the local maximum for a long time. The least significant event in this example is the one from t 3 , despite its relatively-high criticality level. This is because it has been the local maximum for a very short period. This event will thus be the first one to get deleted if space was becoming a problem.

The history along with all the other parameters and context can then be queried ondemand by a network operator using a REST-like protocol such as CoAP [START_REF] Frank | Constrained application protocol (CoAP)[END_REF]. This improves the network's debugging abilities without needing an external radio to spy on the exchanged messages.

Sensors Reputation Management

The history is not only useful to the network operator, it is also useful to the WSN itself. An obvious usage of the history is to juge how useful a sensor usually is at detecting a certain type of event. We refer to this usefulness score as reputation.

Reputation is separated in two scores:

• False positive: How often are the events emitted by a sensor not correlated with his surrounding nodes;

• False negative: How often is a sensor not participating in the correlation of real events.

Both reputations are represented by a value ranging from 0 to 1, 0 being the lowest possible reputation and 1 being the best one. reputation f p(a, s) = area detection count involving(a, s) sensor events count(s)

(3.4)
False positive reputation is calculated when alerts are deleted from the history. When an alert is deleted, the detection count (sensor events count(s)) of the associated sensor is incremented. If the alert has been used to emit an alarm, then the alarm counter of the associated sensor (area detection count involving(a,s)) is incremented. The false positive reputation is just the ratio of alerts that have been correlated over the total alert count for a given sensor. The equation is detailed in (3.4).

reputation f n(a, s) = sensor correlated count(s) area detection count(a) (3.5)
False negative reputation is calculated when an event is added to the history. If the event is an alarm, then the alarm count (area detection count(a)) is incremented. Then, all the sensors that participated to this alarm have their correlation count incremented (sensor correlated count(s)). False negative reputation is the ratio of how many times a sensor was involved in the emission of alarms over the total alarm count, the equation is detailed in (3.5).

Additionally, the reasoning node could alert the operator when one sensor gets one of his reputations lower than a certain threshold. It can also be used during the correlation process to weight a sensor contribution according to its false positive reputation. A lower false positive reputation would result in a lower contribution during the event correlation.

Finally, we propose that sensors producing too many false positives should be evicted from the correlation process to avoid polluting the history of the correlation node and reduce the number of false alarms. Likewise, we propose that if a node has too many false negatives, they should be evicted or simply not taken into account when calculating the threshold. We propose those binary decisions because the area's threshold computation should be stable which prevents using the false positives/negatives values for the criticality and/or the threshold computation.

Summary

The decision process we proposed in our modality-agnostic collaborative detection of spatio-temporally correlated events proposition has two levels, as can be seen in The first level of reasoning aims at sending the minimum amount of information as possible to keep the current view of the correlation node up to date without streaming a continuous stream of data. The first level thus runs on all the nodes hosting one or more sensors and aim at detecting events using only values returned by the sensor. When an event happens, the node hosting the sensor sends an alert to the correlation node with a confidence level ranging from 1 to 3.

The second level of decision-making aims at correlating the alerts sent by the sensors of the area before sending alarms to further reduce the number of messages sent in the network. This also attaches semantic to the messages which allow automatic an automatic response by the network.

Since the correlation node is filtering most of the messages of the area, it would be impossible for the operator of such a network to audit the cause for a false positive or a false negative. To enhance the auditing capabilities of the network, we proposed storing a history of the most important events that happened in the network for a defined period of time.

Finally, we proposed a reputation mechanism to detect faulty sensors automatically to alert the network operator. This mechanism can also be used inside the network to evict faulty sensors from the correlation process.

Evaluation

This research was conducted during the DIstributed Applications and Functions Over Redundant Unattended Sensors (DIAFORUS) ANR project [START_REF] Labri | Diaforus[END_REF]. The project's goal was to develop an energy-efficient framework for distributed applications and functions over redundant unattended sensors. As a demonstration of the framework, an intrusion detection application was written using redundant and heterogeneous sensors.

For evaluating the contribution, we used a physical intrusion detection scenario. The latency of detection should be under 10 seconds and usually around 5 seconds. It was decided that sensor nodes should not correlate values for more than 1 second before sending it to the network. This leaves up to 4 seconds for the network to carry the detection message and its acknowledgement (ACK). The event is re-emitted if no ACK is received by the sensor node that emitted the detection message.

It is however unnecessary to flood the network with alarms when an intrusion is detected. Two alarms can be separated by at least the area's minimum crossing time unless a new sensor has been correlated with an existing alarm. This amendum to the rule is made so as the operator gets new meaningful information in the timeliest fashion. This proposal enables the operator to be aware of the current situation while also limiting the number of messages.

The evaluation has been carried out in a custom-made emulated environment based on FreeRTOS. Each emulated sensor node is executed as a FreeRTOS Linux process. When a sensor sends a message, instead of sending it through the radio like it would be done on real nodes, the message is sent using TCP sockets to a program called dispatcher. The dispatcher emulates the communication medium. It forwards the message to the destination node if nodes are within reach of each other.

The dispatcher gets the sensor nodes' location from an XML deployment file we designed. This file not only lists the sensor nodes, their positions and their radio range, it also contains all the sensor-specific configuration such as what sensors (modality) are connected to each sensor node and how (I2C address, gpio line, ...). This deployment file is used to generate the node configuration as C header files that are then compiled and linked with the node's firmware. This compilation process is controlled by a custom-built python script called "build network.py" which can also be used to flash the firmware of all the nodes. An example of such a file is available in Appendix C.

For the network layer, we decided to use IPv6 Low Power Wireless Personnal Area Networks (6LoWPAN) instead of IPv6 because of its reduced header size.

Routing is handled using RPL [START_REF] Winter | RPL: IPv6 routing protocol for low-power and lossy networks[END_REF], an IPv6 Routing Protocol for Low-Power and Lossy Networks, because it is becoming a standard in wireless sensor networks. We use to query nodes via the REST protocol CoAP [START_REF] Frank | Constrained application protocol (CoAP)[END_REF] and route PubSub messages from/to the broker. RPL's DIO mechanism is used as an heartbeat indicating to surrounding node that the node is still available. This heartbeat is used to detect faulty nodes.

In simulation, the values read by the sensors are generated using a simulation environment called Diase. This environment, developed for DIAFORUS, enables:

• the deployment of a simulated network;

• the creation of intrusion scenarios;

• the monitoring of both sensor nodes and the network.

The general interface of Diase while running an intrusion detection scenario can be seen in Figure 3.9. It showcases 2 areas containing 8 nodes, 3 seismic sensors, 2 infrared directional barriers sensors, a multi-directional barrier sensors and 1 actuator (an alarm).

The monitoring view gathers data from the network using a REST protocol for Constrained Applications called CoAP [START_REF] Frank | Constrained application protocol (CoAP)[END_REF]. It then displays the gathered data into a textual or a graph form. Examples of such graphs can be seen in Figure 3.10. More information about Diase and all its capabilities is available in Appendix D.

Modality-agnostic Collaborative Detection of Spatio temporally Correlated Events

Distributed and collaborative detection is meant to lower both the number and the average length of communications. We evaluate those metrics in this subsection. Sensors are never perfect, if calibrated to detect the smallest event they will be prone to false positives. We choose to model the detection of an event by a sensor using a Bernoulli distribution. When no real intrusion is going on, sensors will have a probability p of wrongly detecting an intrusion and a probability of 1 -p of not detecting one. The experience is repeated every second.

This means there is a probability p of getting a false positive. Knowing this, We evaluate how many messages are exchanged in different kinds of Wireless Sensor Networks. A distinction between short-distance (one hops) and long-distance (towards the gateway) communications is also introduced. The number of messages is then compared to the number of values read by the sensor. This comparative study is done for an area of 3 nodes, reading values every second for 30 minutes. The results can be found in Table 3.1.

In the tree topology WSN, all sensors readings are forwarded to the gateway every second to fulfil the 1 second correlation time rule. This only generates long-distance traffic and is the worst possible case.

In the cluster data aggregation WSN, 2 of the 3 sensors send their values to the aggregation node. This node aggregates these 2 values with the value of his sensor in one message before sending it to the gateway. This means 67% of the traffic is local and 33% of the traffic is long-distance.

In the local event detection, sensors detect intrusions themselves. When they detect a suspicious event, they forward the acquired value to the gateway. As the sensor's probability to detect an event is 10%, then 10% of the values read are forwarded to the In the collaborative detection WSN, when sensors detect an event, it is sent to the correlation node. This node then correlates these events that expire after a certain amount of time that depends on the maximum time it takes to cross the area. This means up to 10% of the communications will be local. This value depends on the number of sensors connected to the correlation node. Telling how often a long-distance communication will happen is non-trivial because this highly depends on the algorithm used to correlate the local events.

We now move on to testing the influence of the sensor noise and the correlation time on the number of short-distance and long-distance communications in our proposal. All these communications are false positives, so lower is better. We simulate the worst case scenario, when no sensors are connected to the correlation node.

In Table 3.2, we evaluate the influence of the correlation time over the number and length of communications. As expected, the number of local detections is around 10%, which is the sensor noise. Concerning the long-distance communications, the longer the correlation time, the higher the number of messages. This can be explained because the longer the correlation time, the higher the probability of correlation between sensors. Areas should then be as small as possible to limit the number of false positives.

In Table 3.3, we evaluate the influence of the sensor noise over the number and length of communications. As expected, the number of local detections is linear with the sensor noise. Long distance communications count is increasing with the sensor noise.

In tables 3.2 and 3.3, the number of long distance communications do not scale linearly with the correlation time and noise probability because of the no-alarm-re-emission policy that is meant to limit the number of messages. In the case of Table 3.3, when p=1, we got an average of an alarm every 8.5 seconds even though the minimum intrusion time was set to 10 seconds. The 15% difference is due to the amendum to the no-alarm-re-emission policy that states than an alarm could be re-emitted if a new sensor was correlated with the on-going alarm.

With a relatively small correlation time (60s) and a relative low probability of false positive (2%), no alarms have been emitted during these 30 minutes. In normal situations, both the number and the average length of communications were lowered compared to non-collaborative approaches. Sensors' average noise determining the minimum number of messages that will be sent. In the worst case scenario studied, the number of messages is increased by 3.89% compared to the "Tree-topology WSN" architecture while the average communication distance tended towards one hop which is a considerable improvement on large scale networks for both latency and power consumption.

Sensors Reputation Management

In the previous subsection, we investigated the influence of the average sensor's noise and the maximum intrusion duration on the average communication length and the number of messages. We saw that most of the time, the reasoning node was able to filter out false positives as long as sensors are not too noisy. In the case of a single faulty sensor, it is likely that the operator will never receive any information concerning this sensor. We propose using our reputation contribution to make sure the operator gets this information by sending a "faulty-sensor" pubsub message containing the ID of the faulty sensor when the false positive or the false negative reputation drops below 0.5 and there at least 3 detections.

We created one scenario with sensors that are not correlated in each area to validate both the false positive and the false negative computation. It features 2 areas which can be seen in Fig. 3.11. Area 1 is composed of sensors 1, 2 and 3 and is meant to test false negatives. An intruder is repeatedly detected by sensors 1 and 2 but is never detected by sensor 3. No sensor noise was added to ease validation. After some time, nodes 1 and 2 are expected to have both a perfect false negative and a perfect false positive reputation. However, node 3 is expected to have a perfect false positive reputation but the lowest false negative reputation because it never contributed to any alarms. Area 2 is composed of sensors 4, 5 and 6 and is meant to test false positives. An intruder is repeatedly detected by sensors 5 but is never detected by sensors 4 and 6. Again, no sensor noise was added to ease validation. After some time, nodes 4 and 6 are expected to have both a perfect false negative and a perfect false positive reputation. However, node 5 is expected to have a perfect false negative reputation along with the lowest false positive reputation because none of the alerts it sent led to emission of an alarm.

Results found in Table 3.4 perfectly match the expected reputation values. These results demonstrate the ability of our proposal to detect both the false positive and the false negative cases. With a noise probability (p=0.1, f=1Hz), sensors apparently sent an alert every 10.7s in average. With a correlation time of 20 seconds, it was pretty likely for all sensors to be participating in all alarms that were sent during these 30 minutes. This explains the false negative reputation of 1 for all three nodes.

As expected, the false positive reputation of sensors 1, 2 and 3 is relatively low. It would be even lower if not all sensors were faulty or if not all sensors were so noisy because less alarms would have been sent.

Real-life deployment

The results presented earlier have been obtained using a simulated network. However, in the DIAFORUS ANR project, we ported this network on real nodes and validated the simulation results. The algorithms used for the simulation are the ones used on the real nodes. This means our proposal is feasible on standard sensor nodes. The hardware used and the tested scenarios are presented in Appendix E.

Conclusion

In this chapter, we demonstrated a modality-agnostic collaborative detection of spatiotemporally correlated events. Correlating sensors' values inside the network instead of forwarding data to the gateway achieves a drastically lower and more evenly-spread power consumption by both reducing the amount and localising communication.

Our contribution enhances the state-of-the-art collaborative networks by abstracting sensors which allows the reasoning node to correlate ill-calibrated heterogeneous sensors. It also allows short-loop automatic responses to events detected in the network. This abstraction finally eases the creation of better auditing capabilities that overcome the debugging problems found in decentralized data processing by providing introspection inside the network and nodes. These capabilities can be used by both the operator and the network itself to, for instance, automatically react to faulty sensors, in a true autonomic fashion. Future work will focus on improving the reputation management by allowing the WSN operator to report false positives and false negatives. This would increase the accuracy of the sensors' reputation by letting the operator specify when an intrusion happened and the criticality level did not rise enough to reach the threshold. The possibility of improving the criticality threshold computation by taking into account the reputation of each node to make sure the threshold can be reached will also be investigated. A study should also be carried out to evaluate the power consumption cost of adding redundancy for the correlation node. Finally, the influence of the sensor density over the number of communications will be studied. 

Introduction

After providing in the previous chapter a coherent contribution to green networking involving the application layer down to the network layer, we continue to go down the OSI stack to study how to improve the communication capabilities in wireless networks.

Nodes of a wireless network generally use the radio frequency (RF) spectrum to communicate using techniques we described in the state of the art. However, the modulated RF signal propagates itself from the source to the destination(s) through a shared communication medium.

Sharing this medium is difficult because of its heavy attenuation compared to the one usually found in wired communication mediums. This means that every node of the network has a different view of the spectrum. It is thus not possible for a node to make the assumption that if the medium is free on its side, that it is free for all the nodes that are supposed to receive the transmission ("hidden-node" problem). This is problematic because when two incoming RF signals of similar power interfere with each others at a receiving node, the node's radio cannot demodulate and decode any of the transmissions. The two transmissions are then said to have collided.

Collisions are thus the enemy number one of wireless networks because they use up bandwidth without transmitting any meaningful information. They also increase the communication delay as messages need to be sent again after a random back-off delay growing exponentially to avoid congesting the medium even more.

To increase the reliability and the immunity to outside interference, it is possible to use error detection and correction codes such as the Forward Error Correction (FEC) codes. Such codes can correct messages with up to n bits inversions and be able to detect m, with n <= m at the cost of added redundancy in the message. However, these correcting codes are not sufficient to allow a receiver to correctly decode a message if multiple transmissions happened at the same time in its vicinity.

Making communications more resistant to outside interference requires spreading the communication on a wider frequency spectrum. The most resistant technique is called Frequency-Hopping Spread Spectrum (FHSS) [START_REF] Simon | Spread Spectrum Communications Handbook, Electronic Edition[END_REF]. It requires the emitter to split the message in sub-messages that will each be sent on a different frequency. The receiver needs to listen on the right frequency at all time which means the receiver has to know the hopping sequence in advance and need to be synchronised with the emitter. Coupled with error correction codes, a message sent in FHSS could be resistant to multiple channels being non-free during the transmission, depending on the code used. This leads to an increased reliability of the communication link.

Another way of increasing the reliability of transmissions is to use Direct-Sequence Spread Spectrum (DSSS) [START_REF] Simon | Spread Spectrum Communications Handbook, Electronic Edition[END_REF]. This technique increases the bandwidth of the transmission but increases the resistance to intended and unintended jamming thus allowing multiple users to share the same channel. This technique can only be used in multi-MHz-wide bands. If the transceiver is operating in a narrow frequency band, FHSS could be used. DSSS and FHSS are the most common ways of increading the resistance to jamming but other solutions exist.

All the presented solutions increase the likeliness of receiving a message but it is still possible to completely block their communications. Evading crowded or perturbed frequency bands is difficult on a traditional radio because it is not possible to be both available to receive messages and to look for non-crowded frequencies (sensing) without adding a preamble longer than the time it would take for radios to check the occupancy of another band. Long preambles are not a good solution as they needlessly use the channel longer than actually needed, increasing the pressure on an already-limited resource. Software radios are a solution because they can perform sensing in a wide frequency band while receiving one or multiple communications in the sensed frequency band.

Contrarily to hardware/traditional radios, software (SW) radios do not demodulate the signals themselves, they merely sample the voltage found at the antenna or the output of a mixer. This allows computers connected to the software radio to listen to any frequency band available in a much larger tunable frequency range. The width of the frequency band can also be controlled by how often the voltage is sampled. This allows them to analyse their surroundings and become true cognitive radio nodes (CR).

In this chapter, we propose a PHY-and a MAC-layer signalling protocol to take advantage of the capabilities of SW radios in order to create a network resilient to unintentional jamming. Section 4.2 introduces the state of the art relative to software radios and cognitive nodes. Detecting transmissions using SW radios is detailed in Section 4.3. Our propositions for the PHY and MAC signalling protocols are respectively found in Sections 4.4 and 4.5. We conclude in Section 4.6 and present the future work. Such a radio would work as long as no frequency received by antenna would be higher than half the sampling frequency (fs) of the ADC to avoid aliasing effects, as described by the Nyquist frequency. For instance, in baseband processing, a sine at x Hz above f s/2 would "generate" two sines of respectively x Hz and (f s/2) -x Hz after sampling. To avoid this case, a low-pass filter should be added before the ADC to attenuate every frequency above half f s/2.

ADCs have a finite dynamic range as they output samples with a fixed number of bits to represent them. If an ADC outputs n-bit samples and the maximum voltage it can receive is V max , then the minimum voltage that can be registered is Vmax 2 n .

As the received power at the antenna is usually extremely low and ADCs are quite sensitive to noise, it is better to first boost the voltage using an analog low-noise amplifier before sampling it.

Another problem with the presented design is that ADCs cannot reach multi-GHz sampling rates at a reasonable cost. It is also almost impossible to handle such a quantity of data in real time without using a super computer. It is however possible to use a mixer to modulate the received signal with a local oscillator (LO) to shift the frequency of the signal found at the antenna, allowing us to move the RF window of interest around the 0 Hz frequency. The LO's frequency determines by how much the spectrum is shifted. This operation however creates a complex output which forces the radio to add another ADC sampling the voltage at a 90°phase difference to get both the real and imaginary samples (which we will later refer to as I and Q). Because a sample is now a complex number, the Nyquist frequency states that the maximum frequency allowed is the same as the sampling frequency.

Instead of using a fixed LO frequency, it is possible to use crystal to generate a fixed frequency which can be multiplied before being divided using a Phase-Locked Loop (PLL). We will introduce PLLs further in Chapter 5.

After all the proposed modifications, we obtain the radio found in Figure 4.2. This radio allows us to listen to a specific window in the RF spectrum. The central frequency is specified by changing the LO's frequency and its width can be changed by varying the sampling frequency. For instance, the bladeRF [START_REF] Nuand | bladeRF x40 | nuand[END_REF], from the company Nuand, can receive or emit signals in a frequency band of up to 28MHz with a central frequency ranging from 300MHz to 3.8GHz. The computer can then perform the sensing operation to detect transmissions happening inside this 28MHz window and also decode them at the same time by copying the received signal and filtering it with a band-pass filter around each transmission. With a software radio, it is thus possible to evaluate the interference found in the spectrum window while receiving transmissions.

In Table 4.1, we compare the characteristics of different software-defined radios. The sample rate, given in mega samples per second, varies by two orders of magnitude between the cheapest and the most expensive radio. The interface that links the radio to the computer is also important since it has to have a throughput sufficient to stream all the RX and TX samples to/from the main computer.

Name

Tunable We did not however compare the size and the speed of their FPGAs nor the speed of their embedded microprocessor which would allow us to offload some operations.

Cognitive Radio Networks

The simplest form of cognitive radio network uses a Common Control Channel (CCC) that is used to initiate communications and exchanging sensing information [START_REF] Hsu | An efficient dynamic adjusting MAC protocol for multichannel cognitive wireless networks[END_REF] [START_REF] Cordeiro | C-MAC: A cognitive MAC protocol for multichannel wireless networks[END_REF]. The drawback of using a CCC is that it presents a single point of failure and does not scale well with multi-hop ad-hoc networks. It is thus better not to use a CCC although it presents other difficulties [START_REF] Akyildiz | NeXt generation/dynamic spectrum access/cognitive radio wireless networks: A survey[END_REF]. Indeed, in the absence of a CCC, transmissions could happen anywhere in the RF spectrum. In order to communicate, two transceivers first need to find each others by using a "blind rendez-vous" technique [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] which can guarantee two receivers will find each others if they have one available channel in common. Nodes willing to rendez-vous should all agree on a channel list and follow the jump sequence given by the algorithm. This requirement is hard to enforce in software radios because each CR may have a different list of available bands which are unlikely to translate to the same channel. However, the major problem is that when a CR is willing to find other CRs, it should start following the hopping pattern given by the algorithm which is incompatible with communication with other CRs.

In [START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF], the proposed MAC protocol provides a decentralised and CCC-free rendez-vous mechanism which also uses the Signal-to-Noise Ratio (SNR) in order to use the fastest modulation achievable. This approach is the most resilient one we found although it assumes that CRs already know their surrounding nodes and that a channel list is shared between them. The first assumption can be satisfied by adding a beaconing mechanism where CRs broadcast their presence. However, the second assumption is problematic because SW radios usually require knowing the central frequency of a transmission to be able to decode it. Not having a channel list available means a different way of detecting transmission is required. This approach however uses spectrum for every frame as the synchronisation is limited to transmitting one frame. Finally, this proposition does not directly allow a CR to receive or emit multiple frames at the same time.

Implementing MAC protocols in a SW radio has additional challenges coming from the fact that samples are not processed close to the ADC like in usual radios [START_REF] Nychis | Enabling MAC protocol implementations on software-defined radios[END_REF]. Samples are usually sent to a computer using a non-real-time communication medium, such as USB or Ethernet, and processed on a non-real-time operating system. A lot of buffering is thus necessary to keep the radio fed with the samples. This buffering increases the latency and the variability of the emission and reception time. Signalling protocols in CRNs need to be able to cope with this variability.

Detecting transmissions with software radios

The way transmissions can be detected and decoded using SW radios is quite different from traditional radios. Since our propositions heavily make use of these differences, we briefly introduce spectrum sensing and our software infrastructure.

The software radio we used when designing this interface is the USRP1 [START_REF]USRP1[END_REF], from Ettus Research. We then used a USB2 connection and the libUHD [START_REF]USRP hardware driver™[END_REF] to control the radio and access the RX and TX sample streams.

Time Domain vs Frequency Domain

Traditional radios can only decode one transmission at a time, they tune to a central frequency, set filters and the sampling rate according to the fastest modulation that will be used and wait for the power received by the antenna to be higher than a threshold that depends on the thermal noise of the radio. Such detection algorithm is said to process in the time domain because it operates directly on the samples. As an example, Figure 4.3a shows the power received by the radio when no transmission is happening in the sensed spectrum while Figure 4.3b shows the received power when one or multiple transmissions are happening.

With software radios, it is possible to decode multiple transmissions happening at the same time provided we frequentially isolate them. Detecting transmission in the frequency domain requires to transform the samples we receive from the radio to the frequency domain. This is done using a Fast Fourier Transform (FFTs). The output of an FFTs is the received power and phase at various frequencies. The frequency resolution is linear with the number of samples used to compute the FFTs. In our case, we used FFTss on 1024 samples. An example of the output of an FFTs is shown in Figure 4.3c where at least 5 transmissions are clearly visible. Other transmissions could be visible with the appropriate filtering to get rid of the thermal noise. This algorithm is in the energy-detection class of transmission detection. It has the advantage of being agnostic to the modulation scheme used by the transmitters but it works poorly in low-SNR ratio and DSSS scenarios. Other detection techniques could be applied on top of our system, such as the cyclostationary detection technique, to help improve the detection of low-SNR signals at the expense of CPU usage. Since our proposition already consumes a full core of an i7 860 to perform time domain to frequency domain conversion of 10 million samples per second, we did not investigate these techniques.

Filtering in the frequency domain

Filtering the signal in the frequency domain can simply be done by averaging it because the noise will cancel itself and the SNR ratio will go up. However, averaging works best as long as the transmissions received are longer than the number of samples used in the filter. This is problematic in frequency bands where some transceivers use FHSS. We thus looked for another solution.

Although thermal noise is often considered additive, white and Gaussian (AWGN), we experimentally found out that when using Ettus Research's USRPs Software Radios, the noise distribution was not Gaussian but rather mapped perfectly to an extreme value distribution, given in Eq. 4.1, with µ = 1.67 and σ = 4.5578. The only variable element was the average of the distribution which varies depending on the central frequency and the offset to it in the spectrum window observed by the software radio. In Figure 4.4a, we can see how well the model fits the experimental data.

f (x|µ, σ) = 1 σ e x-µ σ e -e
x-µ σ Based on Eq. 4.1, we propose to set a threshold right at the maximum power taken by the noise (14 dB after the tip of the curve). If the received power exceeds this threshold, this means that additional power has been received by the antenna and thus that a transmission is happening. In Figure 4.4b we can find the histogram of the received power at a given frequency in the presence of an intermittent transmission.

The end of a transmission is harder to detect because the noise may "pull the power down" under the threshold unless the received power is above the noise's "variance". We thus propose to use the number of samples under the threshold as a way to detect the end of a transmission. Eq. 4.2 represents the probability for the power to be under x dB above the noise's average. Using this equation, we can calculate n, the number of samples under the threshold we need to wait in order to have a confidence probability of p conf idence that the transmission has ended (Eq. 4.3).

p(x|µ, σ) = 1 -e -e x-µ σ (4.2) p(x|µ, σ) n > p conf idence ⇔ n = ln(1 -p conf idence ) ln(p(x|µ, σ)) (4.3)

Decoding and collecting statistics

We are now able to detect the beginning and the end of transmissions in the frequency domain. We propose to use this information to fill a table called the Radio Events Table that contains PHY-layer metadata about transmissions such as the start/end time, frequency band and the received power at the antenna. Using this information, a decoder reads the samples that contain the transmission, apply a pass-band filter to only let this transmission pass, roughly correct for the massive frequency offset and feed this to the usual demodulators used in software-defined radios. The demodulated frame can then be used to add additional information to the Radio Event Table such as the source node's ID and its nature (primary or secondary user). The ID could be the MAC address of the source node when applicable or an ID generated by the first CR that detected the transmissions for broadcasting emitters such as FM, TV or radar transmitters. Figure 4.5 presents an overview of the sensing/receiving process. These experimentations have been used as part of the LICoRNe project, funded by the French National Research Agency (ANR), in order to create a video stream between two CRs that hops onto another channel when a primary user (PU) appears in the current channel. Additional experimentation on transmission detection, demodulation and transmissions in the time domain have also been used by 8 students for building a smart box capable of detecting its surrounding wireless sensors and automatically finding their modulations. Our experimentations are available publicly [START_REF] Peres | mupuf/hachoir[END_REF] and some are partially explained in Appendix F.

Collaborative sensing

It is critical for a CR to be able to identify transmissions happening in its vicinity to avoid accidentally interfering with a primary user.

If a CR is unable to identify the origin of a transmission, either because it was already happening when the CR arrived in the band or because it the SNR is insufficient, the CR should request its neighbours to provide information about this transmission. In Figure 4.6, CR A is performing sensing in the RF spectrum when it detects a new transmission. The CR creates an entry in its Radio Event Table containing the time at which the transmission began, the frequency band it uses and the power received at the antenna. Since it does not know yet if the transmission originates from a primary or a secondary user (SU), it tags the transmission as coming from an unknown source. In Figure 4.7, CR A attempts to find the PHY parameters of the transmission and then try to demodulate it. If it succeeds, it forwards the frame to the MAC Layer that in turns tries to decode the frame. If the CR A has successfully decoded the frame, it tags the transmission as originating from a primary ("P") or a secondary ("S") user and adds the source id of the emitting node to the corresponding entry of the Radio Events Table . When the transmission ends, CR A completes the Radio Event Table entry by adding the time at which the transmission ended.

Sensing

Demodulating and decoding the frame

Contrarily to what we found in the state of the art [START_REF] Jayasheela | Cyclostationary feature detection in cognitive radio using different modulation schemes[END_REF][91], we do not believe that a primary user should be identified by PHY-layer parameters because it would force secondary users to use other modulations for not good reason. Also, this technique has been found to be unsecure as secondary users could impersonate primary users. Multiple techniques have been proposed [START_REF] Singh | A survey of various defense techniques to detect primary user emulation attacks -inpressco[END_REF] but none is effective in a mobility scenario or if no prior knowledge of where primary users are located.

Instead, we propose that a CR should be able to recognise if the frame bas been sent by a primary or a secondary user based on its MAC address. We propose allocating new entries in the 24-bit-long Organisationally Unique Identifier (OUI) for cognitive radios. A secondary user could thus be easily detected by checking the first 3 bytes of its MAC address. If a CR is a primary user in one band and a secondary user in another one, it should use two different MAC addresses.

Our proposition is not secure as secondary users can use any MAC address they want. However, we think that the only reliable solution to be able to distinguish a primary from a secondary user would be for the state to grant certificates that the primary user would broadcast from time to time or when it detects the activity of a secondary user in its band. The certificate would contain the owner, the frequency band and the type of usage allowed to this user. It would then be signed by a state-mandated authority as the state is currently in charge of the spectrum allocation. A cognitive radio would only need to be pre-loaded with the public keys of all the state telecommunication agencies to be able to reliably distinguish PUs from SUs. In Figure 4.8, CR A did not manage to demodulate or decode the frame. It thus broadcasts to its neighbours the information about one or more transmissions it did not manage to decode. The transmissions are identified by a time range and the frequency band it was seen in. However, since the clocks of the radios are unlikely to be synchronised, we proposed sending the start and finish time relatively to the time of emission of the request. For instance, CR A would ask its neighbours what was the communication that started 500 ms and finished 486 ms ago in the [860, 865] MHz band. If a neighbour CR also wondered about the origin of this transmission and received CR A's request, it should simply wait for the surrounding CRs answer. In Figure 4.9, the surrounding CRs answer back to CR A's request. One CR tells it was a primary user with the ID C31. Another one says it could either be from primary user B4 or C31 as both have the same attenuation. The last surrounding CR does not know. Since there is no ambiguity, CR A thus tags the transmission as coming from the primary user C31 in its Radio Event Table .   If a neighbouring CR is still waiting for the answer because it was not able to hear it, it should send the request again. This mechanism reduces the number of requests sent. In Figure 4.9, CR A discovered the presence of a primary user in the frequency band [860, 865] MHz. In Figure 4.10, it stores in its neighbouring primary users (PU) table that PU C31 operates in [860, 865] MHz, that the maximum received power from this node was -70 dBm and that the maximum power CR A can use without interfering with this primary node. It also adds in its maximum emitting power table that the emission power in the frequency band [860,865] MHz should be limited to 10 dBm and that the reason for this limitation is PU C31. If the PU was not to be heard from for some time, this limitation can easily be deleted as it is linked to C31.

Collaboration

Filling the maximum emitting power and the neighbours tables

Conclusion

As a summary, upon sensing a transmission, a CR should follow the following flowgraph, found in Figure 4.11. 

Software & Hardware architectures for software radios

The experience and experiments used to study both the hardware and software architectures necessary for software radios has been carried out on multiple USRP from Ettus Research and Nuand's BladeRF [START_REF] Nuand | bladeRF x40 | nuand[END_REF].

Receiving data from the Software Radio in the userspace

As seen previously in the state of the art about software radios, if a software radio wants to listen to a spectrum window of 10MHz, it has to receive 10 million samples per second. In software radios, a sample is actually a complex sample which means one sample is composed of two 16-bits values.

Software radios usually send the sample stream through a USB or Ethernet interface. When an application wants to access the stream, it asks the operating system (kernel) to copy a chunk of the stream into the provided buffer. Since the USB and Ethernet interfaces are multiplexing multiple streams for different applications, the kernel has to de-multiplex data first before being able to synchronously write the samples to a user-defined buffer. This copy uses CPU power while the constant system calls made by the application to get the samples generate many context switches which is hurting performance and latency. Since all these operations depend on caches and the general load of the machine, this creates jitter that is very harmful when emitting samples because latency needs to be increased in order to avoid buffer underruns which would result in a corrupted signal. Characterisation of this jitter has been carried out by [START_REF] Nychis | Enabling MAC protocol implementations on software-defined radios[END_REF] and can be found in Table 4.2. This test was done on a USRP1 [START_REF]USRP1[END_REF] listening to a 8MHz spectrum window, using a USB2 connection.

Measurement

Avg The fastest software radio found today is the USRP X300 [START_REF]USRP x300[END_REF], which can output up to 200 MS/s in Full Duplex. This represents 12.8GBit/s worth of data when transmitted as 16-bit integers. In order to cope with all this data, the kernel should be taken out of the equation by allowing the software radio to write directly in the application's memory, using Direct Memory Access (DMA). Since the USB and Ethernet interfaces are not meant to achieve this, Ettus Research introduced for this model a PCI-express interface. With this interface, they claim to achieve a 10µs latency between the ADC and the application responsible for processing the data.

Temporarily storing samples for immediate processing

In Figure 4.5, we saw that the samples coming from the software radio are first transformed to the frequency domain before performing transmission detection. When a transmission has been detected and its frequency band identified, the demodulator (which operates in the time domain) needs to access the samples ranging from right before the beginning of the transmission to a few samples after the end of the transmission.

First of all, this means that samples must be stored in RAM for a few hundreds of milliseconds to give enough time for a demodulator to be instantiated. Secondly, it is necessary to be able to efficiently locate the samples that were used to compute an FFTs. Thirdly, the data structure may contain samples taken with different parameters for the software radio (frequency band, bandwidth, gain, ...). Lastly, since we will store tens of millions of samples per second, the data structure should be highly efficient.

We designed a new template-based data structure in C++ that never blocks and also allows to annotate elements with meta-data. It is based on a ring buffer.

The "never block" property is important for this application as we want to cache the latest N elements of a stream regardless of which thread is going to read them. The point is that the producer (the software radio) should never be blocked and should keep on adding samples. The problem with that property is that consumers cannot lock the content they are reading. This means the content can be overridden by the producer at any time while a consumer is reading it. A consumer should thus attempt to copy the samples it wants to access before checking again that the first sample copied is still available. If this is not the case, then the samples may have been overwritten during the copy which makes it invalid.

The "annotate" property is important as some meta-data (the software radio's PHY parameters) need to be attached at some positions in the sample stream. This increases the complexity of the ring buffer as both the meta data and the data should be added at the same time. For this reason, we introduced a staging area to be able to expose both the data and meta-data at the same time.

Samples are indexed using a 64 bits unsigned integer. We consider that an application will not run long-enough to overflow this integer as it would take 97 years to do so with the fastest software radio existing today (200 MSps [START_REF]USRP x300[END_REF]). This integer can be incremented and/or read atomically using C++'11's <atomic> library. Atomic operations cannot be interrupted which makes them thread-safe. They are also way more efficient than traditional locks.

We proposed a ring buffer that is thus thread-safe and lock-less. It works when there are no more than one producer thread and as many consumer threads as needed. This ring buffer also allows attaching meta data to samples to be able to know the parameters of the software radio for each sample in the ring buffer. The code of this data structure along with usage examples is available in Appendix G.

Power saving opportunities

To save power, the software radio could use its embedded processor to analyse the sample stream to detect transmissions through energy detection. When the radio would detect a transmission, it would send some samples from before the transmission and would stop sending them a few samples after the end of the detected transmission. This would save a lot of processing power on the main CPU when no transmission is happening which would save a lot of power because the CPU is not as efficient as the software radio's processor. We experimented with this architecture in the hachoir UHD project that allowed us to demodulate different types of modulation and PHY parameters automatically, as shown in Appendix F.

To further increase the power savings, the software radio itself could detect transmissions in the frequency domain, bring them in the baseband and decimate them before sending them to the CPU. To do so, the software radio should implement in its FPGA the Fast Fourier Transform in order to convert the signal from the time to the frequency domain. The embedded processor could then detect transmissions in the frequency domain by following our filtering contribution. Finally, it would convert the signal to baseband before sending the transmission to the main computer. In this case, the radio would only output the minimum of information necessary for the CPU to decode all the transmissions.

In our implementation of the proposition found in 4.5, we found out that a vast majority of the computational time was spent on transforming the time domain to the frequency domain. Having the radio offload this operation would thus offload the most expensive operation.

We however did not have time to implement either power savings techniques to evaluate how power would be saved as the best solution would require about a year worth of implementation work to be able to have a working implementation.

PHY-layer signalling protocol

CRNs require information about the network topology, available channels, channel fading and on which frequency bands any surrounding CR is available in order to provide efficient unicast or broadcast schemes. Unfortunately, the schemes proposed in the state of the art try to reduce the requirements to provide connectivity at the expense of spectrum utilisation, delay and throughput. Moreover, blind rendez-vous, unicast MAC protocols and broadcast protocols are not compatible as they all require to be responsible for selecting the frequency band the radio will listen and send on.

The goal of our PHY-layer signalling protocol is to allow CRs to find each others (rendez-vous) and to know when and how to contact each others in the future, even if CRs are hopping from frequency bands to frequency bands. To do so, CRs should have at least part of their frequency hopping pattern predicable. Since CRs can be available on a limited amount of bands without drastically increasing the maximum latency to contact them, advertising the actual frequency hopping pattern explicitly is possible without creating a very large beacon frame. Once the hopping pattern and the current position in the pattern of a CR is sent in a frame, CRs that received it can predict when and on which band they should send transmissions to this CR. To make this time synchronisation more accurate, the emitting and receiving CRs should compensate for the delay introduced by the kernel and the radio in the propagation of the emitted or received samples. In a situation where no under-runs happen and the radio is emitting/receiving a constant stream of samples, the TX delay is entirely predicable due to the fixed sampling rate. However, the average RX delay needs to be specified. A beacon example is given below in its ASCII form. In this example, the beacon is sent by node id 23 which is available on 3 bands. At the beginning of the hopping cycle, node 23 is available on both band1 and band2 for 400ms (0.4 * 1000ms). At 500ms (0.5 * 1000ms), node 23 will be available on band3 for 300ms. Node 23 is currently 126ms (0.126 * 1000ms) in its hopping pattern cycle which means the radio will stop being available on bands 1 and 2 in 274ms (400ms -126ms). One slot of 100ms (400ms to 500ms) and one of 200ms (800ms to 1000ms) are not currently allocated in the beacon. This allows the radio to either put itself to sleep or perform sensing anywhere in the tunable frequency spectrum. This beacon has been sent at 10 dBm, this allows the receiver to compare it with the received power to evaluate the channel fading so as CRs can lower their transmission power if they assume the fading is roughly symmetric. This enables power savings for the emitting node while reducing spectrum usage.

Using this beaconing mechanism, it is possible for radios to define sleep periods which would allow them to save power. Because this sleep period would be advertised in the node's beacon, surrounding radios will not have to constantly re-send packets to the sleeping radio as they would know about its sleep pattern. The periodical emission of beacon allows the radios to synchronise each others to compensate for their internal clock drift.

Bootstrapping

We propose that when booting up, CRs should first sense the tunable spectrum in order to find frequency bands that are usable without disrupting primary users. During this sequence, the transceiver is passive and should linearly scan the tunable spectrum. If beacons are received from cognitive users, they should be stored in a neighbours CR list.

Advertising

Once some frequency bands have been found to be available, we propose a CR should send its beacon when:

1. It becomes available on a frequency band;

2. No beacon has been sent on this band for some time;

3. Another CR requests the CR to resend it;

4. Another CR requests every CR to resend it.

Rules 1) and 2) generate a background traffic that allows CRs to keep their hopping patterns synchronised without needing an external time-synchronisation mechanism. Rule 3) allows CRs to re-synchronise with one another and to check if a CR has left from the band. Rule 4) enables a CR to request all his surrounding CRs to get the list of currently available CRs on the current band to ease the discovery process.

Scanning for other cognitive radios

Our PHY-layer proposition is meant to make scanning as simple and un-intrusive as possible for CRs. Information about surrounding CRs is gathered simply by receiving their beacons. This operation can be done while being available on the advertised frequency bands or while sensing the spectrum. The information about surrounding CRs should be stored in a database containing the latest-received beacons of every CR.

Since the characteristics of the hopping pattern of surrounding CRs is not known, the best approach to discover other CRs is to randomly hop in the frequency spectrum. With our proposition, CRs can thus rendez-vous with unknown CRs at no cost and can perform sensing if and when wanted.

Updating the hopping pattern

If two CRs need to communicate often or have a low-latency requirement, they need to adjust their hopping pattern so as to maximise the time they spend being reachable from one another. Changing the hopping pattern of a CR can be challenging to do locally without breaking the connectivity of the CRN.

It is safe to update the frequency hopping period or drop a frequency band as long as every neighbouring CR will still be available. This can be checked by finding at least one periodical overlap between the CR's new beacon and every other beacon from CRs it can already communicate with. It is however unsafe to update the beacon and to rely on a neighbour CR to maintain the connectivity because they may change their hopping pattern in the future.

Since our PHY-layer signalling protocol provided the discovery and the loose time synchronisation necessary for communicating with surrounding CRs and since the connectivity problem cannot be addressed entirely locally, we believe that optimising the hopping pattern is outside the scope of our proposed PHY-layer signalling protocol and that it should be addressed at the network layer, with a cross-layer approach. An example of hopping pattern optimisation is however available in Chapter 7.

Once a decision has been made to change the hopping pattern, the CR needs to advertise its new beacon. A CR can change its hopping pattern abruptly but it may result in CRs failing to contact it depending on the change that was made. To avoid this situation, it may be necessary for the CR to advertise the change before it happens. If this is the case, we propose that a CR should send its beacon with the UDPDATE flag set and also containing the future cycle (bands + period). This beacon should be sent for an entire cycle before using the new hopping sequence. An example beacon is given below in its ASCII form. In this beacon, node 23 is advertising a change in its hopping cycle. After the end of the current cycle, which will happen in 400 ms, the period will be increased from 1 to 2 seconds. band5 will then be available for 400 ms before the radio is put to sleep for 600 ms. band3 will then be available for one second before returning on band5 for 400 ms again. A switch has happened. The beacon sent on this new hopping pattern is the following: <beacon_frame>{ node_id=23, tx_pwr=10dBm [ { {band5}, len=0.2, period_offset=0.0 }, { {band3}, len=0.5, period_offset=0.5 }, ], period=2000ms, cur_period_offset=0.012 }

Keeping nodes' hopping pattern synchronised

With time, the CRs' clock drifts and their hopping pattern become less and less synchronised. The clock difference between two CRs can be evaluated by one CR when receiving a beacon from the other CR by comparing the expected cur period offset with the value found in the beacon.

If the difference is small and relatively constant, it means that both CRs are counting at roughly the same average frequency. It is thus possible to simply adjust our current phase to the average phase of surrounding CRs in order to maximise its availability. To do so, a CR computes the difference between the start of the cycle of each surrounding CR with its own. An average phase error can thus be computed and the CR should then adjust its own period offset to match this average phase in order to maximise its availability. If every CR does that periodically, a tight time synchronisation between all the surrounding CRs of a network is possible throughout its life.

If the difference is increasing steadily, it indicates that both radios do not count time at the same speed. This would indicate that the crystal of one or both CRs is not oscillating at the right frequency. It would be possible to correct for this frequency difference locally if a reliable clock source was available. This is however not the case. Another solution is to evaluate the clock difference between all the surrounding CRs, average it and consider this average difference to be the reliable clock source necessary to compute the frequency offset calibration. This will minimise the average distance with other CRs and will result in a tighter synchronisation.

Not only does the proposed solution works locally but it also works globally in a ad-hoc wireless network if all the cognitive CRs are following the same program. Indeed, if each CR lowers the average phase and frequency difference between itself and its surrounding CRs, then all the CRs will tend towards the same average frequency and will keep the same phase.

The convergence delay of this proposition depends on the network size and how well it is connected. Indeed, the less a network is connected, the longer it will take for all the radios to converge as information takes time to propagate. On the contrary, if all the CR of the network are connected to the every CR, each CR will only need to adjust its phase and frequency once. A proper evaluation of convergence delay in common scenarios would however be interesting, especially when taking into account the instability of clocks.

Evaluation

We evaluate the proposed mechanism on both software and hardware radios. To speed up the experiments and evaluate the influence of every parameter, we wrote a non-realtime simulator that allows repeating our experiments millions of time to get an accurate average and maximum discovery time.

The source code of our C++ simulator is available publicly [START_REF] Peres | mupuf/hachoir[END_REF].

Software radios

To evaluate our proposition on software radios, we use two simulated CRs with a tunable band ranging from 300MHz to 3GHz and a spectrum window of 25MHz. These characteristics are similar to Nuand's bladeRF [START_REF] Nuand | bladeRF x40 | nuand[END_REF] software radio.

The first node has a hopping pattern period of 1s and advertises two bands that are available respectively in [0.0, 0.4] and [0.5, 0.9]. The two bands are selected randomly at the beginning of the experiment. The node will send a beacon 5ms after switching to a band and at a user-defined period after that. Beacons are sent at 1 MBit/s, using a simulated bandwidth of 500kHz and 296µs to send it, according to the binary structure of the beacon found in Figure 4.12. The second node performs only sensing. It randomly hops from one band to another with a user-defined hopping period. The experiment finishes when the sensing node is able to hear the entirety of a beacon sent by the first node. In "shp = 1ms", the sensing CR has a high probability of not hearing the complete beacon because the sensing period is short compared to the emission time (280µs) of the beacon. Multiplying by 10 the beaconing period increases the average rendez-vous 10 folds until reaching one second.

After this point, the only beacon sent by the CR is the one sent when hopping to a new band because the hopping cycle takes 1 second and no increase in the delay can be observed. The same behaviour can be observed with the other sensing hopping periods with an added initial plateau due to the sensing hopping period being higher or equal to the beaconing period, ensuring reception of the beacon.

The sensing period should thus be set around 10ms and the beaconing period set as low as possible (based on the utilisation of the band) to achieve the lowest discovery delay possible.

To be able to decode a beacon, the sensing radio must get the entire transmission both in the time and the frequency domain. If a beacon is sent at a central frequency f (in MHz) and uses b Mhz of bandwidth to be sent, then the sensing radio with a bandwidth sbw and a central frequency f 2 can receive it if the inequality 4.4 is true.

Additionally, the sensing radio also has to be available on this frequency band during the whole transmission.

f -sbw + b 2 ≤ f 2 ≤ f + sbw - b 2 (4.4)
This means that when the sensing radio uses a 25 MHz bandwidth and only one beacon is sent at a time, the central frequency of both radios cannot be separated by more than 12.25 MHz in order to receive the transmission.

A CR may send more than one beacon at a time to increase the likeliness of being found by surrounding CRs. When the beacon count is greater than 1, the beacons are sent at both the lowest and highest frequency possible to maximise the probability of being found. Beacons are then spread evenly in the band, as can be seen in the spectral representation found in Figure 4.14. The blue colour represents the tunable band of a CR while the yellow indicates its RF window. The red indicates the beacons it sends while the numbers under them give an idea how our placement algorithm works when increasing the number of beacons. In Figure 4.15, we evaluated the impact of the number of beacons sent by the first node along with the sensing radio's bandwidth on the average rendez-vous time. This experiment was carried out with a beaconing hopping period (bp) of 10ms and with a sensing hopping period (shp) of 10ms. When both radios have the same bandwidth (25 MHz), increasing the beacon count from one to two halves the average rendez-vous time. This is because the sensing radio cannot receive both beacons at the same time which means the probability of hearing one beacon was multiplied by two.

When the beacon count is increased to 3, the third beacon's central frequency is halfway between the first and last beacon (12.25 MHz). This means that if the sensing radio is able to hear this third beacon, it is able to hear either one of the other beacon because they are located at less than half the bandwidth of the sensing radio.

It is thus not necessary to increase the beacon count when the distance in MHz between them is lower than the sensing radio's bandwidth. In Figure 4.16, we evaluated the impact of the sensing radio's bandwidth on the rendez-vous delay. The experiment has been repeated one million times per data point and we plotted the minimum, average and maximum rendez-vous time. We found out that the minimum rendez-vous time was always 5 ms, which is the delay a CR should wait after switching to a band before emitting anything. The average delay decreased from 5 seconds to 250 ms when increasing the sensing radio's bandwidth from 4 to 100 MHz. Likewise, the maximum delay decreased from 106 seconds to 6 seconds but had much more variance due to the limited amount of times the experience was run (1 million times). It however follows the same trend as the average delay.

Hardware radios

Our proposed beaconing mechanism can also be used on hardware radios even if it requires the nodes to agree on the modulation used for all the communications.

We decided to evaluate it on a simulated nRF24L01 [START_REF]nRF24l01 -ultra low power 2.4ghz RF transceiver IC[END_REF], a highly configurable cheap and power-efficient ubiquitous radio operating in the 2.4GHz band. When configured for using 1 MHz channels, it can operate on 115 channels ranging from 2.4 to 2.515 GHz.

Our simulator used for the software radios has been extended to better suit the characteristics of the nRF24L01 as the central frequency had to be an integer in MHz. We then used the same scenario as we did for evaluating software radios. This scenario only involves two cognitive radio nodes as it is the worst case scenario. Indeed, adding more nodes would result in more beacons sent per second which would increase the likeliness of being discovered no matter where the CRs are emitting. The first node has a hopping pattern period of 1s and advertises two bands that are available respectively in [0.0, 0.4] and [0.5, 0.9]. The two bands are selected randomly at the beginning of the experiment. The node will send a beacon 5ms after switching to a band and at a user-defined period after that. The second node performs only sensing. It randomly hops from one channel to another with a user-defined hopping period. The experiment finishes when the sensing node is able to hear the entirety of a beacon sent by the first node. The result of this experiment is available in Figure 4.17 The results of this experiment are almost exactly similar to the ones we got simulating a software radio. The only difference is that the hardware radio got an average rendez-vous time sightly lower than the one found with software radios. This is because the nRF24L01 only has 115 central frequency possible while the software radio had less "channels" (108) but the central frequency could be set anywhere in its band.

To evaluate the rendez-vous delay's variance, we plotted in Figure 4.18 the minimum, average and maximum rendez-vous delay depending on the beaconing period. We can see that the maximum delay is about ten times higher than the average delay whatever the beaconing period. Beaconing period (ms) Average rendez-vous delay (s) minimum average maximum As hardware radios can only send one packet at a time, we cannot send more than one beacon at a time. Likewise, hardware radios cannot demodulate transmissions whose central frequency is different from the radio's. The evaluation of the impact of the sensing radio's bandwidth on the average rendez-vous time is thus not applicable to hardware radios.

Conclusion

We evaluated the performance of our beaconing mechanism on both hardware and software radios. In both cases, a radio was able to find the other node in less than 2 seconds in the hardware radio case and less than a second for the software radio case. However, software radio's abilities to emit and receive more than one communication at a time can dramatically reduce the rendez-vous time while also allowing easier updates in the PHY-layer specifications for the beacon.

A hybrid network composed of both hardware and software cognitive radios is thus possible even if hardware radios are often limited to a narrower RF band.

We compared our solution to the enhanced jump-stay algorithm [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] which has a onetime rendez-vous cost like our proposition. We set the timeslot size for this algorithm to 20 ms, as recommended in an earlier version of the paper. We found out that for the same use case presented earlier, the average rendez-vous time would be 3.3 seconds while the maximum rendez-vous time would be 8.72 seconds.

We also compared our solution to [START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF] that provides a per-frame rendez-vous mechanism. We set the sensing time per channel to 1 ms as it takes some time for the radio to change frequency and a few hundred of microseconds to perform energy sensing. We found out that it would take an average of 54 ms to rendez-vous while the maximum rendez-vous time would be 108 ms.

In Figure 4.19, we show the differences in rendez-vous of our proposition when using hardware and software radios compared to [START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF] and [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF]. Our proposition is respectively 2.4 and 5 times faster in average than the other one-time synchronisation cost algorithm [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] for hardware software and software radios while also being able to communicate. Our maximum time to rendez-vous is however up to 2 times as long as [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF]. Both our proposition and [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] are slower than [START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF] which however does not allow multiple transmission to be emitted or received by a CR at the same time and has a frame latency of at least 54 ms which may not be suitable for some application. It is however well suited for low-traffic networks where our solution would use the spectrum mostly for the beaconing. Comparing our proposition to [START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] and [START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF] when using a sensing hopping period and a beaconing period of 10 ms, and software (25 MHz) and hardware radios.

Future work involve introducing a shortened version of the beacon that would be sent when the beacon has not changed for some time. This short beacon would only contain the current position in the cycle and the relative time since the beacon last changed (in seconds). This would be sufficient for nodes to keep the time synchronisation. If a new node gets added, it can request the full version of the beacon using the mechanism we already introduced.

MAC-layer signalling protocol

The role of our MAC-layer signalling protocol is to provide a handshake mechanism that allows unicast communication by selecting the PHY-layer parameters that should be used to transmit a frame.

Contrarily to the PHY-layer signalling protocol which advertises the generally-available frequency bands, the MAC-layer signalling protocol selects a frequency band that is available at the time of transmission and picks a modulation that is compatible with the channel fading and the time available before one of the two nodes jumps to another frequency band. Our proposition is based on the "Willing To Send" (WTS), "Ready To Receive" (RTR) and "Ready To Send" (RTS) control messages, shown in Figure 4.20. 

The WTS, RTR and RTS frames

The "Willing To Send" (WTS) frame allows a node to initiate the spectrum allocation process along with selecting the most appropriate modulation to use as little spectrum as possible. The following example is a textual representation of a WTS frame: <WTS_frame>{ src=23, dst=12, data_len = 589, [ {band1}, {band2}, {band3} ] [ {modulation1}, {modulation2} ] deadline=152ms, expires=20ms, tx_pwr=20dBm }

In this example, the WTS frame indicates that node 23 wants to send 589 bytes to node 12. The transmission can happen in any sub-band of band 1, 2 or 3 and should use modulation1 or modulation2. A band is composed of a central frequency, a bandwidth and the maximum transmission power that can be used without interfering with any neighbouring primary user. A modulation is composed of its type (BPSK, QAM16, ...) and the maximal symbol rate that can be sent. The receiver has 152 ms to receive the message, starting from the moment the WTS frame got emitted. After this point, the emitter will jump to another frequency band. Every other node receiving this WTS frame should refrain from emitting or accepting new transmissions in these frequency bands, during at least 20ms or until a follow-up RTR or RTS frame is received. This parameter should be set according to the maximum time node 12 is supposed to take before answering back to node 23. This way, if node 23 is not able to decode this transmission, the lock on the frequency band can be lifted earlier than 152ms.

The WTS frame is sent simultaneously on bands 1, 2 and 3 with a transmission power of 20dBm which will allow node 12 to assess the fading found at every frequency band and request the wanted TX power from node 23 in order to have a sufficient SNR to reach the fastest modulation possible.

Upon reception of the WTS frame, node 12 uses the content of the Radio Event Table defined in 4.3.3 and shown in Figure 4.5 in order to select the best candidate bands that intersect with the available bands found at node 23 and that have not been reserved by another node's WTS, CTS or RTS frame. Based on the fading found on the selected band (5dBm -received power before amplification) and the maximum emission power of node 23 for each selected band, node 12 selects the bands with the highest SNRs. Node 12 then selects the modulation (type and symbol rate) which: (i) is compatible with its capabilities and the transmitter's, (ii) fits in the frequency band selected, (iii) works with the expected SNR and (iv) allows transmitting the 589 bytes fast-enough to meet the deadline. If a solution that meets all the criteria is found, then node 12 can emit on the selected band the following RTR frame that contains the PHY parameters (selected band, modulation type, symbol rate and transmission power) node 23 should use to transmit its frame. Nodes receiving this frame can now cancel all the reservation on all the frequency bands selected by the previous WTS frame and only lock the band found in the RTR frame for the next 24ms. This delay is the expected maximum time it will take for the emitting node to handle the RTR frame, emit the RTS frame and send the data frame at the expected data rate. <RTR_frame>{ src=12, dst=23, data_len = 589, {band}, {modulation}, tx_pwr=15dBm, expires=24ms } When receiving this RTR frame, node 23 should immediately emit the following RTS frame on the selected band containing the frequency band that will be used for the transmission to node 12 along with the time during which the surrounding nodes should refrain from using it. The RTS frame takes precedence onto the previous RTR and WTS frames. The expiration time is lower than the RTR frame because it takes time for the samples to reach the software that will demodulate the signal and decode the frame. <RTS_frame>{ src=23, dst=12, {band}, tx_pwr=15dBm, expires=19ms }

In this frame, it is said that node 23 now has 19ms to send the data using the PHYlayer parameters that were defined in the RTR frame. The 4ms difference with the RTR's expiration time is an example of the processing time needed for the samples to reach the signal processing software, being demodulated, decoded and sent to the network stack. Vice versa for the emission of the RTS frame.

The WTS/RTR/RTS frames' binary representation is shown in Figure 4.21. The minimum size of a WTS frame is 38 bytes, with an additional 8 bytes per added bands and 4 bytes per added modulation. The size of the RTR and RTS frames is respectively 34 and 30 bytes. Our control frame are thus about twice as long as IEEE 802.11's RTS/CTS frames which are respectively 20 and 14 bytes long. They can however make up for their increased size by allowing multiple transmissions to happen on adjacent bands.

Selecting the modulation of the control frames

The WTS, RTR and RTS frames should use a modulation that supports poor SNRs to increase the chance of reception by the destination and the surrounding CRs which would in turn lower the chances of a collision during the transmission.

Modulations supporting a poor SNR are usually slow and, at a constant bitrate, use more frequency spectrum because they need more symbols per second than a faster modulation. Figure 4.22 shows the impact of the modulation and the bitrate on the transmission time of a WTS frame and on the spectrum usage. The transmission time does not take into account the preamble or any error-correcting code such as FEC which would both increase the emission time.

From Figure 4.22, we can see that the emission time of the control frames is non-trivial. Frames should thus be relatively large to make it worth it to perform this bandwidth allocation. For streaming applications, the allocation may be renewed continuously by periodically re-sending the RTS and RTR frames on both side of the band used for communicating. This would also result in a higher throughput as the communication would never be interrupted. A CR may reclaim the band by sending a WTS including the band that it is willing to use.

Discussion

Our MAC-layer signalling protocol is, in its nature, an enhancement of the IEEE 802.11 RTS/CTS handshake. It thus inherits its characteristics among which is to partially prevent the hidden node problem. However, since we are using this mechanism in a CRN environment, nodes may hop in and out of the frequency band selected during the transmission of a frame. If a node hops in the frequency band after the RTR frame is sent, is far-enough from the emitter not to be able to sense the transmission and yet is close enough to interfere with the receiver in case it decides to send data on this band, it may create a collision. One way to mitigate this problem is to have a relatively low hopping frequency compared to the time it takes to send a frame and to mandate that nodes should be mute for a few ms when hopping on a new band.

Aside from the noted limitation and the increased size of the frames, our proposition should behave in the exact same way as the IEEE 802.11 RTS/CTS handshake and the same limitations and mitigations apply. This means that when the risks of collisions are low or when the message to be sent is small, this mechanism can be bypassed as it would only increase latency and decreases throughput needlessly.

Conclusion

In this chapter, we proposed a sensing technique for detecting transmissions from primary and secondary users in order to identify available frequency bands. An efficient software and hardware architecture was then proposed to implement this sensing technique.

We then proposed a discovery mechanism that allows nodes to temporally and spatially synchronise to enable communication among CRs. This mechanism is a clear improvement over the state of the art because it allows guaranteeing availability on a number of bands while allowing nodes to perform sensing on other bands or saving power by powering-off their radios. In our simulations, the synchronisation could happen in less than 15 seconds and as little as 660 ms in average for realistic scenarios that do not require any prior knowledge of the PHY parameters, as demonstrated in Appendix F.

Our MAC-layer signalling protocol proposition brings advanced cognitive behaviours to frame transmissions by allowing to pick the least-crowded frequency band, the weakest transmission power and the fastest modulation possible to reach the destination while creating as little interference as possible on surrounding primary or secondary users.

With such a signalling protocol, it becomes possible to allocate spectrum according to the actual need of applications. For instance, it is possible to allocate a narrow band communication streaming data constantly at a low latency which would be very suitable for VoIP applications while also using intermittent wide-band communications for webbrowsing or file transfer applications. It thus becomes possible for an application to use both the spectrum and the modulation that is the most suitable for the type of the current communication without needing several radios. These contributions allow for a more efficient RF spectrum sharing among cognitive nodes to create a cognitive network resilient to interference that can operate alongside non-collaborative nodes but also allocate the most suitable modulation possible for applications. An example of usage of these contributions can be found in Chapter 7.

Future work will focus on designing a MAC layer that can use our propositions to adapt to any kind of traffic and QoS needs and use the least amount of spectrum possible while still being able to share it with surrounding nodes. This is especially necessary for continuous communications and multicast communications. The possibility of using a cross-layer approach to improve the performance will also be studied by using our MAC signalling protocol less often or for bigger frames in bands where the probability of collisions is very low.

Introduction

Up until now, we provided contributions to many layers of the OSI stack. We we have however mostly ignored the power cost of computing. This was a reasonable assumption for sensor nodes since their barely use any of it. However, cognitive radio nodes are entirely reliant on processing power and they thus require potentially-power-hungry hardware.

Historically, processors manufacturers were aiming at increasing performance as it was the usual metric used by consumers to select what to buy. However with the rise of laptops and smartphones, consumers have started to prefer higher battery-life, slimmer, quieter, and cooler devices. This led processor manufacturers to not only take performance into account, but also performance-per-Watt. Higher performance-per-Watt means lower heat dissipation for the same amount of computing power, which in turn allows shrinking the heatsink/fan that keep the processor cool. This results in slimmer and/or quieter devices. Decreasing power usage is also a major concern for datacenters and supercomputers, as they already consumed 1.5% of the USA's electricity production in 2007 [START_REF] Epa | EPA report to congress on server and data center energy efficiency[END_REF].

As power management (PM) is a non-functional/auxiliary feature, it is usually nonstandard, poorly documented and/or kept secret. As some PM features require the intervention of the operating system (OS), a driver is often needed to obtain the best performance-per-Watt.

Designing power-aware computers has been a hot topic for many years in the research community but the absence of in-depth documentation and closed-source drivers sets back research as it severely limits experimentation and requires reverse engineering the undocumented features which may not even be advertised, then implementing a driver for the hardware. This lack of documentation is most present in the GPU world, especially with the company called NVIDIA which has been publicly shamed for that reason by Linus Torvalds [START_REF]Aalto talk with linus torvalds[END_REF], creator of Linux.

We have worked for more than 4 years to build up technical knowledge on power management with students, engineers and researchers working on the Nouveau project [START_REF]Nouveau, the community-driven open source NVIDIA driver[END_REF] which aims at creating an Open Source driver for (almost) all NVIDIA GPUs. This work involved reverse engineering NVIDIA GPUs, reading patents and source codes, and discussing with engineers from AMD, Intel and NVIDIA. This driver, primarily developed through reverse engineering, has been the default NVIDIA driver in the Linux kernel since December 2009. Nouveau is developed collaboratively and most of its developers are hobbists, students, researchers or engineers. As of today, 3 engineers are paid to work on Nouveau, 2 of which are paid by Linux distributions. The other one joined in early 2014 and is paid by NVIDIA to add support for their System-on-Chip (SoC) GPU Tegra K1. Currently, the driver is able to accelerate 2D, 3D and video decoding but its inability to change the frequency of the clocks limits its performance. Along with other members of the community, we have been documenting power management and improving it in the Nouveau driver on modern NVIDIA GPUs and hope to turn it into a viable driver for Linux users and as well as a complete open source testbed for power management researchers. Indeed, Nouveau and/or its reverse-engineered documentation, found in envytools [START_REF] Nouveau | Envytools -tools for people envious of nvidia's blob driver[END_REF], has already been used by researchers to create a GPU task scheduler [START_REF] Kato | TimeGraph: GPU scheduling for real-time multi-tasking environments[END_REF], allow the Operating System to use the GPU as an accelerator [START_REF] Kato | Gdev: First-class GPU resource management in the operating system[END_REF], to study buffer migration techniques and their impact in [START_REF] Fujii | Data transfer matters for GPU computing[END_REF], [START_REF] Kato | Zero-copy i/o processing for low-latency GPU computing[END_REF] and [START_REF] Wang | GDM: Device memory management for gpgpu computing[END_REF] or to implement GPU virtualisation at the hypervisor level [START_REF] Suzuki | GPUvm: Why not virtualizing GPUs at the hypervisor?[END_REF]. We also published power-related papers on Nouveau [START_REF] Abe | Power and performance analysis of GPU-accelerated systems[END_REF][105] [START_REF] Peres | Reverse engineering power management on NVIDIA GPUs -anatomy of an autonomic-ready system[END_REF][107] that will introduce in this chapter.

Because of all these power management capabilities, we think it is possible that modern processors could already be in line with IBM's vision of autonomic computing, as proposed in 2003 [START_REF] Kephart | The vision of autonomic computing[END_REF].

In Section 5.2, we first give a general introduction to transistors, data storage and the electronic components behind every modern processor. We then introduce in Section 5.3 the power management features found in modern processors. Most of these features have been studied through reverse engineering NVIDIA GPUs because no hardware manufacturer documents them. An analysis of performance and power consumption in a desktop PC environment is then presented in Section 5.4. We then evaluate in Section 5.6 how modern processors fit in IBM's autonomic computing vision. Section 5.5 studies the power and performance policy used by NVIDIA on its Kepler GPU family. We conclude in Section 5.7.

General introduction to power management

This section is meant to provide the reader with information that is important to understand the following sections.

Voltage regulation

In wireless networks, the energy source is likely to be a non-rechargeable battery for sensor nodes because it is the cheapest source of electricity while providing the highest energy density and the lowest self-discharge current. These batteries reduce the size of the sensor node and are thus particularly fit for sensors that do not have an energy-harvesting device such as a photovoltaic panel and should be operational for 10+ years.

Rechargeable batteries for nodes such as a smartphone, laptop or weather monitoring stations are characterised by a higher self-discharge current and a limited discharge current if the battery is to last. Regulating the power consumption of a wireless node can thus be needed in order to avoid stressing the battery.

A modern desktop GPU draws its power from the PCIe port or PCIe connectors (6 or 8 pins). The PCIe port and 6-pin PCIe connectors can each source up to 75W while the 8-pin PCIe connector can source up to 150W.

These power sources all provide voltages that are higher than the operating voltage of the unit they power. A DC-DC voltage conversion is done using a voltage regulator that transforms the input power voltage to the operating voltage of the unit. The output voltage can often be adjusted dynamically using binary output pins or an I2C bus. The voltage regulator should balance the load across multiple power inputs but must also limit the power draw of each power input to their maximum power rating. If the total power draw gets close to the sum of the maximum power rating of each power input, the voltage regulator should send an interrupt to the processor. If no drastic action is taken by the processor, it should cut down the power in order to protect itself and the energy source.

Voltage regulators are expected to keep their output voltage constant, even when the load varies. They are however not perfect and can only react to a limited dI/dt without the voltage dropping or increasing too much. This is of great concern for power amplification in radios because the power output is highly variable and needs to be highly accurate for amplitude-based modulations such as QAM. For this reason, many power amplifiers are usually connected straight to the battery in order to increase the Signalto-Noise Ratio (SNR) at the expense of increased power consumption and dissipation. Envelope-tracking power amplifiers are specifically designed for RF radios in order to keep a high linearity in the amplification while providing just enough voltage for the amplifier to operate [START_REF] Schlumpf | A fast modulator for dynamic supply linear RF power amplifier[END_REF]. This greatly improves the efficiency at low amplification. The power savings achievable using Envelope-Tracking can be seen in Figure 5.2. In [START_REF] Chung | Asymmetric multilevel outphasing architecture for multi-standard transmitters[END_REF], the authors claim to have achieved efficiency improvements ranging from 11.3% to 40.7% depending on the technology and the output power.

A bigger capacitor could be used to keep the voltage constant under highly-variable loads. It would however slow-down the voltage changes and would also cost money because of its unit price and because it would increase the PCB's size. There is thus a trade-off between voltage stability, how variable a load can be and how fast voltage can be changed to the desired level.

Clocks

Processors are synchronous machines that follow one or multiple clocks. Modulating the clock's frequency on the fly allows to dynamically change the performance of a processor. The source clock is usually an on-board crystal of a few MHz. The frequency of this clock can then be increased by using a Phase-Locked Loop (PLL). A PLL takes the input frequency F in and outputs the frequency F out . The relation between F in and F out in the simplest PLL is detailed in equ. 5.1. The parameters N and M are integers and have a limited range. This means that not all output frequencies are achievable.

F out = F in * N M (5.1) 
Another common component involved in the clock tree is the multiplexer. A multiplexer takes as an input several signals and only outputs one of them. The selection of the output signal is controllable electronically and is exposed by a register to the driver. It would be simplistic to think that modern processors use a single clock. For instance, a modern GPU has multiple engines running asynchronously which are clocked by different clock domains. We found out through reverse engineering that there are up to 13 clock domains on NVIDIA's Fermi [108] chipset family. An example of a clock tree for a clock domain can be seen in Figure 5.4.

Transistors

Modern processors are composed of CMOS (Complementary Metal Oxide Semiconductor) transistors. They are characterised with a very-fast switching time, a low power consumption compared to other technologies and a wide range of operating voltage. There is a known relation between the voltage, the frequency of the clock and the final power consumption for CMOS transistors [START_REF] Sueur | Dynamic voltage and frequency scaling: the laws of diminishing returns[END_REF] as shown by equ. 5.2, 5.3 and 5.4. P = P dynamic + P static (5.2)

P static ∝ V * I static (5.
3)

P dynamic = Cf V 2 (5.4)
P is the final power consumption in Watts of the transistor and results from both its dynamic (P dynamic ) and its static (P static ) power consumption.

The dynamic power consumption comes from the energy cost of charging and discharging the capacitance C switched by the transistor (which decreases with the transistor size). It is also linear with the frequency f at which the transistor is switched and the voltage V at which the transistor is powered at [6].

The static power consumption is a constant leakage, even when the transistor is in the off state. This is analog to a leaky faucet. I static is dependent on the voltage and the temperature.

The most efficient way to drive a CMOS transistor from a dynamic power consumption perspective is to supply it with the lowest possible voltage. However, if set too low, the transistor will not be fast enough at switching the voltage to the right side of the decision threshold (V th ) of the gate of the next transistor. The relation between voltage and frequency at which the transistor is switched depends on equ. 5.5.

f max ∝ (V -V th ) 2 /V (5.5)
Reducing the voltage requires lowering V th if f max should be affected. As the static power consumption is inversely proportional to the exponential of the V th [START_REF] Klimeck | ECE 606 lecture 25: Modern MOSFETs[END_REF], this static power consumption could become non-negligible or completely negate the dynamic power consumption savings of reducing the voltage. Future processors are expected to have different voltage thresholds depending on the performance needed from the transistor.

The distribution of power consumption between the dynamic and the static power consumption is very dependent on the etching process. Static power consumption used to be negligible [6] but it became an increasing problem when shrinking the transistors. Figure 5.6 illustrates the trends in static and dynamic power dissipation as foreseen by the International Technology Roadmap for Semiconductors in 2003. However, this figure does not take into account the recent progress in etching techniques such as Intel's 3D tri-gate or high-k metal oxides improvements [START_REF] Klimeck | ECE 606 lecture 25: Modern MOSFETs[END_REF] which drastically reduced static power consumption.

As a summary, for any given etching process, it is not possible to have both the best power efficiency and the highest performance. It can also be more power efficient to lower the clock speed and have more transistors than having a higher frequency processor. This explains why the frequency of our processors is not increasing as fast as it used to but we instead see an increase in the number of cores.

Storing data : Registers, DRAM, SRAM and Flash

The simplest and easiest way of storing data is to use two NOR gates as shown in Figure 5.7. This circuit is called a RS flip flop and is able to hold one bit of data, exposed by the Q output when both the R and S inputs are not set. Setting R will set Q while setting S will clear Q. The Q output will otherwise remain stable until power is lost. Processor's registers require speed and there are relatively few of them. They thus are usually made of D-type flip flops. However, as using 20 transistors to store one bit takes a lot of silicon space on the processor's die, this is not suitable for storing a large amount of data.

Data can be stored at a very high density using Dynamic Random-Access Memory (DRAM). DRAM only requires one transistor and a capacitor to store one bit as a voltage in the capacitor. Setting the bit requires charging the capacitor while clearing the bit requires discharging it. As the capacitor leaks its charges over time, it has to be refreshed periodically. It also has to be refreshed after being read because reading the voltage drains its charges through the associated transistor. The static power consumption of a DRAM bit comes from the leakage of the capacitor while the dynamic power consumption comes from charging and discharging the capacitor when the bit is read or written. The power consumption can be modelled accurately, as seen in [START_REF] Vogelsang | Understanding the energy consumption of dynamic random access memories[END_REF]. To save even more space, eDRAM [START_REF] Chang | Technology comparison for large last-level caches (l3cs): Low-leakage SRAM, low write-energy STT-RAM, and refresh-optimized eDRAM[END_REF] uses a single transistor to store one bit by exploiting the transistor gate's capacity instead of using an external capacitor. They must however be refreshed more often. DRAM is good for storage density but its performance is limited by the time it takes to charge the capacitor. A middle-ground for storage density and performance exists, it is called Static Random Memory Access (SRAM). A power efficient SRAM uses 6 transistors to store one bit. Like the D-type flip flop, it has non-destructive reads but it requires a dedicated piece of circuitry to be readable which increases the output latency compared to a D-flip flop. SRAM is often used for implementing caches as they are faster than DRAM and use up less space than D-type flip flops. The SRAM's power consumption cannot directly be derived from equ. 5.2, 5.3 and 5.4 because not all the transistors are the same. Different power consumption models have been proposed and tested by [START_REF] Evans | Energy consumption modeling and optimization for SRAM's[END_REF]. A SRAM cell, shown in Figure 5.9, is however generally more efficient than a DRAM cell.
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.9: Storing one bit using SRAM D-type flip flops, SRAM and DRAM cells are all volatile data storage mediums. This means that cutting their power source results in a loss of the stored data. Non-volatile data storage techniques such as Flash generally have a higher dynamic power consumption than volatile data storage mediums but can be very efficient for low-performance computers because they can be powered-off when not actively in use. They are however slower for reading and writing operations. As the cells have a maximum number of writes before losing their property, they also require a complex controller to spread the wear across the whole memory cells [START_REF]Wear leveling in micron NAND flash memory[END_REF].

Temperature management

Modern processors are prone to overheating. In order to regulate their temperature, a temperature probe is usually inserted inside their package. The processor can then vary the average power received by a fan dedicated to cooling the processor, using Pulse-Width Modulation (PWM). However, not all devices have fans. In this case, the processor should take actions to lower its power consumption. Possible actions will be detailled in the following section. Not all parts of a computer or wireless nodes are covered with temperature sensors. Maximum average power consumption should then be defined for heating-prone components such as the voltage regulator in order to preserve its properties. The processor should then make sure it does not draw more power than the limit found where the VR heats more than it is able to dissipate.

Power reading

Estimating the power consumption can be done by measuring the voltage drop across a shunt resistor mounted in series with the chip's power line. This voltage drop is linear with the current flowing through the power line with a factor of R shunt . The instantaneous power consumption of the chip is then equal to the voltage delivered by the voltage controller multiplied by the measured current, as per Ohm's law. This method is explained in Figure 5.10. This solution can however be expensive as it requires dedicated hardware on the electronic board of the node and a communication channel between the Analog-to-Digital Converter (ADC) and the chip. The cost of the solution will depend on how often we want to get a power estimation as fast ADCs are expensive.

Power management features of modern processors 5.3.1 Accelerators

An accelerator is a piece of circuitry inside or outside processors designed to carry out a more-or-less specific task.

Accelerators are now commonplace from the ultra-low power world to desktop computers. For instance, Texas Instrument's MSP430 [START_REF]MSP430x2xx family user's guide[END_REF] is an ultra-low power processor that has CRC32, AES-256, LCD controller and a true random number generation accelerators. These operations would use a lot of processing power if they were executed by the central processor itself. Similarly, modern Intel CPUs have cryptography-related, 2D, 3D and video decoding/encoding accelerators in order to free the main processor and increase the power efficiency.

In the System-On-Chip (SoC) world which powers most of the smartphones and tablets, the 2G/3G/4G LTE modems have traditionally been implemented using fixed-functions. However, as the complexity grew up, the lack of coordination between all the transistor blocks and redundant functions made these fixed functions expensive in terms of number of transistors (die size) and power consumption. NVIDIA introduced a software defined radio in their discrete NVIDIA i500 modem and their Tegra 4i SoC [START_REF]NVIDIA SDR (software defined radio) technology[END_REF]. This allowed them to shrink their die size to 40% of their previous generation modem while lowering the modem's power consumption thanks to a processor made for baseband processing and DVFS techniques which are difficult to implement in fixed-function processors. Finally, software defined radios can be updated by upgrading a firmware which makes it possible to add new protocols on already-existing devices, lowering the adoption time of new standards.

In the future, we may also expect processors to contain reconfigurable accelerators based on a Field-Programmable Gate Array (FPGA). This would allow compute-heavy applications to ship with an accelerator suited to increase performance and potentially lower the power consumption of the processor. Such accelerator would have direct access to the central memory and be easily programmed and configured through Memory-Mapped Input/Outputs (MMIO), the standard for accessing peripherals and accelerators.

Although accelerators are not strictly power management features, using them can yield a much lower power consumption and an increased performance because they are designed specifically for the task.

Introspection

Sub-devices and low-level parameters

The first real autonomic feature for processors is to be aware of all its sub-devices and hardware constraints. For instance, a system needs to know about temperature and power probes in order to satisfy hardware constraints such as the maximum temperature the processor is allowed to reach or the maximum power it can draw.

Ideally, all of the sub-devices would be connected to a bus supporting enumeration such as USB [START_REF]A technical introduction to USB 2[END_REF] or PCI(e) [START_REF]PCI-SIG -specifications[END_REF][119] but this is not always the case and the operating system will need to get a list of devices and their constraints. In desktop/laptop computers, the BIOS or EFI firmware is responsible for abstracting away the platform and exposing the hardware, mostly through ACPI [START_REF]ACPI -advanced configuration & power interface[END_REF]. Discrete graphic cards come with a video BIOS (vbios) that contains different tables for temperature management, performance levels, the list of sub-devices or scripts to initialise the GPU. In the embedded world, a new standard emerged called "Device Tree" (DT) [START_REF] Pettazzoni | Device tree for dummies[END_REF] that enables describing both the hardware and the low-level parameters that should be set.

We found out through reverse engineering NVIDIA's vbios that it contains multiple power-management-related tables. The thermal table contains information such as how to compute the temperature, the temperature thresholds for down-clocking or shutting down the card, how often the fan speed should be adjusted and how (trip-point based or linear with temperature). The vbios also contains the list of subdevices (I2C), the power budget, what voltage should be set depending on the highest clock's frequency, the memory timings depending on the video RAM (VRAM) clock's frequency but most importantly, it contains the list of performance levels.

A performance level contains the list of clocks that need to be set for different performance levels. There are up to 4 performance levels on NVIDIA cards which can be switched dynamically using a Dynamic Voltage/Frequency Scaling algorithm, as described in Subsection 5.3.4. Some clocks may be tweaked at run time through the boost functionality, as explained in Subsection 5.3.7.

We developed and helped develop several tools to deal with NVIDIA vbioses:

• nvagetbios: Reading the vbios from the GPU;

• nvbios: Parse the vbios and display its tables in a textual form;

• nvafakebios: Upload a modified vbios not permanently to the GPU. These tools can be found in envytools [START_REF] Nouveau | Envytools -tools for people envious of nvidia's blob driver[END_REF] and have been used to reverse engineer the vbios tables previously introduced by altering the vbios and checking what difference it made when running the NVIDIA's proprietary driver. These tools also allowed us to analyse and characterise the impact of different clock frequencies on power consumption and performance in [START_REF] Abe | Power and performance analysis of GPU-accelerated systems[END_REF] and [105].

Run-time usage information

The (hardware) performance counters are blocks in modern microprocessors that count low-level events such as the number of branches taken or the number of cache hits/misses that happened while running a 3D or a GPGPU application. On NVIDIA's Kepler family, there are 108 different GPGPU-related monitorable events documented by NVIDIA.

Performance counters provide some insight into how the hardware executes its workload. In the case of NVIDIA GPUs, they are a powerful tool to analyse the bottlenecks of a 3D or a GPGPU application. They can be accessed through NVIDIA PerfKit [START_REF]PerfKit[END_REF] for 3D applications or through Cupti [123] for GPGPU applications.

The performance counters can also be used by the driver in order to dynamically adjust the performance level based on the load usage of the processor. Some researchers also proposed to use performance counters on GPUs as an indication of the power consumption with an average accuracy of 4.7% [START_REF] Nagasaka | Statistical power modeling of GPU kernels using performance counters[END_REF].

We found out through reverse engineering that a counter receives hardware events through internal connections encoded as a 1-bit value which we call signal. This signal is sampled by a counter at the rate of clock of the engine that generated the event. The event counter is incremented every time its corresponding signal is sampled at 1 while a cycles counter is incremented at every clock cycle. This simplistic counter is represented by figure 5.11. The aggregation function allows to specify which combination of the 4 signals will generate a 1 in the macro signal. The function is stored as a 16 bit number with each bit representing a combination of the signals. With s x (t) being the state of selected signal x (out of 4) at time t, the macro signal will be set to 1 if the bit s 3 (t) * 2 3 + s 2 (t) * 2 2 + s 1 (t) * 2 1 + s 0 (t) of the function number is set.

Cycles

Clock and Power gating

In an effort to cut dynamic and static power consumption, processor manufacturers respectively introduced clock gating and power gating.

Clock gating shuts down the clock of unused transistor blocks in order to stop needlessly switching the state of useless transistors. This cuts the dynamic power consumption of the clock-gated block entirely. This technique is usually done in hardware because it is relatively easy for it to know when a block is needed or not. Software can usually disable hardware-based clock gating or force it on a transistor block.

Power gating shuts down the power of a transistor block that is not in use in order to prevent the transistors from leaking current. This shuts down the supply voltage of the transistor which prevents any potential electron leak. The major drawback of this technique is that power-gated registers and caches lose the data they store when power gating, as seen in Subsection 5.2.4. It is thus necessary to save the context before shutting down the power and reload it after putting power back up. Power-gating context-less transistor blocks is however not a problem.

Both clock and power gating can save a lot of power without affecting performance. However, they require adding some complexity to the clock tree and the processing part in order for the processor to know when each transistor block is going to be needed. They also make it difficult for the voltage regulator to provide a stable voltage because they increase the dynamicity of the load, as explained in Subsection 5.2.1.

We found out that NVIDIA implements clock gating by having activity signals telling a transistor block it needs to be active. The block will first receive power, then wait for this signal to be active for a certain amount of clock cycles before activating the clock. Likewise, the block will wait for a number of cycles before gating the clock then wait more cycles before power gating the block. A partial view of what NVIDIA does for clock gating can be seen in FIG. 5 of [START_REF] Alben | Clock throttling based on activity-level signals[END_REF]. Such a mechanism reduces the ping-pong effect by making sure the block really is needed or not before gating it or not. This is very useful for the voltage regulator because it reduces the dynamicity of the load as clock-gating and power-gating have a dramatic impact on the power consumption if the block is large-enough.

We found out through reverse engineering that a minimum of 64 separate clock gating blocks and 52 power gating blocks for the 2D/3D/GPGPU main engine alone on a Geforce GTX 660. The result of our reverse engineering of power and clock gating on NVIDIA GPUs has been made available in envytools [START_REF] Nouveau | Envytools -tools for people envious of nvidia's blob driver[END_REF].

Intel defines different per-CPU idle states ranging from C1 to C6. The higher the C-state, the lower the power consumption and the longer it will take to exit it and return to an active state [START_REF] Kidd | Power management states: P-states, c-states, and package c-states[END_REF]. Going into a deeper C-state than needed hurts performance, responsiveness and may even negate any power saving because of the time it will take for the processor to exit this deep-sleep state. The C1 state merely clock gates the core's clock while the C6 state can power gate the entire core, interrupt controller and PCIe bus included. Of course, if a resource is shared, it will not be gated unless all the cores sharing it are done requiring it anymore.

We have not found a feature like the C-states in NVIDIA hardware but it can be reimplemented by the host driver as needed.

Dynamic Voltage/Frequency Scaling

Clock and power gating are a great way of lowering the power consumption of a processor when some of its blocks are inactive. This lowers the power consumption without negatively impacting performance, at the expense of an increased hardware complexity of the processor.

Another way of saving power is to dynamically change the frequency and the voltage of transistor blocks, depending on how heavily-used they are. The reduced frequency lowers the dynamic power consumption while the reduced voltage lowers both the static and dynamic power consumption. This technique is called Dynamic Voltage/Frequency Scaling (DVFS).

Since processors may have multiple cores or be composed of multiple accelerators, not all of them may be used at the same level at any given time. Having them driven by different clocks allows scaling the frequency of the engine dynamically in order to lower the dynamic power consumption of the processor. Having separate clock domains for each engine only requires one PLL per clock domain. It is however more difficult to have a power domain associated to every clock domain as it would require a voltage regulator per clock domain.

On Intel processors, all the cores share the same power domain and performance level [START_REF] Van De Ven | Some basics on CPU p states on intel processors there seems to be a lot of[END_REF]. Indeed, although the operating system can specify the wanted performance level for each core of the processor, they will all use the maximum performance requested by all the non-idling cores. A more in-depth explanation of power management states can be found on Intel's website [START_REF] Kidd | Power management states: P-states, c-states, and package c-states[END_REF] and in [START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF]. Intel's integrated GPU, however, has its own power and clock domain.

Through reverse engineering, we found out NVIDIA are more complex than Intel processors. Discrete GPUs only have up to 2 power domains, one for the chip and one for the video RAM. The number of clock domains went up to 15 in the Fermi [START_REF]Codenames of NVIDIA hardware[END_REF] family with only 11 reclockable clock domains. This number went down a little in the Kepler and Maxwell families to reach 9. The different clocks are changed all at once by switching between different performance levels depending on the needed performance. These performance levels are found in the vbios, as explained in Subsection 5.3.2. The needed performance is evaluated dynamically using the performance counters that we introduced in 5.3.2. The reclocking policy of NVIDIA will be analysed in Section 5.4.

Thermal & power management

Processors have hardware limits on their maximum power consumption and highest operational temperature. The temperature is usually regulated by using a fan to cooldown the processor which is regulated using the internal an external temperature probe.

In the event the processor could not be cooled sufficiently by the fan or if it is exceeding its power budget, it needs to react by lowering its power consumption. Lowering the power consumption is usually done by reclocking but a full reclocking takes a long time and usually requires the intervention of the Operating System. Letting the operating system reclock the processor when getting close to overheating is acceptable and the hardware can assist it by sending an interrupt when the temperature reaches a threshold. However, in the case where the operating system is not doing its job because it is locked up or because a driver is not loaded, the chip should be able to regulate its temperature by itself without being forced to cut the power to the voltage regulator's level.

Rapidly lowering the power consumption in hardware

A simple way for the hardware to cut its power consumption is to slow-down the clock of some engines. This will linearly affect the dynamic part of the power consumption, as seen in equ. 5.4. However, it will not be as power efficient as a full reclocking of the processor because the voltage is not changed, as explained in Subsection 5.2.3.

The frequency of a clock can be lowered easily without changing any PLL and can thus be done without the intervention of the Operating System. The easiest solution is the one taken by Intel, called T-state. A T-state, short for throttle state, gates the clock of a core from 12 to 90% of the time in less than 10 different steps [START_REF] Kidd | Power management states: P-states, c-states, and package c-states[END_REF].

We found out through reverse engineering NVIDIA GPUs that another solution is to divide the clock by a power of two which can be done very easily using counters. It is then possible to generate any average clock frequency between the original clock and the divided one by varying the time spent outputing one clock or the other. This solution has a wider spectrum of achievable slow downs (6.25% to 100% of the original speed) and is also much finer grained as it has 255 steps from the divided to the normal clock. This technique was introduced by NVIDIA in 2006 and, for the lack of a better name, we decided to call this frequency-modulation technique Frequency-Selection Ratio Modulation (FSRM). FSRM can be implemented by using the output of a Pulse-Width Modulator (PWM) to a one bit multiplexer. When the output of the PWM is high, the original clock is being used while the divided clock is used when the output is low. Any average clock frequency between the divided clock and the original clock is thus achievable by varying the duty cycle of the PWM. Figure 5.13 presents the expected frequency response of the above system along with what has actually been measured through the performance counters when tested on NVIDIA's hardware implementation. The non-linearity of the output is likely explained by the fact that no clock cycle should be shorter than the original clock's which forces to create a long cycle during the transition.

Intel T-States or NVIDIA's FSRM can be used to rapidly lower the frequency of powerhungry clock domains in reaction to hardware events such as overheating. Such event We found out through reverse engineering that NVIDIA has dedicated hardware that can generate such events when the temperature reaches a certain temperature thresholds. Those temperature thresholds are in fact hysteresis windows to avoid the ping-pong effect of temperature oscillating around this threshold. There are 3 to 6 hysteresis windows depending on the hardware generation. Each window can specify the power-of-two divider and the wanted FSRM value. When two events happen simultaneously, the event with the highest priority will be used to configure the FSRM. This priority is fixed in silicon on the Tesla family (introduced in 2006) but may have become a parameter on newer generations. When no event is happening, the FSRM is deactivated to use the original clock all the time. These windows can thus be put one after the other to gradually limit the performance before shutting the power altogether at the voltage regulator's level.

Power capping -Limiting the power consumption of the processor

Power capping is needed to make sure a processor stays in its power budget, which can sometimes be advertised under the name Thermal Design Power (TDP).

The power consumption can be measured by reading the voltage drop across a small resistor put in series with the power supply, as explained in Subsection 5.2.6. Another solution is to compute the power consumption by having accurate hardware models for both the static and the dynamic power consumption inside a block. It is then necessary to keep track of which blocks are power gated and when blocks are active.

NVIDIA introduced in 2006 a power estimator that keeps track in hardware of which blocks are active. The activity level of the block is then multiplied by a constant dependent on the block's size to account for the fact that blocks do not all have the same amount of transistors. The multiplied activity levels are then summed and filtered to get a reading in mW. An overview of NVIDIA's power estimation technique can be seen in Figure 5.14, extracted from their patent "Power estimation based on block activity" [START_REF] Cha | Power estimation based on block activity[END_REF]. This patent also describes a communication channel between the power estimator and the power supply, but we have not found any trace of it through reverse engineering. This solution is interesting because it is able to compute the power consumption at 540 kHz which allows for a very fast response to an over-current situation. It however does not take into account the static power consumption nor the voltage. It is not a problem for NVIDIA because they can set the block weights so as the reported wattage is accurate when the board is using the highest performance level. Independent researchers managed to have an average prediction error of 4.7% [START_REF] Nagasaka | Statistical power modeling of GPU kernels using performance counters[END_REF] for the power consumption using performances counters to keep track of the active transistor blocks. However, like NVIDIA's solution, they do not track which blocks are power gated, and they do not have a static power consumption model which makes their model invalid in light-loads scenarios. Their model also does not work when no performance counter cover one block. Finally, it uses CPU computing power to compute the current power consumption, produces results at a much slower rate than NVIDIA's power estimator and does not cover all the transistor blocks at the same time because of the limited amount of counters observable at the same time. It however proves that NVIDIA could do a good job with its power estimator.

Intel released a very accurate hardware power consumption model in their Sandy Bridge processor family [START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF] in 2011, as can be seen in Figure 5.15. It finally takes into account the temperature, the voltage and the power-gated blocks in order to model power consumption accurately [START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF].

We also found out through reverse engineering that NVIDIA also introduced a hardware power-capping feature in 2006 using the FSRM and the power estimator we just introduced. It is based on two hysteresis windows used to alter the ratio of time spent using the fast or the divided clock. The inner window alters the ratio finely while the Power meter: predicted and actual power of the CPU, processor graphics and total package. The chart presents the actual measured power and the architectural power meter reporting for the IA core, processor graphics and total package. The actual and reported power correlate accurately. Source: [START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF] outter one alters it coarsly to quickly react to big power consumption changes. An example of NVIDIA's hardware power capping can be seen in Figure 5.16 where the outer window is set to [130W, 100W] while the inner window is set to [120W, 110W]. The outer window will increase the FSRM value by 20 when the power is lower than 100W and will decrease it by 30 when the power is above 130W. The inner window will increase the FSRM value by 5 when the power is between 120 and 130W and will decrease it by 10 when the power is between 100 and 110W. The FSRM value is limited to the range [0, 255]. This hardware power capping feature is updated at 540 kHz which makes it very reactive to load changes. Unfortunately, NVIDIA never used this feature. This may soon change with the introduction of the Tegra K1 which is a powerful SoC GPU based on the Kepler family and which may be run fan-less and for which a hardware power model is less expensive than an external power sensor. A reactive power-capping infrastructure could also help NVIDIA squeeze a little more performance while still enforcing their power and thermal budget. However, on discrete Kepler GPUs, NVIDIA uses an external power sensor which gets polled at 10Hz in order to allow downclocking the card to stay in the budget.

Intel introduced an equivalent technique known as Running Average Power Limit (RAPL) in the Sandy Bridge family in 2011. They documented the configuration registers in their "Software Developer's Manual" [START_REF]Intel® 64 and IA-32 architectures software developer manuals[END_REF] but the implementation details are not known as all these computations are done in an internal microprocessor dedicated to power management instead of hard-wired logic like NVIDIA. This may explain why Intel's power estimation is able to deliver a reading roughly at 1kHz [START_REF] Hähnel | Measuring energy consumption for short code paths using RAPL[END_REF] instead of the fixed 540 kHz for NVIDIA [START_REF] Peres | Reverse engineering power management on NVIDIA GPUs -anatomy of an autonomic-ready system[END_REF].

Power Management Unit (PMU)

Modern processors now have an embedded processor running a Real-Time Operating System (RTOS) in charge of power management. It was introduced in order to reduce the power management processing load of the operating system. This allows saving more power because the RTOS can be more reactive than the main operating system of the computer and it also allows the main processor to be idle more often, where it is the most power-efficient. As the RTOS does not need to be operating at a fast speed, its transistors can be made to have a really low static power consumption which means they will only consume power when active.

The role of the power management unit can be to do:

• Fan management;

• Engine-level power gating;

• Hardware sequencing;

• Power budget enforcement;

• Reclocking the processor;

• Performance and system monitoring.

Fan management can be done easily by polling on the temperature sensor periodically and scaling linearly the power sent to the fan according to it.

Engine-level power gating requires saving the content of all the registers if we do not want their content to be lost, as we explained in Subsection 5.2.4. Power gating then requires following a precise script involving precise timing which is also known as hardware sequencing.

A PMU can also be required to poll on an external power sensor to enforce the power budget by reclocking the processor or asking the Operating System to do it. It may also poll on performance counters to implement a DVFS policy.

We found out through reverse engineering that NVIDIA introduced a non-documented PMU in 2009, in the GT215 chipset. This PMU is clocked at 200 MHz, has a memory management unit (MMU) and also has access to all the registers of the GPU. It also supports timers, interrupts and can redirect the interrupts from the GPU to itself instead of the host. Several independent communication channels with the host are also available. Starting from the Kepler family, the PMU is clocked at 324 MHz.

NVIDIA's PMU also has performance counters to monitor some engines' activity along with its own in order to send an interrupt to the host when the card needs to be reclocked. In other words, NVIDIA's PMU is a fully-programmable and real-time "computer" with a low-latency access to the GPU that can perform more efficiently whatever operation the host can do. However, it cannot perform heavy calculations in a timely fashion because of its limited clock frequency. This is however sufficient to perform complex operations such as reclocking the GPU.

Intel also has a PMU, called Power Control Unit (PCU) because they already had a Performance Monitoring Unit. Intel's PCU is responsible for computing the instantaneous power consumption, as seen in Subsection 5.3.5. The PCU is finally responsible for selecting the performance level, enforcing the power budget and sharing it between the CPU and the GPU, depending on both their loads [START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF]. On Sandy Bridge, the PCU uses more than 1 million transistors, roughly the same number of transistors found on an Intel 486 processor (1989). This however represents one thousandth of the number of transistors found in some Sandy Bridge processors released in 2011 [START_REF] Kanter | Intel's sandy bridge microarchitecture[END_REF].

The Boost feature

The hardware power capping feature allows enforcing a power budget. This budget is necessary to protect the :

• power source, especially if it is a battery;

• voltage regulator, which may overheat;

• the processor itself, when overheating (TDP).

Performance levels used to be statically designed so as no matter what application is being run, the processor would never exceed its power budget.

On modern processors, the limiting factor for a processor is often its capacity at dissipating heat. However, if the power usage has been low for some time, the heat-sink can handle dissipating more power than the TDP for some time. This transient power budget would however still be limited by the power supply's and the voltage regulator's maximum power output.

Intel calls this feature "Turbo boost" and it can increase performance by up to 40%, as can be seen in Figure 5.17. .17: Dynamic behavior of the Intel Turbo Boost. After a period of low power consumption, the CPU and graphics can burst to very high power and performance for 30 to 60 seconds, delivering a responsive user experience. After this period, the power stabilizes back to the rated TDP. Source: [START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF] The boost feature allows some dynamic flexibility in the way the power budget is allocated to each core of the Intel processors. For instance, if one core is busy and the others are idling, then the frequency of this core can be increased until the CPU's power consumption reaches the TDP. Likewise, when the Intel integrated GPU's performance is limited by its power cap, some of the CPU cores' power budget can be moved to the GPU dynamically.

NVIDIA introduced a similar technique, called "GPU Boost", in the Kepler family in 2012. It was introduced in [132] which states that the fastest performance level is chosen to be safe for the GPU in the worst possible thermal environment even while running the most power-hungry real-world 3D application possible. It also says that in usual scenarios, the GPU is likely to operate with a power consumption lower than the TDP. It is thus possible to safely increase the GPU clocks until the power consumption reaches the TDP.

We found out through reverse engineering that only the clocks of the 2D/3D/GPGPU engine can be adjusted dynamically. The candidate clock domains are referenced in the boost table in the vbios. The boost feature requires knowing the current power consumption. NVIDIA uses an external power sensor (referenced in the external devices table in the vbios) that monitors each voltage regulator's power input lane. For each lane, the power sensor acquires the supply voltage and the voltage across the shunt resistor placed in series in this lane. The resistance of these shunt resistors is either 2 or 5 mΩ, it can be found in the sense table in the vbios. The power budget is stored in a vbios table which states the peak power consumption allowed and the average power consumption which should be equal to the TDP. Finally, the voltage that should be set according to the fastest clock domain is defined in the cstep vbios table. The usual granularity of this table is around 26 MHz.

The boost reclocking policy will be explained in Section 5.5.

Power and performance analysis in modern NVIDIA GPUs

In this section, we will first study the impact of voltage, temperature and frequency of the clock on the power consumption of a modern GPU. These experiments have been carried out on a GeForce GTX 660, of the Kepler family, which has an embedded power sensor.

This power sensor is similar to the one used in [START_REF] Burtscher | Measuring GPU power with the k20 built-in sensor[END_REF], except we did not find any of the delay issues the authors experienced. This is probably due to an excessive averaging done by the proprietary driver, in hardware and/or software along with the inability for the GPGPU application to control when the power sensor should be polled. Because we reverse engineered the communication with the external sensor, we can poll the sensor whenever we want and program it to average as much as we want. The power sensor found in our Geforce GTX 660 is Texas Instrument's INA3221 [START_REF]INA3221 -triple channel shunt and bus voltage monitor[END_REF]. In Figure 5.18, we used the power sensor to evaluate the impact of temperature on the power consumption of our Geforce GTX 660. We can see that the higher the power supply voltage of the GPU, the more sensitive to temperature the GPU's power consumption will be. Both curves have been fitted using a cubic function with different parameters. Data has been acquired by bumping the fan speed to the maximum to lower the temperature as much as possible. We then shut the fan down to allow the temperature to rise and to limit the variance due to the fan's own power consumption which will be detailed in Figure 5.19. As the GPU does not produce enough heat to reach 90°C by itself, we used a powerful hair-drier on the heatsink to make the temperature rise. Even though the GPU was as idle as possible, some of the power measurements are far from the fit, this could be due to the self-refresh mechanism of the VRAM, needed to keep the data in memory (Subsection 5.2.4). At the maximum voltage, the power consumption, when temperature is at 90°C, is 38% higher than at 34°C. Active cooling can thus lower the power consumption by lowering the temperature despite an increased power consumption needed to drive the fan.

We evaluated the power consumption of the fan according to its commanded speed. According to our reverse engineering and to the thermal vbios table, this fan is supposed to be driven using a PWM controller, at a frequency of 2.5kHz. The commanded speed simply is the duty cycle during which the output of the PWM controller is high. This fan should be driven in the range [START_REF] Brzozowski | Multi-channel support for preamble sampling MAC protocols in sensor networks[END_REF][START_REF] Fujii | Data transfer matters for GPU computing[END_REF]%. In Figure 5.19, we show the relation between the PWM duty cycle, the fan speed in Revolution Per Minute (RPM) and the power consumption of the GPU. To perform our experiment, we set the fan to 100%, polled the power consumption and averaged the wattage before lowering the fan speed by 1% and polling the power sensor again. The fan stopped spinning at 23% which explains the sharp decrease in power consumption. Starting from 24%, the power consumption increased roughly linearly with the duty, peaking at 4.5W. The fan's RPM followed a more logarithmic curve with the power. Finding the optimum between fan speed and lower power consumption is however harder because it depends on the thermo-dynamic laws and parameters such as the air temperature, the profile of the heatsink and the airflow generated by the fan. Driving the fan speed linearly with the temperature is however a good heuristic that is used by NVIDIA and other fan controllers such as the ADT7473.

In Figure 5.20, we tried evaluating the impact of voltage on static power consumption. As we do not currently have the knowledge to enable clock gating on most of the chip to cut down the dynamic power consumption to 0, we instead decided to evaluate the power consumption at different performance levels. For each performance level, we sam-pled power consumption while going from the highest to the lowest voltage possible with the fan speed set to the maximum. Our voltage regulator supports 31 discrete voltages ranging from 0.8 to 1.2V. Throughout the test, the temperature varied from 31 to 34°C. This temperature change is low-enough for us to ignore its influence on power consumption. In general, the lower the performance level, the lower the impact of voltage on power consumption. The core clock in our performance levels is the following: 27 MHz for low; 324 MHz for boot; 862 MHz for the medium and 1254 MHz for the high performance level. However, the exact frequency of each clock in the performance levels is meaningless because we have no idea how many transistors are clocked by each clock domain. Without having perfect knowledge about which portions of the GPU can be clock-gated and which of them are clock-gated by default, it is impossible to accurately use linear regression to get an estimate of the number of transistors in each clock domain. We are however working towards learning as much as possible about clock gating on NVIDIA GPUs which could allow us to get these estimates. For the lowest performance level, we configured as many clock domains as possible to run on a 27 MHz clock (crystal clock). The remaining clocks not running at 27 MHz were the host clock, running at 277 MHz and an unknown clock running at 250 MHz. This custom performance level allows us to lower the dynamic power consumption as much as possible without clock gating every part of the chip which may not even be possible. Using this performance level, the power consumption reached 25W with the highest voltage and the lowest possible temperature.

Since temperature does not affect the dynamic power consumption, we can see from Figure 5.18 that temperature can add up to 10W to the static power consumption at this voltage, pushing the maximum static power consumption of our GPU to 35W. As this GPU's power budget is 124W, the static power can thus represent up to 28% of the total power consumption. In a gaming scenario, with the voltage set to the maximum and a usual operating temperature of 50°C, the static power consumption is limited to 27W, which represents less than 22% of the TDP.

In an idle scenario, performance is not needed. Aside from power gating and clock gating every possible block, lowering the performance level and the voltage can yield power savings. At 32°C, the GPU consumed a bit less than 55W at the maximum voltage and frequency level while it consumed less than 25W at the lowest voltage and lowest performance level. It is thus possible to more than halve the power consumption in an idle scenario.

In 2012, we evaluated [START_REF] Abe | Power and performance analysis of GPU-accelerated systems[END_REF] the influence of the clock frequencies on a GTX 480. This GPU only had 3 performance levels and did not have the boost feature. It also did not have a power sensor which means we had to use an external power sensor which we polled at 20 Hz to get the current power consumption.

In Figure 5.21, we calculated the energy and time taken to compute 20,000 times a 512 x 512 matrix addition at different core (c-*) and memory (m-*) frequencies. Even with only 3 performance levels, it is possible to save 20% of energy while only increasing the processing time by 6%. The lowest performance level actually consumes more energy although it uses less instantenous power because it takes more time to compute the result. In this example, the memory is mostly idle as all the data can fit into the caches of the GPU, the task is thus compute-bound. Using a GPU with the boost feature, the memory speed could have been kept as low as possible while pushing the core clock to the maximum which would have yielded a lower power consumption for the same processing time. We performed again such a test on our Geforce GTX 660 which has 2 GB of power-hungry GDDR5 RAM. We wrote a compute-bound GPGPU program multiplying big matrices using CUDA and used NVIDIA's proprietary driver to execute it. We then used NVIDIA's coolbits [START_REF]NVIDIA x config options[END_REF] to lower the memory clock and compare the execution time and the power consumption to the original clocks. The results are visible in Table 5.1 and show that 27.8% of energy could be saved while having no performance impact. In Figures 5.22 and 5.23, we evaluated the relevance of DVFS in an heterogeneous system where both a CPU and a GPU are used to compute data. This test was carried out on an Intel Core i5 2400 processor, a Geforce GTX 480 and the same power sensor used previously to monitor the global power consumption of the computer. workload is from the Rodinia benchmark suite 2.0.1 [START_REF] Nagasaka | Statistical power modeling of GPU kernels using performance counters[END_REF], a benchmarking suite for heterogeneous computing. In the backprop test, the energy consumption could be reduced by about 28% while only decreasing performance by 1%. In [START_REF] Sueur | Dynamic voltage and frequency scaling: the laws of diminishing returns[END_REF], Le Sueur et al. presented that Dynamic Voltage Frequency Scaling was getting counter productive because static power consumption was becoming more prevalent. Three years later, we proved static power consumption can be less than a third of the total power budget in the worst case scenario. Moreover, in [105], we found out that DVFS became more and more effective from one generation of NVIDIA GPU to another. Indeed, in the Tesla family, released in 2006, we managed to save 13% of energy on a test similar to Figures 5.22 and 5.23. The following family (Fermi, 2010) managed to save 40% while the Kepler family, released in 2012 could save up to 75%. This is in clear contradiction with what the idea presented in [START_REF] Sueur | Dynamic voltage and frequency scaling: the laws of diminishing returns[END_REF] which says DVFS is becoming less and less useful. Finally, thanks to the boost features of new processors, it is now possible to change the frequency of processors with a much-higher granularity while performance counters can provide the necessary information to dynamically identify the bottlenecks. The power budget can then be reallocated in order to increase the performance of the processors and accelerators that need more power while slowing down the ones that are not useful to stay in the power budget or to save power.

Analysing the reclocking policy of a Kepler NVIDIA GPU

In Figure 5.24, we demonstrate the influence of the PMU's performance counters on the DVFS decision on the NVIDIA proprietary driver, version 337.25. To create those figures, we first needed to be able to generate a fake load on any counter while the card was actually idle. We achieved that by forcing the PMU's performance counters to the wanted value by alternately counting every clock cycle or not counting anything. We then needed to get an accurate view of the clock tree to know at which frequency each clock domain runs at. Since Nouveau already has this ability and can be run in the userspace, we decided to modify it in order to make it runnable alongside the NVIDIA's proprietary driver, to parse the clock tree and to output the frequency of every clock domain. Using those two tools, we have been able to observe that NVIDIA does not increase the core clock until the core's activity performance counter reports at least 61% of usage. At this activity level, it takes up to 6 seconds and 17 steps to go from the lowest performance level to the highest one. When increasing the reported activity value, we can observe that these figures drop to 7 steps and about one second when the activity level is 65% and only 3 steps and a tenth of a second when the activity level is 70%. Unfortunately, a low activity level does not declock the GPU unless it is under 10%, in which case it is considered "not in active use". In Figure 5.25, we show the influence of power consumption on the DVFS reclocking policy. To read the power sensor without risking pertubating the PMU, we decided to create a tool that intercepts the I2C transactions between the external power sensor and NVIDIA's PMU, decode them and compute the power usage from the current and voltage readings sent to the PMU. The power consumption, core's activty level, clocks of the different clock domains and the temperature are then synchronized in one tool outputing a csv file which is then plotted with gnuplot. Since the performance levels are designed so as normal applications cannot consume more power than the TDP, we tried lowering the 124W power budget by modifying the vbios. However, NVIDIA's proprietary driver seems to ignore any power budget under 100W. To make the effect of power on the reclocking policy clear, we decided to modify the shunt resistors' values in the vbios from 5mΩ to 2mΩ which effectively lowered the power budget to 80W. We used the Unigine Heaven OpenGL 4 benchmark [START_REF] Corp | Heaven benchmark | unigine: real-time 3d engine (game, simulation, visualization and VR)[END_REF] in order to generate a load sufficient to reach 110W when not using the power capping technique. In the figure, we can clearly see that whenever the power consumption increased over 80 W, the frequency of the core clock dropped sharply and stayed roughly constant until core's activity level dropped a little. This seems to suggest that the reclocking policy takes a decrease in usage level into account only when it is in a reduced-power mode.

The previous two figures seem to suggest that NVIDIA has a power and performance model which allows its DVFS policy to react quickly without overshooting nor having ping-pong effects. Their model seems better than the generic model we proposed in [105] which is precise to about 25% in average when it comes to power predictions but has very high performance prediction errors of up to 65%. This generic model was based on performance counters and uses linear regressions to from a limited set of tests. It was then validated on NVIDIA GPUs of 3 different families. We will not present this model because of its inaccuracy which prevents its usage in a DVFS policy. Finally, we looked at the impact of temperature on the DVFS policy. To perform those tests, we completely disabled the fan and used a hair-drier to increase the temperature of the GPU to 100°C. In Figure 5.26 we can see that the core clock got lowered a little when reaching 73°C then 83°C. However, the big power-drop when the temperature reached 97°C and then 100°C is not due to the DVFS reclocking policy, it is due to the action of the FSRM which we introduced in Subsection 5.3.5. As we can see in Figure 5.27, the core clock first got divided by 4 (2 2 ) when the temperature reached 97°C and then by 1024 (2 10 ) when it reached 100°C. This demonstrates that the FSRM can be very effective at lowering the power consumption of a circuit when needed. If the temperature had kept rising and reached 102°C, the voltage regulator would have been disabled by the GPU to prevent any dommage to the hardware.

HARDWARE: DEFINING AN AUTONOMIC LOW-POWER NODE

Can modern processors have autonomic power management?

Can modern processors have autonomic power management?

In 2001, IBM proposed the concept of autonomic computing [START_REF] Kephart | The vision of autonomic computing[END_REF] to aim for the creation of self-managing systems as a way to reduce their usage complexity. The idea was that systems are getting more and more complex and, as such, require more knowledge from the technicians trying to maintain them. By having self-managing systems, the user could write a high-level policy that would be enforced by the system itself, thus hiding complexity.

As an example, a modern NVIDIA GPU could perform the following self-functions:

Self-configuration

The GPU is responsible for finding a configuration to fill the user-requested tasks.

Since a GPU is an accelerator, it requires the user to send all its commands through a so-called push buffer. No self-configuration is thus possible for the computation. However, it is possible for the GPU to self-configure enough for it to be able to execute the commands sent by the user. This operation is done partially by the hardware to make the card visible to the host computer. The vbios contained in the card is then executed during the Power-On Self Test (POST) procedure in order to initialiase the clock tree, some engines and set a video mode to display content on the screen.

Self-optimization

The GPU is responsible for knowing how to satisfy the user's needs while consuming as little power as possible.

Power can be saved by lowering the supply voltage and the frequency of the different clock domains (DVFS) without affecting performance dramatically. The performance need and the current bottleneck can be identified using performance counters. The power management unit can then poll on these counters and decide at which frequency should every engine run and at which voltage should the GPU be powered at.

To increase the power savings, it is possible to stop the clock of a transistor block entirely if it will not be used for some time. This can also be followed up with cutting down the power supply of the block to entirely cut the power consumption of this block. The first can be done by the transistor block itself while power gating requires the intervention of the PMU as it needs to save the context.

Self-healing

The GPU is responsible for keeping itself in a good working condition.

Since it has a power sensor and a temperature probe, the GPU can be aware of its over-current and over-temperature problems and react to them by increasing the fan speed and/or lowering the power consumption by downclocking the GPU. This operation can entirely be done inside the GPU, either by using dedicated hardware like the FSRM or by using the PMU.

Self-protection

Integrity and confidentiality between users can be provided by the GPU in the same way it is done on CPUs, by allocating a virtual address space to each application.

Since GPU cannot usually be preempted while executing a program, it is possible to achieve availability by killing long-running jobs to let other programs use the GPU.

The GPU can also store secrets like HDCP [137] keys internally to encrypt/decrypt the video output on the fly using a dedicated engine called PCRYPT. Such a mechanism can be used to upload encrypted information to the GPU, have it decrypt it and process it. This would make some information unreadable by other clients on the GPU or even the CPU.

Discussion on autonomic processors

Although the aim of autonomic computing is primarily oriented towards lowering human maintenance cost, it can also be extended to lower the development cost. By having self-managing subsystems for non-functional features, integration cost is lowered because of the reduced amount of development needed to make it work on a new platform. Ideally, a complete system could be assembled easily by using unmodified autonomic subsystems and only a limited amount of development would be needed to make their interfaces match. This approach does not make sense in the IBM-PC-compatible personal computer market as the platform has barely evolved since its introduction in the way that components interact (POST procedure, x86 processors and high speed busses). This renders the development of drivers executed on the CPU cheaper than having a dedicated processor for the driver's operations. However, in the System-On-Chip (SoC) world where manufacturers buy IPs (Intellectual Property blocks) and assemble them in a single-chip system, the dedicated-processor approach makes a lot of sense as there is no single processor ISA and operating system (OS) that the IP manufacturer can depend on. In this context, the slimmer the necessary driver for the processor and operating system, the wider the processor and OS choice for the SoC manufacturer. This is the approach that Broadcom chose for its Videocore technology which is fully controllable by a clearly-documented Remote Procedure Calls (RPC) interface. This allowed the Raspberry Pi foundation to provide a binary-driver-free Linux-based OS on their products [START_REF] Bradbury | Open source ARM userland[END_REF]. However, the Open Source driver only uses this RPC interface and is thus not a real driver as it is just some glue code. This led the graphics maintainer of Linux to refuse including this driver in Linux as the code running in Videocore is still proprietary and bugs there are unfixable by the community [START_REF] Airlie | raspberry pi drivers are NOT useful[END_REF].

Broadcom's Videocore is a good example of both the advantages and the drawbacks of autonomic systems. Adding support for it required very limited work by the Raspberry Pi foundation but it also means the real driver is now a black box running on another processor which cannot be traced, debugged, or modified easily. From a researcher point of view, it also means that it will become much harder to study the hardware and propose new drivers and algorithms. In the case of NVIDIA, this situation could happen if NVIDIA PMU's code was not readable and writable by the host system. Luckily, Broadcom hired a well-known open source developer in June 2014 to write an open source driver for the Raspberry Pi's GPU [START_REF] Anholt | new job![END_REF].

Conclusion

In this chapter, we provided a general introduction to power management and power management features of modern processors. Since power management is often kept secret by processor manufacturers, we have documented most of these features through reverse engineering of multiple NVIDIA GPUs. Some of the features have been re-implemented in the Open Source Linux driver for NVIDIA cards, called Nouveau, which provides a very flexible test-bed for researchers and allow easy reproducibility because this driver is the default one for NVIDIA GPUs on Linux.

We then studied the origin of power consumption in modern processors and identified that temperature, supply voltage and frequency of processors are the biggest parameters for the processors' power consumption. When running at 90°C, our NVIDIA Geforce GTX 660 consumed 38% more power than when running at 34°C. Likewise, when idle at the highest performance level, the GPU consummed 2.2 times more power than when operating at the lowest performance level.

We also analysed the reclocking policy (DVFS) of a modern NVIDIA GPU with regards to performance, temperature and current power consumption. We identified that performance of the main engine is increased when its usage level exceeds 60% and is decreased when its activity drops to 0% or if the power consumption exceeds the rated maximum power consumption (TDP).

We finally discussed about the suitability of modern processors to provide autonomic power management and concluded that it is already possible. It however makes it difficult for applications to predict their performance which can be problematic for real-time applications such as video applications and games. In the future, we can imagine applications asking the processors and their power management drivers to guarantee a certain computing bandwidth and/or a maximum wake-up latency. Future work will focus on getting stable reclocking support on a modern NVIDIA GPU to experiment with generic and efficient DVFS algorithms. More work will also be done on power-and clock-gating which are the two main power management features which are not entirely understood yet.

Introduction

In the previous chapter, we saw that it was possible for processors to behave following the autonomic principles. In this chapter, we introduce how multiple processors or radios can interact with each others. Indeed, mobile end-user devices such as smartphones and tablets usually have multiple ways of performing the same task. For instance, a smartphone could connect to the Internet using the WiFi adapter or the 3G/4G modem. Likewise, it may perform some calculation on the main CPU or on the GPU using GPGPU. Depending on the current usage of the device, every way can become the most efficient one but, given the very dynamic nature of the user's usage of the device, it is unlikely for a static configuration to always achieve the lowest power consumption while still meeting the user's expected Quality of Service (QoS).

In heterogeneous devices, it is impossible for each sub-device to know when they should be used and what their power budget is. This information can only come from the Operating System (OS) since it is the piece of software that controls all the peripherals and accelerators. The accelerators could then have autonomic power management, as introduced in Chapter 5. In mixed-critical systems, it is also the OS's job to centralise deadline constraints and let the hardware know about the performance needed. Critical jobs must then be executed before their deadline while saving power through DVFS and/or DPM, as explained in [START_REF] Broaekaert | Towards power-efficient mixed critical systems[END_REF]. The OS's scheduler is thus in charge of selecting on which processor/accelerator each task should be scheduled on, which network interface should an application use to communicate on the Internet and how to react to the dynamicity of the load generated by the user.

In this chapter, we propose a generic decision flowgraph for power and performance management. This flowgraph allows run-time decision making, even with real-time requirements and is highly reusable thanks to its modular nature. We also implemented a framework around this generic decision flowgraph to minimise the amount of work needed to implement a new power-and performance-management decision engine. This is done by separating the decision process in different blocks that can be re-used later. This eases experimentation during the design phase and the well-defined interface allows dumping debugging textual and graphical debugging information which are used throughout the chapter to showcase our framework. Finally, by using the proposed framework, applications also separate the decision engine from the application which improves its re-usability. Section 6.2 introduces opportunities for power savings and the state of the art related to run-time power and performance management. The definition of the proposed decision flowgraph is presented in Section 6.3 and its implementation is detailed in Section 6.4. An evaluation of the framework is given in Section 6.5. Section 6.6 concludes and presents the future work.

the Tail energy. This can be explained because a 3G interface has three states. The idle state is when the interface is not used to download or upload data. In this state, the radio is not connected to the network. From the idle state, the radio can transit to the Dedicated Channel (DCH) state which allows high throughput and a low delay for transmissions. The radio can then transit to the Forward Access Channel (FACH) state which is a lower-power state which is used when there is little traffic to transmit. From the FACH state, the radio interface can either return to the DCH or the idle state.

A high Tail energy means that the radio spends too much time in the FACH state instead of returning straight to the idle state. The energy consumption increases sharply with when the inter-transfer time is in [START_REF] Jjgarcia | Carrier sense multiple access with collision avoidance[END_REF][START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] seconds. This is because the radio is always in the DCH state. The energy consumption increases less sharply in the inter-transfer [START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF][START_REF] Google | Loon for all -project loon -google[END_REF] seconds range because the radio is put in the FACH mode which has half the power consumption of the DCH state. In the [START_REF] Amazon | Amazon prime air[END_REF][START_REF] Pirlogea | Econometric perspective of the energy consumption and economic growth relation in european union[END_REF] seconds range, the energy consumption reaches a plateau because the radio puts itself into the idle mode which cuts down the power consumption of the radio almost entirely. The time spent in this mode does not increase the energy cost of transmissions.

In Figure 6.2, the same experiment was carried out with very different outcomes. Because GSM is stateless, the radio is put back to sleep as soon as the transmission is over. This explains why the inter-transfers time does not influence the energy consumption of a transmission much. Contrarily to the 3G interface, the energy cost of a transmission is mostly due to the size of the transmission. In Figure 6.3, we can see the power consumption profile (not energy, like the original authors wrote) of a GSM and a 3G interface transferring 50K of data. We can see the same power consumption profile, but the tail time of the GSM transfer is half of 3G's. The power consumption is also much lower for such a small data size, but the 3G transfer was 3 times faster than GSM's. In Figure 6.4, the authors used the same experiment again for the WiFi interface and found out that most of the power cost of transmitting 50K of data was due to scanning to find the right access point and connecting to it. Once this was operation was over, the transfer size impact was not as high as the found in GSM or 3G. Interestingly, the power consumption increases linearly with the inter-transfer time. The authors claim this is due to the high cost of keeping the interface connected (3 to 3.5 Joules per minute).

In Figure 6.5, the authors focused on the impact of data size and compared the different network interfaces. The WiFi interface has been split in two: WiFi + SA is the cost of scanning, connecting to the access point and sending the data whereas WiFi is only about sending the data. The offset between the two is thus constant but shows how GSM can be more efficient than WiFi in case the WiFi interface is not already associated.

Unsurprisingly, WiFi is more efficient than GSM in most usages except when idle because of the short distance between the emitter and the access point. However, if no WiFi connection is possible, either because there are no access points or because the user is moving too fast, then a 3G connection will most likely become the most power efficient for usages such as browsing or downloading emails. GSM is more efficient for an idle scenario where the users wants to keep his/her connections opened but is not actively using the connection. It thus important to be aware of the current network usage and the power consumption and performance characteristics of the available network interfaces in order to select the most efficient interface fulfilling the needed QoS.

Processor/Accelerator run-time selection

In this subsection, we study the different types of asymmetry found between processor cores or accelerators. We then evaluate how we can take advantage of this asymmetry at run time to lower the power consumption or boosting performance.

ARM's big.LITTLE

As we explained in 5.2.3, one processor can either be very fast or very power efficient because transistors need to be etched in different ways to achieve one or the other. ARM has tried to get the best of both worlds by increasing the number of cores in their processors. Some of the cores are performance-oriented while the others are low-power. The LITTLE set of cores is actually a Cortex-A7 which is a simple ARM processor while the big set of cores is actually a Cortex-A15, which executes instructions out of order and has twice the amount of pipeline stages. Every core can be powered down (power-gated) or have its clock modulated to lower the power consumption or increase performance (DVFS [START_REF] Sueur | Dynamic voltage and frequency scaling: the laws of diminishing returns[END_REF]). ARM markets this technology under the name big.LITTLE [142]. From an operating system point of view, all the cores of a big.LITTLE processor are the same. However, usual schedulers assume a Symmetric MultiProcessing (SMP) system where all processors are the same. Since a big.LITTLE processor has asymmetric performance and power-consumption characteristics, the scheduler cannot make a good decision which negates the improvement made possible by the hardware. Such a scheduler does not exist yet in Linux but support for it is slowly being implemented [START_REF] Mckenney | A big.LITTLE scheduler update[END_REF] [START_REF] Linaro | LITTLE software update[END_REF]. A simple scheduling heuristic could consist in scheduling tasks on the least amount of LITTLE core possible in order to power gate the others. If one task becomes CPU-bound, it should be migrated to a big core in order to improve its performance. This heuristic is based on the assumptions that consolidating tasks consumes less power than spreading them on more cores running at lower frequencies. This seems accurate on desktop or server processors but may not be true for low-power processors with a low static power consumption. In [START_REF] Kim | Utilization-aware load balancing for the energy efficient operation of the big.LITTLE processor[END_REF], the authors managed to save 10% of power consumption by spreading tasks and keeping the clock low instead of consolidating tasks. An accurate power and performance model in the scheduler is thus needed to make optimal decisions. A power and performance modelisation of a big.LITTLE board has been carried out in [START_REF] Pricopi | Power-performance modeling on asymmetric multi-cores[END_REF] with a static performance level (1GHz) and voltage (1.05 V) for both set of cores. All the cores were power gated except one big and one LITTLE core. The authors found out through their benchmarks that the LITTLE core consumed a constant 1.44 W at full charge while the big core consumed from 4.2 to 5.15 W depending on the application. The performance improvement from the LITTLE core to the big core ranged from 45 to 130%. In their benchmarks, the authors found out that even at full charge, either core could be the most efficient one. However, migrating a task from one core to the other is quite expensive. Migrating from the LITTLE to the big core takes 2.1 ms while the reverse operation takes 3.75 ms. This is why being able to predict the performance and power consumption of a task on a core type based on the current performance and power consumption on another core type could allow the OS to dynamically select the most appropriate core type for the task. This is however not possible in real life yet because tasks are dynamic and there are multiple cores executing multiple tasks at the same time. This could change if ARM develops a hardware power consumption model like Intel's in order to predict its power consumption per task.

In [START_REF] Zhu | High-performance and energy-efficient mobile web browsing on big/little systems[END_REF], the authors took another approach and tried to select the most efficient processor type in a browsing scenario based on the content of the web pages. They analyzed 5000 web pages to perform regression modeling of both performance and power consumption. The model was then used to identify the best core type and frequency to minimise power consumption while still loading in less than a certain time. The authors managed to save up 83% of energy in average compared to a performance-oriented policy while increasing by 4.1% the number of websites not loading in the given delay. When compared to Linux's CPUFreq DVFS strategy, it managed to save 8.6% of energy while increasing performance by 4.0%.

Non-Uniform Memory Access

Big.LITTLE may become more complex in the future by becoming a Non-Uniform Memory Access (NUMA) architecture where not all the central memory is accessible at the same speed/latency for every core. In those architectures, a NUMA node is composed of a set of cores and a memory attached to it. An example of a NUMA architecture is visible in Figure 6.7, generated by hwloc [START_REF] Broquedis | hwloc: A generic framework for managing hardware affinities in HPC applications[END_REF]. In such an architecture, a process is most-efficient when all its data and threads are located in the same NUMA node. However, when multiple processes/threads need to access the same data which does not fit into one NUMA node, data and/or threads need to be migrated to lower the access cost and increase performance, as suggested by [START_REF] Broquedis | Dynamic task and data placement over NUMA architectures: An OpenMP runtime perspective[END_REF]. Some frameworks such as OpenMP and Intel Threading Building Blocks have been proposed to help developers to create multi-threaded applications in multi-core environments and make them scale well when the number of cores increases. Improvements have been suggested to take into account the NUMA information [START_REF] Rossignon | A NUMA-aware fine grain parallelization framework for multi-core architecture[END_REF] in those frameworks.

However, these frameworks do not address the problem of having multiple independent applications running concurrently in a situation where all the data and processes can not fit in one NUMA core. In this situation, the OS should migrate threads and data in order to maximise the usage of the local memory. Currently, the OS can only know which process requested a memory buffer and which processes have access to it, by tracking mmap calls on shared-memory file descriptors. Unfortunately, the OS does not know how often this buffer is accessed because it is the processor's job to walk the page table and get the correspondence between the virtual and the physical address.

Processors manufacturers could however add a usage counter for each page which would get incremented by the Memory Management Unit (MMU) every time a page is accessed. In order to limit the overhead of this method in memory bandwidth usage, the Translation Look-aside Buffer (TLB), which is a hardware cache to improve the performance of page walking, could count the memory accesses to each page it is currently tracking and increment the corresponding value in memory when the page gets evicted. The overhead could be further reduced for both memory and memory bandwidth usage by lowering the granularity of the technique from the page-table (4KiB) to the page directory (4 MiB) one.

Periodically, the OS could then compute the number of accesses per second for each process/thread to each memory page/directory. Using this information, it could identify the performance bottleneck when it comes to memory accesses and move the memory pages that are most-often used closer to their users or move their users closer to the them. To lower the overhead even further, this operation could be done only when performance counters would show a high usage of the interconnection link with the other NUMA nodes.

We did not find any paper talking about the power savings achievable by making placing processes/threads and data on the right NUMA node. However, since accessing memory from another NUMA node is slower than accessing local memory, the performance is not optimal. This means that the program will use more CPU time to execute itself which lowers the time spent by the CPU in sleep mode and most likely increases the average power usage.

NVIDIA's Optimus

In 2010, NVIDIA introduced the Optimus technology in laptop computers. It allows running graphical applications on Intel's integrated GPU (IGP) or NVIDIA's discrete GPU depending on the performance need of the application. In Optimus's whitepaper [START_REF] Tamasi | Optimizing power and performance for multi-processor graphics processing[END_REF], it is said that NVIDIA introduced a routing layer for DX calls (used by 3D applications), DXVA calls (used by video playback applications) and CUDA calls (GPGPU application). NVIDIA has a profile for most applications using the GPU, pushed to their clients through a web server they manage. In the application profile NVIDIA stores whether the GPU "can add quality, performance, lower power, or functionality." We can guess that they built a testing farm with multiple Optimus laptops, gathered power consumption and performance metrics for each application and decided which GPU should be used in every supported configuration. If the discrete GPU is chosen, it is first turned on before allowing the driver to configure it for the application. Once rendering is completed in a texture (image), this texture is copied directly from the IGP's memory before being composited (drawn on the screen) by the IGP. For performance reasons, texture are usually stored in a format that best suits the memory they use. These so called "tilling" formats are different from vendors to vendors. The NVIDIA discrete GPU thus had to add support for the tilling format of Intel's IGPs to be able to copy application's output buffers to the IGP's memory without using CPU processing power. NVIDIA named this DMA engine "Optimus Copy Engine". The name given by Nouveau developers is PCOPY. An overview of Optimus for 3D and video playback applications is shown in Figure 6.8.

Our experiment using the Nouveau driver have shown an idle power consumption of 17.334 W when the discrete GPU is powered up and using the Nouveau driver, while it consumes 9.257 W when the discrete GPU is powered off. Disabling the discrete GPU can thus save a substantial amount of power and multiply by two the battery-life of our test laptop (Dell Latitude E6520). This power increase is however higher than it could be because Nouveau does not do any sort of power or clock gating by default. Further experiments are necessary.

StarPU

The research community proposed a runtime called StarPU [150] to express the parallelism of a compute-related application by specifying codelets and a dependency graph. Codelets have multiple implementations to fit each architecture it is meant to run on. StarPU will then handle the task dependencies and schedule the codelets on the accelerator the most appropriate processor or one that that is currently not executing anything. It also manages memory and data transfers to get the highest performance by selecting the fastest memory possible for the processor running an instance of the codelet while also limiting the memory transfers that increase latency and use memory bandwidth.

The most appropriate processor for a given codelet is selected by learning the execution time of each codelet is learnt at run time and on every processor/accelerator type because data influences a lot the execution time of a complex codelet [START_REF] Augonnet | Automatic calibration of performance models on heterogeneous multicore architectures[END_REF].

Supported targets for the StarPU runtime include GPUs supporting GPGPU via CUDA and/or OpenCL, Multicore CPUs (Intel x86, AMD64 or PowerPC). It also has experimental support for cell processors such as the one found in the Playstation 3 and is planning on support the new Intel platforms Intel SCC and Intel MIC/Xeon Phi. This runtime is cross-platform and can be executed on Linux, Mac OS X and Windows.

Although the StarPU runtime is doing the right thing, it is difficult for the programmer to deal with multiple programming frameworks and compilers. Right now, CUDA or OpenCL code is loaded from an external file and probably compiled at launch time. StarPU wrapped most of the boilerplate code to make it as easy as possible but it still impedes the readability of the program. To enhance this readability, better compiler support is necessary. Some work is currently underway to reduce code cluttering by adding annotations to the code and let a compiler plugin generate the boilerplate code for us [START_REF] Courtès | C language extensions for hybrid CPU/GPU programming with StarPU[END_REF]. This effort has however been made for GCC which has no backend for GPUs, contrarily to LLVM. One solution could be to use Clang as a C/C++ frontend, add annotations to specify codelets and let clang generate the LLVM code then the machine code using existing LLVM backends (x86, x86 64, PPC, ARM, NVIDIA, AMD (GPU)). This would allow specifying all the codelets in the same source code and compile it for every target. Codelets could also be re-implemented to better suit to the specificity of each platform. Thanks to the annotations, the StarPU runtime could still identify the different tasks and execute them like they currently do.

A runtime such as StarPU could be enhanced and tuned to provide performance or power efficiency to compute-intensive tasks depending on what the user is doing or his/her performance need. We hope this runtime will become easier to use with time and will be adopted outside of the High Performance Computing (HPC) community.

Dynamic handovers

Since a smartphone/tablet user's activity is dynamic, being able to migrate the network traffic to the most efficient interface and migrating programs on the most efficient processor or accelerator can yield substantial power improvements compared to a static launch-time configuration, as we saw in ARM's big.LITTLE and the NUMA architectures.

It is however not always possible to migrate computing tasks. For instance, Optimus does not seem to be able to migrate applications between the discrete GPU and the IGP. This is because Intel's and NVIDIA's internal architecture is different. It is thus not really possible to pause an application on one GPU, copy its context on the other GPU, reload the context and continue the execution. Even if it was possible, it would still require copying hundreds of megabytes of textures from one GPU to the other and recompile all the shaders (graphics programs running on the GPU). This would result in a context switch lasting seconds instead of microseconds. This explains why NVIDIA preferred testing applications themselves and create profile for them instead of launching them on the wrong GPU which would either result in poor performance or high power consumption.

StarPU solves the migration problem by segmenting the problem into chunks that take a relatively short time to execute. It then wait for a processor or an accelerator to become available before scheduling another chunk on it. This is suitable to perform scientific computation but not really for games or usual applications that are not computeoriented.

Before MultiPath TCP (MPTCP) [START_REF] Handley | TCP extensions for multipath operation with multiple addresses[END_REF], it was also not possible to seamlessly support data connection handovers without the external network infrastructure supporting it. This means that switching network interfaces would close all the TCP connections. MPTCP is very promising for multihomed devices as it allows seamless handovers of TCP connections if both the client and the server support it. This will enable selecting the most power-efficient network interface for the current usage of the user without needing a proxy. The MPTCP protocol is however not final yet, but it is implemented nonetheless by Apple for Siri in iOS 7 [START_REF] Bonaventure | Apple seems to also believe in multipath TCP[END_REF] or in an experimental tree of Linux.

Power and performance decisions are not easy to make because of the network handover and processor migration costs. It may indeed be more power-efficient to stick to a less instantly-efficient mode that would avoid a ping-pong effect which would be both damaging to the user experience and to the battery life. The decision also needs to take into account the current state of each network interface.

Numerous articles are found in the literature about autonomic network selection. However, they all use an application-and hardware-specific decision making module that needs to be re-implemented when a new radio is being used because accurate models are heavily hardware-, driver-and protocol-dependent. Indeed, our generic power and performance model [105] for NVIDIA GPUs was ten times less precise than a card-specific one [START_REF] Nagasaka | Statistical power modeling of GPU kernels using performance counters[END_REF]. That is also the approach taken by Intel for RAPL [START_REF] Hähnel | Measuring energy consumption for short code paths using RAPL[END_REF]. It is thus very important to separate these models while still being able to compare their decisions. That is why we are proposing a generic flowgraph for run-time and performance management.

Run-time power and performance management generic flowgraph

Decision engines are usually used in the literature for network interface selection in multihomed mobile devices, consolidating workloads in data centres [START_REF] Choi | Power consumption prediction and power-aware packing in consolidated environments[END_REF] or making dynamic power/performance trade-offs in CPUs/GPUs through dynamic voltage-frequency switching [START_REF] Sueur | Dynamic voltage and frequency scaling: the laws of diminishing returns[END_REF].

Most articles on network selection in a multihomed environment usually aim at selecting the interface that will best suit the QoS. Some decision models are based on user-defined rules [START_REF] Ylitalo | Dynamic network interface selection in multihomed mobile hosts[END_REF] or policy-based priority queues [START_REF] Liu | Cooperative transmission and data scheduling mechanism of multiple interfaces in multi-radio access environment[END_REF]. Other articles on the same topic incorporate more metrics in the decision process such as the available bandwidth or the radio signal strength [START_REF] Hu | An autonomic interface selection mechanism for multi-interface host[END_REF] while some also include power considerations [START_REF] Chowdhury | Interface selection for power management in UMTS/WLAN overlaying network[END_REF] [START_REF] Tran | SiPiA: The shortest distance to positive ideal attribute for interface selection[END_REF].

A generic mathematical framework is also proposed [START_REF] Sowmia Devi | Dynamic interface selection in portable multiinterface terminals[END_REF] which takes into account the current signal strength, the cost of using the network access technology, and the client power consumed for the particular access technology. This model does not take into account the different states of the radio or the type of traffic generated by the applications. Simulations were carried out with MATLAB but no evaluation on the impact on CPU and RAM have been carried out.

In [START_REF] Castignani | Multi-objective optimization model for network selection in multihomed devices[END_REF], the authors proposed to use Genetic Algorithms [START_REF] Deb | Optimization For Engineering Design: Algorithms And Examples[END_REF] to find the network interface that will minimise both the average power consumption and the bandwidth dissatisfaction. Applications seem to be required to know their current bandwidth needs while the power consumption of the radio is modelled as being linear with its bandwidth usage which does not take into account that radios cannot be put to sleep straight away after emitting data. Depending on the number of generations, the execution time varies from about 50ms (10 generations) to 10s (2000 generations).

PISA [START_REF] Bleuler | PISA -a platform and programming language independent interface for search algorithms[END_REF] proposed to separate the application-specific part of an optimisation engine from the non-application-specific part and defined interfaces for them to communicate. This modularisation allows re-using the optimisation algorithms and share them with other researchers. PISA is language-independent which makes it potentially suitable for real-time applications, depending on the algorithms used. It is however not a framework and thus lacks debugging helpers.

We are not aware about any previous work taking into account the real-time and low performance-impact requirements for performance and power management. The realtime requirement is important because decisions must be taken at a fast and constant rate to react to changes in the user's activity and its surrounding. The low performance impact requirement matters because the resources taken by the decision engine cannot be used to produce useful work for the end user and increase the power consumption, which decreases the potential power savings made by the decision engine. Decision engines found in the literature are usually written in high-level languages such as MATLAB or linear-optimisation frameworks that are hard to bound in execution time and RAM usage. These languages usually have a high performance impact on the CPU and RAM usage compared to non-managed languages such as C. Genetic algorithms have also been used and have, by nature, no execution time boundaries since they should never converge. The best solution can however be selected at any generation which makes it suitable for real-time requirements. To make the impact on CPU and memory acceptable, a slow decision rate is mandatory which can be acceptable in some scenarios. For instance, spending one second of computation time every 20 minutes would produce an average impact on the CPU of less than 0.1%.

In this chapter, we propose a flowgraph for generic and run-time decision making that follows the modularisation approach proposed by PISA for multi-variable optimisation. This flowgraph has been implemented in a framework written in C which gets the best potential for performance and efficiency. This framework focuses on allowing real-time decisions for power and performance management while remaining generic-enough to not constraint the decision-engine programmer. It also eases the development of a decision engine thanks to its already-existing modules for the different stages and thanks to its advanced debugging capabilities.

Definition of an abstract decision flowgraph

In this section, we propose the definition of an abstract and generic decision flowgraph that is compatible with real-time requirements.

A decision flowgraph is needed when there are more than one independent way to achieve the same goal, yet, they do not impact the power consumption and performance in the same way. For instance, in the case of a multihomed mobile device, we could want to take a decision whether to use the WiFi network interface or the cellular one. Taking a decision requires a performance and power model (HW model) of both interfaces. With these models, it should be possible to find the optimal configuration to balance the needed performance with power consumption at any given time.

The hardware (HW) models are supplied with the user's performance/QoS needs continuously so as it can self-optimise. Instead of feeding models with the immediate QoS constraints to the models, we propose to feed them with a prediction of what will be the evolution of the constraints and their expected variance.

Once a HW model outputs a decision along with its impact on performance and power consumption, they should be compared with each others. In order to do so in an abstract way, we propose that a score on every output metric of every HW model should be generated and then aggregated into one score per HW model. All these information are gathered in the same data structure and sent to the decision-making part that will decide which HW model should be selected.

Our abstract decision flowgraph is composed of 5 stages:

• Metrics: Collecting metrics / performance needs;

• Prediction: Predicting the evolution of the metrics;

• HW models: Proposing the best decisions possible;

• Scoring: Scoring the output of the local decisions;

• Decision: Selecting the best HW model.

Definition of an abstract decision flowgraph

This decision engine flowgraph is considered generic because it does not force using a single model with different parameters, unlike other decision engines in the literature. This decision making model improves interchangeability and real-time-worthiness of a decision engine. An overview of the abstract decision flowgraph is presented in Figure 6.9. Each stage will be discussed in the following subsections. 

Decision flowgraph

A flowgraph represents a decision process. It includes the 5 stages discussed before and holds properties like the decision refresh rate. It can also run along-side other decision flowgraphs to, for example, allow an application to select the most efficient network interface while selecting the right performance level on the CPU.

Metrics

The role of the input metrics is to describe the current state of the system, including the performance requirements. They are not limited in numbers and should be updated periodically at a fast-enough rate to represent the current state and its variability. Poorlychosen metrics will produce poor predictions at the next stage which will result in a poor decision quality. Examples of metrics could be the incoming and outgoing packets in the network stack or the CPU usage.

Prediction

The objective of the prediction stage is to supply the expected evolution of the system's state for a given time span. The needed time span depends on how often a decision is taken and how long it takes for a decision to be applied.

Prediction models may have multiple inputs of different types and generate multiple predictions of different types. For instance, a prediction model could take as an input the network packets received and predict the evolution of the reception throughput of the network interface.

Predictions act as constraints and can be metrics-based (run-time information on the state of the system) or static constraints. Static constraints can be used to express power or performance constraints such as latency that the HW model should take into account during its decision making.

The output of prediction models is composed of three graphs per prediction. The first graph represents the expected evolution of the predicted metric while the other two respectively represent the lowest and highest expected outputs for the metrics. These three graphs allow representing both the average and the expected variance at any point of the time span of the prediction.

Using graphs over mathematical formulas allows for a much more precise and realtime-friendly intermediate representation for predicted metrics. First of all, interpreting mathematical formulas at run time can be very CPU-intensive and linear optimisation has execution time that is hard to bound. Moreover, graphs are much easier to generate, read and score for a computer. They also represent the real expected evolution and, to some degree, the density of probability at any point of the prediction. Some prediction models are proposed in the next section.

HW Models

HW models of a flowgraph should all describe an independent way to carry out the task that is needed by the user. They are user-provided, take the predicted metrics as an input and output the expected impact on the predicted metrics/constraints. Every output metrics of the models should be in the predicted metrics/constraints otherwise it is impossible to score it.

HW models have to be independent so that selecting one does not change how others calculate as this would require HW models to be aware of each others and this would break the modularity of the flowgraph.

In the case of network interface selection, there should be one HW model per network interface. All HW models would take the predicted network throughput along with the RF occupancy and latency constraints. HW models should then try to produce an optimal solution by selecting the right performance mode at the right time to have the lowest power consumption possible while still meeting the throughput requirement along with the latency and RF occupancy constraints. The HW models would then output graphs telling the evolution of the expected power consumption, RF occupancy and network latency in order to be scored.

The reason why there should be one HW model per interface and not per technology is because one network interface may support different technologies, such as the WiFi adapter also supporting Bluetooth, and they would not be independent.

Scoring

The scoring stage is meant to score the different HW models, before sending the result to the decision engine. The HW model's score is bound in [0, 1] and is calculated based on the score of sub-metrics. Every sub-metric is assigned a weight that defines the importance of each metric (W (0) and W (1) in Figure 6.9). These weights need to be defined by the application. Scoring blocks can be user-or framework-provided.

Decision

The final stage of the decision process is selecting the most appropriate HW model and switching to it. The decision stage receives the scores of every HW model and metric, the HW models' output and the predictions. It is then responsible for evaluating the transition costs on performance and power consumption so as to avoid ping-pong effects that would be damaging to both the battery life and the QoS.

Implementing the decision flowgraph in a framework

In Section 6.3, we proposed a flowgraph for a generic run-time decision engine. We have implemented this flowgraph into a framework in order to test it and make writing decision engines easier. We named this framework "Real-Time Generic Decision Engine" (RTGDE). Its implementation is available publicly [START_REF] Peres | mupuf/RTGDE[END_REF]. This framework should not impede the implementation of a real-time decision process due to the framework's pipeline nature and the fact it barely does any processing at all except passing information from stage to stage. It should thus be possible to create a soft real-time decision engine as long as the predictions, HW models, scoring and decision algorithms used can have their execution time bound.

In this section, we detail the most important design constraints we had at the different stages of the decision pipeline.

Metrics

Run-time metrics collection and decision suggests multiple threads must be used to separate both processes. A cross-threads synchronisation is thus needed to allow the producer (metric collection) thread to send information (metrics values) to the consumer (prediction) thread. The use of a ring buffer, along with the usage of a mutex per metric, solves this communication problem. It is shown on Figure 6.10.

Predictions

Predictions take the metrics attached to them and output three graphs which are respectively the average, lowest and highest prediction over time. Graphs are used instead of formulas to ease development and make it easier to reach real-time guarantees.

The RTGDE framework aims at shipping multiple generic prediction engines. Currently, we have implemented the following ones: • Simple: Equivalent to no prediction at all, it just outputs the latest value of the metrics;

• Average: Computes the average and the variance of the metric, outputs the average, the lowest and the highest predictions based on a confidence level and the variance if the metrics follows a Gaussian;

• FSM: Considers the metric follows a Finite State Machine (FSM) with associated properties such as power consumption or throughput. The FSM prediction learns the density of probability to transit from one state of the FSM to an other and uses this knowledge to output the expected evolution of the metric. This prediction technique works for periodic signals but requires a very high sample rate at the metrics.

To evaluate the need for an FSM prediction, we looked at GPU usage in different scenarios. We proposed two states, the GPU would either be active or idle. To get the GPU's state, we continuously polled at 3.8 MHz (as fast the PCIe port would let us poll) on NVIDIA's status register for the main engine (PGRAPH.STATUS, address 0x400700, bit 0). In the first scenario, shown in Figure 6.11, we ran a very simple and predicable 3D application called glxgears. We can see several spikes in the density of the switching probability from one state to another. This denotes a high regularity in the switching period and means the FSM prediction method is appropriate for such an input metric and application. In a second scenario, shown in Figure 6.12, we analysed the state transitions when watching a youtube video in 360p. The ACTIVE → IDLE transition's density of probability have more diracs indicating a predicable rendering time. However, contrarily to Figure 6.11, the IDLE → ACTIVE transition's density of probability is more diffused but shows 6 different bumps. This may suggest that either there are several periodical events triggering GPU usage with their update frequency not being harmonics and in phase, or there is a periodical event (rendering frames at 25 FPS) along with one or multiple a-periodical events. Finally, we repeated the experiment in a web browsing scenario, shown in Figure 6.13. Unsurprisingly, given the aperiodical nature of the GPU load when web browsing, the IDLE → ACTIVE transition's density of probability is very spread. The GPU's processing time was also more spread than in previous figures.

As can be seen from the previous figures, the FSM prediction only works when monitoring a single process that can be modelled by a finite state machine, like in Figure 6.11. When multiple processes are running concurrently, the process with the shortest period creates aliasing. If the signals are not in phase, they create what seems like white noise in the transition's density of probability which makes any prediction useless. The implementation of this prediction technique is however not finished but the results are encouraging-enough to make it worth finishing up the implementation.

Since every application has different needs, it may not be accurate to use generic prediction models. It is thus important to allow for user-along with framework-supplied prediction models. We decided to make it as easy as possible to do so. This means the internal interface should be exposed to the application in order to interface with it.

Constraints are considered as static predictions and define how to score the HW model's output metrics that are linked to it. For instance, the power consumption constraint of a model can be set so as the maximum score is achieved when the power consumption is 0 mW, the minimum score when drawing 3 W and the average score when consuming 1 W. Score is attributed linearly between these points.

Applications may require the prediction to be dumped along with the metrics data that was used to generate it. Predictions are then dumped as a Comma-Separated Values (CSV) file and a user-defined callback is called to allow the application to process this data. Figure 6.14 was generated using gnuplot [START_REF] Racine | gnuplot 4.0: a portable interactive plotting utility[END_REF], called from the user-defined callback of the pcap example located at '/tests/pcap/' in [START_REF] Peres | mupuf/RTGDE[END_REF]. In this Figure, each point of "Packets" represents a received packet (size and time of arrival). The packetSize prediction low/average/high represent the output of the prediction stage concerning the packet size. In this example, it is not expected to change during the prediction period so the lines are flat.

Flowgraph

Prediction and HW models are attached to a flowgraph. Whenever the flowgraph is run, all the predictions algorithms generate the inputs for the HW models which are then called serially with a copy of the input metrics. They could however be run in parallel on multi-core processors to lower the execution time of the flowgraph.

Scoring

There is currently only one scoring algorithm implemented in the framework. The equation used to compute the HW model's score is given in Equ. 6.1 where S m (i) is the calculated score of the metric i while W (i) is the weight given to the metric i and n is the number of metrics to be scored.

Score = n i=0 S m (i) * W (i) n i=0 W (i) (6.1)
The function S m (i) is calculated by integrating the probability that the proposed result on the metric i is lower (or higher, depending on the metric) than its prediction at time t (p i (t)), over time 0 to the prediction time-span (T ). Like for predictions, an application may require the scoring output to be dumped to a CSV file before calling a user-defined callback. Figure 6.15 is an example of the output of the default scoring method on the power consumption metric. This figure is akin to Figure 6.14, except it is a power consumption constraint instead of a packet size prediction. We can also find an additional line (red) which represents the expected power consumption of the "radio-gsm" HW model. Finally, the decision impact, shown in light yellow, represents the difference between the ideal power consumption (power prediction low) and the expected power consumption.

S m (i) =

Decision

We provide as much information as possible to the decision algorithm. This includes predictions and HW models outputs along with their scores.

Once a decision is taken, a user-defined callback is called with the result of the decision and all the information that was used to take it. As this call is currently made from the flowgraph thread, the application should not block.

Evaluation

In this section, we evaluate the genericity of the flowgraph and our framework by implementing two common use-cases for decision engines in green networking. We then evaluate the performance of the framework.

Network selection WiFi / GSM

As most of the decision engines in the literature are used for selecting network interfaces based on QoS and/or power efficiency, we decided to evaluate the framework by implementing a simple WiFi / GSM network interface selection.

The throughput requirement and expected packet count are predicted in real-time by sniffing the network traffic in the network stack, using libpcap [START_REF]Tcpdump/libpcap public repository[END_REF] (the library used by tcpdump and Wireshark). In this experiment, the network activity was generated by browsing the web. The following constraints are set (Highest/Median/Lowest score):

• Power consumption: (0, 500, 3000 mW);

• RF spectrum occupancy: (0, 50, 100%);

• Latency: (0, 5, 10 µs).

For every decision, 2 predictions (Packet Size and Packet count) and 3 constraints (Power consumption, Radio Frequency (RF) occupancy and network latency) are generated. Both HW models then generate 3 outputs each for every decision. Given an update rate of 1 Hz, we get 11 CSV file every second. It is thus not practical to include all of them in this thesis. Examples of outputs would be Figure 6.14 (output of the prediction for the "packetSize" metric) or Figure 6.15 (output of the scoring block for the "power consumption" constraint).

The WiFi and GSM radios are using the same HW model but with different parameters. The parameters are the name of the radio, its bitrate, the energy cost and delay to switch from reception (RX) to transmission (TX) and TX to RX and then, the power consumption when receiving and when transmitting. Those parameters are very simple and are not accurate as they do not take into account GSM and WiFi link quality. They are however sufficient to prove the genericity of the decision flowgraph and the framework as we are only demonstrating how the framework can be used and not evaluating the decisions taken by the engine.

The scoring technique is the one proposed earlier with the metric "Power consumption" (Figure 6.16) given a weight of 20, "Emission latency" (Figure 6.17) given a weight of 5 and "RF occupancy" (Figure 6.18) given a weight of 3. These weights should be defined according to the user's strategy and motivations. It is out of the scope of this thesis. • The average score of the GSM model in the last 30 seconds is higher than the WiFi model's score;

• The emission-latency average score of the GSM model in the last 30 seconds is higher than 0.9. This means the GSM's throughput is sufficient for the current load;

• The latest network interface switch happened more than 10 seconds ago.

As stated before, this will not yield a good decision but it is sufficient to prove the flexibility of the approach. The decision policy should be set according to the user's strategy. The final score of both HW models along with the decision result is shown in Figure 6.19. We propose to use two HW models, one for the BIG set of cores and one for the LITTLE set of cores. BIG and LITTLE cores are handled using a single HW model with different parameters (name and performance levels). Performance levels are selected by both HW models while the set of cores to be used is selected by the decision process. In Figure 6.21, we can see the selected performance levels for the LITTLE model across the experiment with 0 being the slowest performance level, 1 the median one and 2 the fastest one. Figures 6.22 and 6.23 respectively represent the evolution of the score for the performance impact / CPU usage and the power consumption score. The power consumption score comes from a static constraint set to 5/125/1000 mW (low, median, high).

The power consumption constraint is given a scoring weight of 10 while the performance impact score is given a weight of 13. The weights need to be adjusted according to the user's strategy.

The decision policy is entirely based on the score of the two HW models. If the current model is LITTLE and if the score of the BIG model is 20% higher than LITTLE's score then the BIG model is selected. On the other hand, if the current model is BIG and the LITTLE's score has been 10% over the BIG's 5 times without the LITTLE's score dropping lower than 20% of the BIG's score, then the LITTLE model is selected. A decision is taken twice per second which is slow enough for performance-and power-cost of the migration to be negligible. Figure 6.24 presents the evolution of the score of the two HW models along with the proposed decision.

Performance evaluation

The previous experiment, without CSV outputs and graphs generation, used approximately 296 kB of RAM on our system (Arch Linux x86 64) with a further 796 kB of libraries shared with other programs (libc, libglib, ld, libm, libpthread, libpcre, libXau). The actual memory footprint of RTGDE library is however just 36 kB and the volume of data created by the framework for this experiment is lower than 56 kB. Most of the remaining memory footprint of this experiment comes from the libgtop that was used to collect the CPU usage metrics, the libc and the stack allocation for the two threads of the process. We also experimented with the CPU usage impact of the RTGDE framework in this evaluation and found that we had to increase the decision rate from 2 to 100 Hz to produce a visible impact on CPU performance of 2% on one core of our i7 860. One iteration of the decision process takes 43.95 µs in average with a standard deviation of 13.19 µs.

We decided to compare the memory usage and real-time worthiness of our proposition compared to MATLAB as it has often been used by researchers to implement decision engines [START_REF] Sowmia Devi | Dynamic interface selection in portable multiinterface terminals[END_REF] [START_REF] Tran | SiPiA: The shortest distance to positive ideal attribute for interface selection[END_REF]. We compared our proposition on Linux using GNU Octave which is an open source alternative compatible with MATLAB. To compare our proposition and an implementation made in Octave, we wrote the minimum application possible that executes code one thousand times per second in our proposition and in Octave, respectively found in [START_REF] Peres | mupuf/RTGDE[END_REF] under the name "test minimal.c" and "matlab min.m".

To test the real-time worthiness of the two solutions, we compared the delay between the moment when the application requested to resume execution, called scheduling jitter, and the standard deviation of this jitter over 30 seconds when our testing Linux system was idle. The results highly depend on the CPU scheduler but also reflect any additional overhead the language is putting on real-time constraints. They are visible in Figure 6. [START_REF] Bianzino | A survey of green networking research[END_REF] where we can see that Octave's jitter is almost 50% higher than the one found in the C language used to implement our framework. Octave's standard deviation in the scheduling delay is more than 60% higher than C's. Jitter in the scheduling of decision process on Linux. Data collected during 30 seconds when the system was idle.

Conclusion and future work

In the second test, we measure the memory usage of both solutions and split it in two categories. The "shared" memory usage comes from the different libraries used by both solutions, named this way because they can be shared in memory with other processes. On the contrary, the "private" memory usage is memory which is exclusively used by the program. The results of this test can be found in Figure 6.26 where we can see that Octave's private memory usage is 25.3MB along with 7.4MB worth of libraries that could be shared with other processes. On the other hand, our proposition has a private memory footprint more than 150 times lower (168kB) than Octave's while its shared memory footprint is more than 15 times lower (1.4MB). A comparative performance evaluation of MATLAB and C++ was carried out for plot generation and it was found that C++ was faster and more versatile [168]. C being a sub-set of C++, it should share the same characteristics.

Through this evaluation, we demonstrated that it is possible to implement a complex performance level selection at run-time on an heterogeneous CPU architecture by using our proposed flowgraph and framework. We also demonstrated that the framework's CPU and memory footprint can be negligible, even for mobile devices, contrarily to solutions found in the state of the art which are mostly based on MATLAB.

Conclusion and future work

In this chapter, we motivated the need for an OS-driven power and performance management system, even when using autonomic components, as defined in Chapter 5. The role of this OS-driven power management system is to model the power and performance of the processors, accelerators and network interfaces found in the computer in order to fulfil the user's task as efficiently as possible while still meeting the wanted performance. Energy savings of up to 80% can be achieved by selecting the right processor type in a big.LITTLE scenario or by selecting the right network interface in a typical smartphone with a WiFi, GSM and 3G interface.

The most accurate power and performance models for network interfaces and processors are very dependant on the hardware they model. In order to compare them, their inputs and outputs need to be standardised, as proposed by PISA [START_REF] Bleuler | PISA -a platform and programming language independent interface for search algorithms[END_REF]. However, PISA has not been designed for run-time decision making. It can be used to implement efficient power and performance models but it lacks different stages that allow for decision making in real-time such as collecting metrics in different threads.

In this chapter, we proposed a generic flowgraph for run-time decision making that allows code re-usability by specifying different stages and their interfaces. It also allows creating decision engines using many different power and performance models as long as they share the same output interface. We then implemented this generic flowgraph into a framework and evaluated it by successfully implementing run-time algorithms for network interface and CPU type selection in a big.LITTLE environment.

On Linux, the RTGDE framework we proposed requires less than 58kB of storage memory, uses less than 100 kB of RAM for typical flowgraphs and has virtually no impact on CPU performance when not generating gnuplot graphs in real time. This is to be compared with other solutions used in the state of the art such as MATLAB that can use up to 150 times as much RAM as our proposition. The low CPU and memory requirement makes this decision flowgraph and framework very suitable for mobile devices. The implementation of this framework has been achieved in about 4000 lines of C code with only one mandatory dependency to pthread and is available publicly [START_REF] Peres | mupuf/RTGDE[END_REF] under the Open Source MIT license.

Such a framework could be used to write an efficient power management daemon that would tell the Operating System's kernel which network interface and which set of core should be used at any time. Power and performance models could be added to the daemon by hardware manufacturers and power efficiency hobbyists thanks to its open nature. The daemon could then probe which hardware is available, load the right modules, collect the right metrics and select the most efficient way of performing the user's task. This flowgraph is meant for system-level power and performance management such as migrating all applications to the same cores or selecting the most appropriate network interface for the whole system. This flowgraph is not suitable for scheduling multiple tasks onto multiple resources. Such scheduling is currently left to the Operating System and will be investigated in future work.

Other future work include adding more generic prediction algorithms, evaluating the flowgraph on more scenarios and writing tools to help generating the code for setting up the prediction engine. Thanks to the modular nature of the framework, a website could also be written to allow researchers to share their prediction algorithms or HW models for radios, CPUs or GPUs to allow direct comparisons between models or scoring systems in research or to limit the amount of code that needs to be written to set-up a prediction engine. Currently, researchers have to implement HW models for every hardware used in their decision-making. Predictions could also be scored by RTGDE and be used to automatically select the most-accurate prediction system. The score could also help debugging poor prediction issues.

Chapter 7

Proposing a green network for disaster relief In this chapter, we discuss how we can combine the different contributions we described in this thesis to create an energy-efficient heterogeneous wireless network to help a rescue team to organise itself in a disaster relief scenario to save civilians.

Defining the scenario

In a disaster scenario such as the one that happened in New Orleans after the hurricane Katrina (2005), most of the infrastructure is not usable anymore. The roads are blocked and the electricity, water and telecommunication infrastructure are gone.

Upon arrival to the disaster site, the rescue team first requires an aerial view of the the area to identify roads that need to be cleared to facilitate the access to buildings with potential survivors who need to be rescued. The aerial view also needs to be matched to preexisting maps and should be made available to most members of the rescue team. These maps are meant to be annotated by the rescuers and updated in real time. Example of annotations could be the level at which a building has been inspected, the number of survivors trapped or the potential hazards found in different areas (explosives, chemical leaks, others).

The rescuers' terminal used to access shared data should be a tablet because of its big screen that allows discussing with multiple people and because of its versatility. It should also allow rescuers to text, voice or video chat with each others. It should also be available at all time for a minimum of 12 hours and be easily replaceable without loss of data when the battery is drained or if it gets broken.

Victims trapped on their rooftops or in the ruins of buildings should be able to contact the rescue service as fast as possible in order for it to prioritise the rescue missions based on their severity and their number of victims. Victims may also need first-aid training over the phone along with medical equipment until a rescue team arrives. Finally, some victims may like to record a testament and farewell messages for their friends and family if they feel like they are not going to make it out alive.

Defining wireless nodes : network and system architecture

In a disaster scenario, preexisting communication infrastructure may not be available anymore, either because victims would jam all the communication services by trying to communicate to their friends and families or because the disaster cut down power and/or the optic fibres.

In such a situation, rescue missions should be allowed to re-use the licensed spectrum of non-vital services in order to provide the most reliable communication possible by decentralising them and selecting the least crowded frequency bands. This would provide the communication resilience needed by the rescue service to operate safely and efficiently. The list of usable bands in such a scenario should be selected by the state's telecommunication regulation organism and made available to the rescue service.

To further increase the reliability of the network, rescuers' tablets should be able to communicate with each others in a peer-to-peer fashion to form a meshed ad-hoc network. To extend the range of the transmissions, vehicles could have a high-power radio with a multi-kilometres range. Likewise, when some rescuers are cut from the network or are going to be, a relay drone could be flown to make sure the network stays connected while waiting for a terrestrial relay to be deployed. Software-defined radios could allow the rescue teams to communicate with each others without needing to pre-allocate spectrum that may or may not be available everywhere in the disaster zone. Indeed, the contributions from Chapter 4 allow the different network nodes to find each others and to react to spectrum perturbations to keep communications going and exporting several services on different spectrum bands.

To minimise latency, long-distance relay nodes should agree on using the same central frequency for communicating. This allows transceivers with different bandwidth capabilities to communicate at the maximum rate possible as they can use the entire bandwidth of the slowest radio. As frequency bands closer to the central frequency can be used by more devices, when a packet needs to be sent, a frequency band as far away as the central frequency should be allocated. The actual distance will depend on the current spectrum usage and the receiver/transmitter capabilities which are known thanks to the beaconing system. Relay nodes should also select the next central frequency that should be used in case the frequency band gets perturbed too much by radios external to the network. In case of a total jamming of the frequency band, relays can re-initiate a search for surrounding relays before agreeing a new central frequency again. Here is an example of beacon for a relay node:

<beacon_frame>{ node_id=xxx, tx_pwr=30dBm, [ { {band_relays}, len=1.0, period_offset=0.0 }, ], period=1000ms, cur_period_offset=0.3 }
Tablets should periodically be available on the relay's central frequency to allow long distance communications. This frequency band could also be used by two tablets to allocate a frequency band on demand when they need to exchange a lot of data. The rest of the time, the tablets' radio should be off to save power. Synchronisation between nodes is made possible thanks to the beaconing system introduced in Chapter 4.

Depending on the number of relays between the emitter and the receiver, the bandwidth and latency of the transmission will vary. A route thus needs to be selected according to the needed QoS. Such a network could thus accommodate the rescuers' need for constant connectivity, text/voice/video communication and live update of the maps and annotations on it.

The central command should be able to locate rescuers to dispatch the closest rescuers when an emergency such as a cardiac arrest of a victim arises. This means the rescuers' tablets should make their position known periodically. This traffic can be used by the network layer to gain some insight about the network topology without being proactive.

A geographic routing protocol such as GRP should then be used to find the shortest path from one node to the other. The localisation of the nodes can be acquired in a crosslayer fashion by a relay by analysing the packets containing the current GPS location of a node. This is possible because the relays should know their position and mobile users know the position of the central command. The GPS position packet of a node will thus always find its way to the central command and will force the relay nodes along the way to update their routing tables. A relay that did not receive a GPS position packet from a node for a long time should thus redirect packets to a relay closer to the central command.

To further improve the relays' routing decisions, we propose that they should be aware about which relays they can contact to access every node in the network along with their respective theoretical maximum bandwidth and maximum latency. To keep the relay topology up to date, the relays could rely on the periodic beaconing system to detect when a new relay has become active or when a neighbouring relay has suddenly become inactive. When a relay detects a new node or detects that one of its neighbour has disappeared, it should broadcast this information to all the relay nodes for them to update their routing table. When arriving on a disaster site, rescuers should first map the surrounding area to evaluate the extent of the damages and to avoid putting the the rescuers' life in danger. The fastest and simplest way of doing so is by launching a wireless aerial drone, like the one seen in Figure 7.1, that will autonomously map the area. This new map could be added as a layer to maps prior to the disaster for comparison and to re-use street names when possible instead of coming up with new names for every street. Photos could be downloaded in real time from the drone to reconstruct a 3D model of the area [169]. Drones may keep on patrolling to look for survivors and fire outbreaks.

Node type 1 : Aerial drones

The drone may also carry a GSM base station to allow victims to contact the rescuers using their cellphones like they would in a more typical emergency. Drones could also broadcast text messages to all cellphones in their vicinity to inform them of the current situation and give them instructions. More importantly, active cellphones trying to authenticate onto this mobile GSM base station could allow mapping and tracking the position of the civilians. This could also speed up the discovery of unconscious victims, the recovery of deceased people and their identification. The OpenBTS project [170] is already able to provide a software-radio-based GSM base station that could achieve this goal with the help of wireless telecommunication providers to allow their users to automatically connect onto those.

Long-term stationary drones such as balloons or circling planes could also be used as a relay in the mesh ad-hoc network in order to increase the reliability and bandwidth [START_REF] Google | Loon for all -project loon -google[END_REF] for long-distance calls in the disaster area. Google has been working since 2013 on using balloons flying at 20km of altitude (twice as high as commercial jet flights) to bring Internet everywhere around the globe. This project, named project Loon [START_REF] Google | Loon for all -project loon -google[END_REF] and shown in Figure 7.2, is being tested successfully in New Zealand.

Drones could also be used for urgent package delivery such as medical supplies. A rescuer could ask for the delivery through his/her tablet, a drone would then fly to a supply tent to be fitted with the package. The drone would then fly to the rescuer who issued the request by first going towards the GPS location from which the request was made. When the drone would become in range of the rescuer, the drone will request a landing/dropping zone on the rescuer's tablet. This is possible because the drone and the rescuer's tablet could find each others and because they share a map that allows the user to point where the drone should deliver the package. Because the drone knows its position and the current topology, it could also deliver the package at the safest position close to the rescuer if this one is too busy to answer the drone's request. An example of such a drone is presented in Figure 7.3. [START_REF] Amazon | Amazon prime air[END_REF] This urgent delivery service could also be directed to civilians that can not yet be reached for the rescuers. The drone could identify the cellphone that requested the delivery and drop the package close to its current location.

Thanks to out node discovery mechanism, drones could avoid collisions between themselves by broadcasting their flight direction and current GPS position like commercial air planes do. Rescuer vehicles such as helicopters should also be fitted with such a system to make sure no drones would cross its path. This discovery mechanism running on software radios also provides a cognitive behaviour to relays by allowing them to dynamically select white spaces for their communications. The second node type is the rescuer's mobile terminal we referred to as "tablet" earlier.

Node type 2 : A fully autonomic wireless tablet

It is used by rescuers to view up-to-date maps, access map annotations (safety, work to be done, potential victims and their needs, etc...), and communicate with other rescuers and victims by text, voice or video. It is also used to communicate with wireless sensors of all sorts and should finally be able to take pictures and videos for press and archive purposes. The tablet would resemble the one shown in Figure 7.4.

The tablets should also be able to communicate with other tablets either directly if they are close-enough, or by using relays. In the absence of a relay, other tablets may relay data to and from the nearest one terrestrial or aerial relay.

Since tablets are not personal, may run out of battery or get damaged, data such as video or audio recordings, should be duplicated on multiple devices until it reaches a cloud service which can guarantee its availability. This should however be avoided as much as possible to reduce the battery drain on other tablets. Software radios are the perfect candidate to fulfil all these network requirements. Indeed, just like for the relays, we need tablets to be able to identify collaborating nodes in their surroundings. They also need to be able to evade crowded or perturbed frequency bands while also being able to change all their PHY and MAC parameters to match their receiver' and QoS's requirement. This is critical to be able to communicate with wireless nodes using hardware radios. Finally, the beacons we proposed in Chapter 4 allow radios to be put in a sleep mode most of the time when not in use.

In the following example beacon, the radio is not really used by the rescuer which means it can save power by powering itself down. The radio has a cycle of 1 second where 50 ms (5%) are used to communicate with the wireless sensor network that will be defined in the node type 3, 100 ms (10%) are used to be available to the relay network in case an incoming connection happens and then it can sleep for 850 ms: In this other example beacon, the radio is used at its maximum capacity to communicate through a relay. The radio is thus available to the relay for 95% of the cycle. The third and final node type is a low-power wireless sensor node. It's role is to enhance the safety of rescuers by monitoring the air and look for potential looters who may enter dangerous areas and gravely hurt themselves. This node type can enhance the safety of rescuers by monitoring the air in search of dangerous gazes, may they be explosive or toxic. Indeed, in a flooding scenario involving tidal waves such as when a tsunami happens or when a levee breaks, gas bottles from a clearly advertised site may be transported over multiple kilometres to seemingly non dangerous areas. These bottles may then start leaking and releasing potentially-toxic gas in the atmosphere. At the right concentration, the gas may even detonate and potentially kill some rescuers or innocent by-standers.

One air-monitoring node should be placed onto each rescuer for his/her immediate protection. These nodes would communicate with the rescuers' tablet. However, to lower their power consumption, they would only start transmitting on a pre-established frequency when there is a problem to find the rescuer's tablet. Other transmitters are unlikely to be able to jam the transmission because of the proximity between the node and its receiver. Tablets should thus be available on this band periodically. Finally, the node could also beep more or less loudly to inform immediately the rescuer about the danger level. The number of beeps could also indicate the type of danger.

If a node does not detect any above-normal concentration of any gas, the radio should be put to sleep constantly. When it does, it should enable its radio in receive mode to check if surrounding sensors are not sending alerts. If this is the case, the node should emit a special beeping pattern to let the rescuer know that a potential danger is here. The node should however not send any packet until the concentration reaches a dangerous level so as this pre-danger warning does not spread too far away from the leak's source. This solution creates a very simple correlation mechanism between mobile sensor nodes without consuming power at all when such correlation is unnecessary.

Looting is a frequent problem in a disaster site and it is difficult for law enforcement to prevent looters from entering the disaster area. Keeping them out of danger zones should become a priority a few days after the disaster. Secondly, detecting looters in residential areas could help law enforcement to prevent theft. A wireless sensor network composed of multiple wireless nodes and heterogeneous sensor types such as infrared barriers (SPIRIT) and seismic sensors (both seen in Figure 7.5) could detect looters and identify their type.

Deploying the network should be extremely easy. Nodes should thus be made as small as possible and no configuration should be required aside from assigning them an area and then adding them in the Command and Control application at their GPS coordinate and orientation. This can easily be done by the rescuer installing the wireless sensor by using his/her tablet during the deployment.

Because this node type has a very predicable network behaviour, there is no need for advanced cognitive behaviour that would require any special hardware. Since the network should be silent most of the time, nodes willing to communicate can emit a long preamble. If other nodes check for the presence of a preamble with a period slightly lower than the preamble time, they will always be able to detect transmissions and receive them. If no preamble is present, the radio can be put back to sleep immediately to save power. This saving however comes at the cost of latency and throughput.

Radio frequency : Continuously selecting the best RF bands

Our contributions introduced in Chapter 3 allow for an easy deployment, reduce the number of messages exchanged to increase the battery life while our correlation mechanism would reduce false positives and negatives and would also autonomously be able to detect faulty sensors and isolate them. Our introspection mechanism coupled to our GUI called Diase also allows network administrators to check that the network is operating properly. Finally, an automatic response such as sounding an alarm, playing an automated message and/or taking pictures of the intruders is also possible with our contributions to scare the looters off.

Tablets may detect this network thanks to the nodes heartbeats needed by the correlation node to make sure all sensors are still available. A tablet could then join the network by following the same procedure the sensor nodes used to add themselves to this wireless sensor network.

Radio frequency : Continuously selecting the best RF bands

In Figure 7.6, we introduce a waterfall view of the RF spectrum as seen by a relay in the proposed network. In blue, we can see the beacons of 4 different nodes, 3 of which have a 25 MHz bandwidth while the last one has a 15 MHz bandwidth. All the nodes send 3 beacons at a time every 10 ms. In red, green and purple, we can see the MAC-layer controlled frames we proposed to allocate spectrum. These frames can be followed by an orange frame containing the actual data frame. A relay may not receive the RTR frame if it is far away from the receiver. Likewise, it may only receive the RTR frame if it is too far away from the emitter. Some non-collaborating nodes that could potentially be primary users may also use the spectrum to send frames. These frames are shown in dark grey.

When the frequency band used by the relay nodes becomes too congested by noncollaborating nodes, nodes should start to dedicate some time to sensing the other bands allocated to non-vital services to extract usage statistics on the bands' type of usage (periodicity, length and width of the transmissions).

The selection process of the RF band to be used for communication can be done using our contribution from Chapter 6. The bands' statistics are first fed to a prediction stage to detect periodic behaviours. Likewise, statistics of the average bandwidth necessary are collected. Models are fed with the bands' usage statistics along with the average bandwidth and the maximum latency allowed to guarantee a good end-to-end QoS. The band model will then check if the band it is associated to can support both the wanted bandwidth and latency. The scoring system will compute each band's score based on their width in MHz, expected average bandwidth and latency, and the variance of those three parameters. The decision stage is responsible for deciding whether changing the current band would make sense or not.

A node can not decide to change band unilaterally, this decision should be made by all the relay nodes. When a node decides a change of band should be made, it should send an alert containing the expected performance/usage ratio for both the bandwidth and the latency metrics for both the current band and the list of candidate bands. This alert should be received by the surrounding nodes that should try to find an alternative route if they often use this node for communicating with other nodes.

The alert should also be received by a network-wide correlation node that will decide to change bands when a criticality level gets higher than a given threshold. This threshold is calculated based on the wanted end-to-end QoS. The contribution of a node to the current criticality level should depend on how many routes are affected by this poor performance and how many routes can not reach the expected QoS. When the criticality level is reached, the correlation node uses the information found in the alerts that contributed to reaching the threshold and try to find the most appropriate band for all the nodes that emitted an alert. The correlation node should then propose this new band to every relay node in the network. The solution we proposed to detect the need for a different frequency band for the relay is very similar to the contribution found in Chapter 3.

Upon receiving such a message, relay nodes will need to update their beacon to reserve some time for sensing the proposed band and collecting statistics. This allows the network to stay available during the transition. After a timeout specified by the correlation node that depends on the urgency of the switch, relay nodes should send their statistics to the correlation node that will take its decision to either use this band or try the next best one.

When the correlation node decides which band should be used by the relay nodes, it should send a message to all the relay nodes telling them they should switch their band in a certain amount of time. This delay should be high-enough to make all the nodes receive the message before it expires. Nodes should follow the procedure proposed in Chapter 4 to announce a band switch by changing its beacon.

If a node did not receive the message in time and did not receive a beacon announcing the change, it will still be able to find the other node in the band that was last proposed by the correlation node. If it still can not find the other nodes, it should spend its time on sensing to find them again. Based on our simulations in Chapter 4, it should be able to find them in a matter of seconds in the worst case scenario.

In the event a single band can not be used across the network, the network should be split in two or more sub-networks. Each sub-network should use a single band and have the equivalent of edge routers that can spend half their time on a band and half the time on the other in order to keep the network connected. The performance impact of such a split will depend on the number the volume of data that needs to be exchanged between the two sub-networks and the latency needed. The minimum performance impact can however be computed by the correlation before the split happens when the correlation node computes the beacon of the edge routers.

Finally, the node which is in average the closest to every other node of the sub-network should be elected as the correlation node.

Hardware requirements : Performance and availability

Rescuers should focus on saving lives, not on making sure their tools have enough power left to complete their tasks. They should be able to know that no matter what they do with their tablet, they will still be able to go through the day with it. It is thus necessary to modulate performance and power consumption to allow rescuers to trust their device will be available for the rated time of 12 hours.

A battery capable of supplying the tablet for 12 hours when it is using all of its peripherals, CPU, and network resources constantly is not realistic because it would require it to be much heavier than what would be needed in most situations. A suitable battery large-enough to accommodate most of the rescuers' needs while being lightenough should thus be selected. The average power consumption (P avg ) should then be made lower than the capacity (in Joules) of the chosen battery (C bat ) divided by the wanted battery life (T bat lif e , in seconds), as can be seen in Equ. 7.1.

P avg ≤ C bat T bat lif e (7.1)
Likewise, a relay should guarantee a certain availability and predictability in its failure time to allow rescuers to change its batteries or fly a drone to its location before it becomes unavailable.

Other reasons for which we need to be able to cap the power consumption of the tablet is to make sure the tablet stays in its Thermal Design Power (TDP) and that it does not consume more power than the battery is rated to be able to output safely. The TDP of the table may actually be quite low due to its rugged nature that adds layers of elastic materials that do not conduct heat as well as traditional solid casings.

A Graphical User Interface (GUI) could be provided with the tablet to let rescuers or technicians diagnose poor-performance issues involving applications draining the power, although no rescuer should ever be forced to know about it in order to use his device. This GUI would display the power/energy usage of the different services along with the repartition of its energy consumption on the CPU, GPU, modem, screen display and sound card. A simpler version of this GUI has been developed by Intel under the name powertop [START_REF] Intel | [END_REF].

In this section, we evaluate how the network interface and the processors can react to a power draw too high and vary their performance to cap it.

Network

Not every node type requires network performance management in order to meet their availability goal. For instance, the power cost of keeping the drone in the air being far greater than the power consumption of the wireless radio. We can thus consider leaving the radio always on for a maximum availability and to lower the forwarding delay while not impacting considerably the flight time of the drone.

Likewise, terrestrial human transport vehicles, used for relaying, should not worry about their network power consumption as their batteries are usually very large and can be recharged on demand by starting the combustion engine of the vehicle. This is however not the case for terrestrial relays since all their energy consumption comes from transmitting and receiving data. These relays need to be deployed on the highest ground possible to extend their coverage. To ease their transport and their deployment, they must be relatively small and light which limits the size of the battery they can have. To lower the needed battery capacity, these relays could be fitted with solar panels to recharge the battery during the day. When a relay consumes power at a rate that will not allow it to fulfil its availability contract, it should take measures to lower its power consumption. It can start by asking surrounding nodes to find alternative routes. If the power consumption is still too high, the relay should alert the command and control that it will start throttling transmissions passing through it by delaying or dropping non-critical packets at first and then powering down the radio periodically if it was still not enough. Finally, the relay should advertise its end of life 2 hours before it happens to let the opportunity to rescuers to flight a relay drone to its location until a rescuer changes the relay's battery or the sun recharges the battery the next morning. This graceful degradation of performance brings predictability to network transmissions which is more important than immediate throughput and latency as it brings reliability. This mechanism could also be used by tablets serving as relays at the difference that the tablet's operator should be prompted if the tablet should keep on relaying data or not when relaying packets exceeds the allowed relay power budget. Such a network architecture could thus accommodate the rescuers' need for constant connectivity, text/voice/video communication and live update of the maps and annotations on it while guaranteeing some degree of availability for the entire time the relays are supposed to be active.

Processors and accelerators

A big contributor to power consumption in the tablet is computational power needed to performs calculations and display content on the screen. This computational power is provided by both the CPU and the GPU which can both be limited in their power consumption at a high rate, as shown in Chapter 5.

Low-power wireless sensor nodes can mostly predict exactly when and what they will need to do at any time due to a single program running with almost no user inputs. They can thus limit their power consumption in the code of the application by coalescing data transmissions or by enabling peripherals such as the radio right before they are needed. This enables the node to be programmed to get the lowest power consumption possible while having a predictable performance cost. This allows the application programmer to statically make sure the node's availability will be met because he/she controls most of the variables.

Unlike low-power wireless sensor nodes, a rescuer's activity on his/her tablet is not predictable in advance. Indeed, it has multiple applications which have different power and performance needs that could be used concurrently or not. It is thus not possible to statically guarantee the availability of the device using the techniques talked about for the lower-power wireless sensor nodes which required a single application with full control on the node and very few user inputs.

One solution for the tablet could simply be to limit the power consumption of the tablet so it never exceeds P avg by allocating power budgets for the CPU, GPU and the radio and letting them make sure they stay in budget, as proposed in Chapter 5. However, some applications may never be able to run if they consume more power than that. Instead, it makes more sense to make sure that the average power consumption since we started the tablet is lower than P avg . Upon reaching 90% of P avg , the tablet should start throttling applications and services based on their priority so as the instantaneous power consumption would tend towards P avg . A power budget should thus be allocated to both services and sub-devices instead of sub-devices only. A service is potentially composed of multiple processes. We propose using a system such as Linux's Cgroups [START_REF] Brown | Control groups series by neil brown[END_REF] to group processes into one service. Cgroups are a form of very lightweight virtual machine.

Because of the high dynamicity of the workload, an accurate estimation of the energy consumption of each service is required. This means processors and accelerators should have a fast and accurate hardware model of their power consumption that takes into account the context switching and wake-up costs to provide this accurate reading. Once a service exceeds its power budget, the frequency of the processors and accelerators running it should be lowered until reaching the most efficient frequency. If this is still not enough to limit the energy usage of the service to its budget, the service should be throttled by forcing the CPU and/or GPU to do something else (or go to sleep if no other service requires to be run) for some time.

Sharing resources such as network throughput or computational time fairly or according to a policy between multiple services can be achieved by respectively using QoS algorithm such as DiffServ [START_REF] Nichols | Definition of the differentiated services field (DS field) in the IPv4 and IPv6 headers[END_REF] or a fair scheduler such as Linux's Completely Fair Scheduler [174]. Per-service network bandwidth and CPU usage caps are already possible in Linux thanks to the Cgroups. We have however been unable to find similar algorithms for limiting the power consumption of services through a scheduling decision.

The processors and accelerators found in the tablet should self-optimise to lower the power consumption at all time, as proposed in Chapter 5. It is also the operating system's job to make sure applications run on the most appropriate processor/accelerator based on the application's performance need and the incurred power consumption by the application on the system. For instance, the OS is responsible for moving tasks on the right core type in a big.LITTLE processor scenario, as proposed in Chapter 6, which can yield up to 75% power saving for the CPU.

Other peripherals

Other peripherals such as the display's backlight can be responsible for a large part of the power consumption of the a rescuer's tablet. To save some power, multiple techniques are already exist in current smartphones and tablets. For instance, the backlight power is controlled by the ambient brightness to make sure it stays visible. Also, a proximity sensor disables the screen when the screen is not visible, either because it is up-side down on a table or it is held up to one ear.

Likewise, sound's volume could be adjusting by the ambient sound volume. When there is little sound around, the volume could be kept low. On the contrary, if the ambient sound is loud, the volume should be increased to make sure the rescuer can hear it. The advantages of doing so are two-fold. Power can be saved by outputting just the right amount of power to be heard. The second advantage being that an automatic volume management will make sure the no rescuer will accidentally leave the volume on low which could result in him/her not being reachable because he/she would not hear the alert.

Conclusion

In this chapter, we created a scenario that showcase our contributions and how they interact with each others. In this disaster-relief scenario, rescuers require constant communication among each others and need tools to better locate and help victims. In such a scenario, the rescuers' time is a scarce resource and moving from one part of the disaster area to another can take a lot of time due to a damaged road infrastructure. We proposed a network architecture composed of multiple wireless radio nodes ranging from low-power wireless sensor nodes to flying drones. These wireless nodes mostly selfmanage and have a predicable availability thanks to our contributions. This local power management produces a global improvement on the entire network's availability.

Our propositions can seem a little futuristic but, as we found out, all the hardware to make it a reality has been available for several years already. Our PHY/MAC signalling protocol allows nodes to find each others and react to changes in the RF spectrum usage to keep being available. Our in-network data processing scheme enables substantial power savings, increasing the battery life of intrusion detection systems meant to protect both rescuers and civilians. Our autonomic hardware-level power management contribution as well as the OS-level decision engine enable significant savings for the rescuers' tablet while also guaranteeing a level of availability for a pre-defined time-frame which translates a global improvement in the entire network's available. The decision engine has also been used to create statistics of usage of the RF spectrum by both our network and external users which are then used to identify which bands are best-suited for the current usage of the RF spectrum. More research is however needed at every layer to enhance the autonomic behaviour for power management and increase the nodes' availability guarantee.

Prototypes of the proposed autonomic tablets could soon be possible using a Tegra K1-based tablet and a lot of reverse engineering to be able to access the software radio modem [START_REF]NVIDIA SDR (software defined radio) technology[END_REF]. 

General conclusion

The environmental impact of Information and Communications Technology (ICT) has been raising exponentially to equate the impact of the airline industry. The green computing initiative has been created in response to this observation in order to meet the 15%-30% reduction in green-house gases by 2020 compared to estimations made in 2002.

In this thesis, we studied power-saving techniques in wireless networks and how they interact with each others to provide a holistic view of green networking. The thesis goes down the network stacks before going up the hardware and software stack.

Contributions have been made at most layers in order to propose an autonomic wireless network where nodes can work collaboratively to improve the network's performance, globally reduce the RF spectrum usage while also increasing their battery life.

We now summarise the contributions found in each chapter of this thesis:

Application & Network: decentralising data processing

In Chapter 3, we discussed the power cost of sending and receiving messages. To lower this cost, fewer and smaller messages should be sent. An effective way to do so is to localise communications to reduce the number of hops a message has to go through before reaching its destination. Localising communications means decentralising them as much as possible.

Thanks to our in-network correlation scheme of heterogeneous and redunded sensors, we managed to drastically localise transmissions for applications monitoring spatiotemporally-correlated events. This drastically reduces the number of messages sent which increases the battery-life of the network. An interesting side effect of this approach is that it made automatic response to an event by the network trivial to implement in an efficient way thanks to the data-centric routing mechanism we used and the in-network reasoning capabilities of our system. Such a drastic reduction in the number of exchanged messages and the decentralisation of the data processing however makes it nearly impossible for the network operator to verify that the network is working properly. We proposed a mechanism to make it possible for the network operator to fetch an history of all the meaningful events that happened in a recent past. This mechanism is also used in the network to allow detecting malfunctioning sensors at a relatively low ROM (code) and RAM (data) cost by also introducing a proposed reputation mechanism.

The complete proposition exhibits multiple autonomic traits such as:

• Self-configuration: Ad hoc network routing and discovery of the sensors in an area allow the reasoning functions to compute criticality thresholds on the fly;

• Self-optimising: Learn about the false positives and false negatives rates of sensors and adjust thresholds based on them to limit emissions;

• Self-healing: Find another route and reconfigure the thresholds when a node becomes unavailable. Automatically evict faulty sensors.

PHY/MAC: Efficient spectrum sharing

In Chapter 4, we introduced the concept of cognitive radio networks that aims at allowing nodes to understand their RF environment and select the best frequency band and modulation to communicate with any other surrounding node, cognitive or not.

Creating a truly-cognitive radio requires a direct access to the spectrum which is possible using a software-defined radio (SW radio). Such a radio can listen to a wide frequency band and modulate/demodulate one or multiple transmissions happening inside this band, thus allowing for an efficient sharing of the spectrum while also allowing radios to find each others quickly. It thus also allows tuning the PHY parameters and the MAC protocol depending on the current QoS needs.

Since cognitive radios (CRs) are very agile and may need to communicate with multiple radios on different frequency bands, we proposed a mean of synchronisation between CRs. This proposition allows CRs to know where and when in the RF spectrum surrounding nodes will be available. This allows CRs to discover surrounding CRs and makes it possible for them to synchronise their hopping pattern to guarantee a maximum delay and a probable minimum throughput. The discovery of a new node can happen in less than a second in realistic scenarios using $400 SW radios.

General conclusion

Our second proposition allows CRs to negotiate the allocation of spectrum and select the best modulation for a transmission. This proposition is an improvement over IEEE 802.11's CSMA/CA by providing advanced cognitive and autonomic abilities to spectrum management Both propositions increase the autonomic abilities of wireless nodes:

• Self-configuration: Allow CR discovery at any time, update the hopping-pattern at run time to become reachable by other CRs;

• Self-optimising: Optimise the hopping sequence to improve performance with the CRs the CR is primarily communicating with, then keep their hopping patterns in sync even in the presence of clock drifting;

• Self-healing: React to (un-)intentional jamming by leaving the selected frequency band and selecting a less-crowded one without shutting down communications and without prior agreement among the CRs.

Hardware: Autonomic power management

In Chapter 5, we introduced the power management features found in modern hardware which are sufficient to implement a fully-autonomic power management running on the processor itself. Indeed, hardware is increasingly complex and becomes harder and harder to configure and optimise for every situation. Furthermore, some optimising decision such as clock gating are so short-lived that they cannot possibly be taken by the main CPU at a fastenough speed without increasing the overall power consumption or without impacting the performance of applications running on the CPU.

To optimise both the power consumption and performance, modern hardware has introspection capabilities such as performance counters which can provide information about how much each part of the processor has been used during the last few hundred milliseconds. Using this information, it is possible to tune the performance of the processor to improve performance of the parts of the processors that are currently the bottleneck while slowing down the parts that are less used. This operation can be done using the Real-Time Operating System running inside modern CPUs and GPUs which has all the capabilities to perform those operations.

Based on our reverse engineering, the following autonomic traits can be implemented:

• Self-configuration: Processors can read a microcode from an embedded ROM when powered-up and execute it to perform the required initialisation of the processor before it is able to execute any code;

• Self-optimising: Performance counters can be used to optimise the performance and lower the power consumption of the processor;

• Self-protection: Hardware contexts can isolate users in their own virtual memory address space. Processors' cryptographic abilities can be used to decode encrypted information and keep it secret from any user.

• Self-healing: Processors can react to over-current and over-temperature by automatically lowering their operating clock frequency to lower their power usage.

OS: Real-time power management decisions

In Chapter 6, we demonstrated the need for a run-time decision engine for power management. Indeed, in modern computers such as smartphones, there are multiple ways of carrying out the same task. Each way can be the most efficient one in some conditions and the worst one in other conditions. It is thus very important to be able to react quickly to changes in the usage pattern in order to constantly select the most efficient way. The decision engine should also be able to learn from the usage pattern and avoid the so-called ping-pong effect that can actually be damaging to both performance and power consumption.

Our proposition thus enables the following autonomic traits:

• Self-optimising: Select the most efficient way of carrying the current task based on the prediction of what is thought to be going to happen in the near future;

• Self-healing: Learn from previous transitions by gathering statistics and building up knowledge to avoid making the same mistakes over and over again.

Proposing a green network for disaster relief

In Chapter 7, we showcased all our contributions together in a disaster relief scenario where all the communication infrastructures have been destroyed. Together, our propositions allow the network to guarantee its availability while nodes work collaboratively to provide the best network performance possible. Locally, nodes follow the autonomic computing vision by automatically managing both the RF spectrum and the power usage. This chapter also demonstrates the modularity of the different autonomic behaviours. Indeed, we introduced three types of wireless nodes (sensors, relays and tablets) and have shown that they all use the same autonomic features, but not always in the same way. Some features may also not be needed at all depending on the node type. An example would be the sensor node not requiring any autonomic behaviour in the hardware because one application controls the whole node. We have also shown that our software architectures are generic-enough to be applicable for many types of decision making. For instance, the run-time decision engine can be used without modifications to locally monitor the spectrum and check that the select frequency band is still sufficient to guarantee the needed QoS. The contributions of Chapter 3 can then find a global consensus to select the most-suitable frequency band(s) across the network.

Future work

Due to time constraints, we have not yet addressed the following challenges:

Decentralised data processing in Wireless Networks

In our contribution to decentralise data processing in a Wireless Sensor Network, we did not study the impact of adding redundancy in the area-level centralisation to increase the reliability of the solution. The impact could be kept low as all the nodes in an area are supposed to be able to communicate with each others. It however requires modifications to both the routing algorithm and the MAC protocol.

In our experimentation, we used a centralised version of a Publish/Subscribe routing algorithm to demonstrate our solution. It is however widely inefficient in a large area network as even messages that could stay local have to be routed to the Pub/Sub broker and then routed back to the neighbouring node interested in it. To improve the power savings of our data-processing decentralisation proposition, we would like to develop a fully decentralised Publish/Subscribe routing algorithm that would make sure that messages never get forwarded unless they have to.

With this decentralised version of Pub/Sub routing, the node emitting an alert could directly send the alert to all the nodes which are interested in it. Even if all the nodes of an area are able to communicate with each others, the alert has to be duplicated to every node interested in it because of limitations in our MAC protocol. To reduce the number of emissions, it should be possible for all the correlation nodes of an area to receive the same alert message. We thus want to study the feasibility of a local multicast support at the MAC-layer which would support acknowledgements to make sure that every receiver actually got the message. The list of all the receivers that need to receive the message is available at the network level, in the Pub/Sub's subscriber list. The alert should thus be emitted as long as not all the receivers have acknowledged it. This solution will possibly require to add a unique ID to the message so as a node that already acknowledged reception of the message would not be forced to re-emit one when the alert is re-sent because of another node. Another possibility would be to drop any receiver that already acknowledged the message from the re-emission list. The main challenge of implementing such a proposition lies in the very limited amount of RAM found on sensor nodes.

Cognitive Radios Network

Still at the MAC-layer but on cognitive radio networks, we would like to propose better cognitive abilities to better adapt to the RF environment and to the QoS of the applications running on the network. For example, nodes requiring an extremely-short latency and predicable transmission times but requiring a limited bandwidth may permanently allocate a narrow frequency band. This would satisfy the application's QoS while not really impacting the ability for other nodes to communicate. Such narrow bands should however be allocated close to each others and close to primary users if applicable in order to avoid fragmenting the spectrum which would hinder opportunistic CR communications using a higher bandwidth.

As cognitive radio nodes are not very limited in memory usage, it is possible for them to use any cross-layer information to improve the quality of their routing decision in low-traffic wireless networks. Example of cross-layer information that can be leveraged is the GPS coordinates of nodes sent to centralisation point by mobile nodes like explained in Chapter 7.

Hardware

After working on the network and applications, we would also like to improve on the hardware side.

We would first like to study the impact of encryption on wireless nodes when using the hardware-encryption capabilities of TI's CC430 [175]. The hardware capabilities are limited to a single symmetric algorithm (AES-128) but they should provide a substantial reduction in code size, performance and power consumption that we would like to quantify.

We then would like to propose a generic DVFS policy that detects the bottlenecks inside the GPU/CPU and increase the clock of the associated clock domain while also diminishing the clock of the domains which are not as needed. Such fine-grained information about block usage can be retrieved very rapidly using performance counters. The policy would also take into account the temperature to keep it as low as possible to keep the power consumption down. Finally, the policy would make sure the processors do not consume more than their assigned power cap in order to guarantee a minimum battery-life and/or the safety of the hardware.

Finally, we would like to improve our run-time decision engine to dynamically rate the effectiveness of our prediction mechanism. This scoring can be done by comparing the result of previous predictions and check with what actually happened. With such a system, it becomes possible to detect the most appropriate prediction system at runtime. This would allow to improve the accuracy of our predictions which would lead to a better decision which, in turn, would result in a better QoS enforcement and a lower power consumption.

Green networking with Energy-harvesting nodes

In this thesis, we considered that our wireless nodes were powered with a battery which may have been continuously recharged using energy harvesting. We however did not consider the case where a wireless node would be powered only by a small capacitor recharged using energy harvesting. Such nodes may need to perform work in bursts when their power input is low and may perform heavier computations when their power input is higher or when the capacitor is full. This further increases the complexity of operating the network which increases the need for an autonomic behaviour at every layer. Future work will evaluate the suitability of our propositions for such type of nodes and propose new ways of collaborating in an autonomic fashion to keep the administration of the network as simple as possible.

Contribution I contributed about 14 pages to the chapter 6 called "Autonomic Green Networks" where I talked about self-protection.

Description This book focuses on green networking, which is an important topic for the scientific community composed of engineers, academics, researchers and industrialists working in the networking field. Reducing the environmental impact of the communications infrastructure has become essential with the ever increasing cost of energy and the need for reducing global CO2 emissions to protect our environment. Recent advances and future directions in green networking are presented in this book, including energy efficient networks (wired networks, wireless networks, mobile networks), adaptive networks (cognitive radio networks, green autonomic networking), green terminals, and industrial research into green networking (smart city, etc.).

Note The book is also available in French under the title "Le green networking : Vers des réseaux efficaces en consommation énergétique", published by Lavoisier. Abstract Nowadays's authentication methods are essentially based on cryptography or any other kind of secret information. These methods are particularly efficient but they are, in certain cases, very power-hungry. As energy is a scarce resource in wireless sensor networks, we propose a new approach that consists in utilising the physical properties of the transmission medium in order to calculate, when receiving a frame, a confidence rating that we attribute to the source of the frame. This information is important in order to decide if it is necessary to authenticate the source using asymmetric cryptography.

A.2 International conferences

In the case where sensors are static and communications are slightly perturbed by the environment, the proposed rating can add another layer of control which enables sensors to check the origin of messages. This paper will also study how collaboration between the network's nodes further enhances detection of malicious or third-party nodes.

A. Abstract Graphics processing units (GPUs) provide an order-of-magnitude improvement on peak performance and performance-per-watt as compared to traditional multicore CPUs. However, GPU-accelerated systems currently lack a generalized method of power and performance prediction, which prevents system designers from an ultimate goal of dynamic power and performance optimization. This is due to the fact that their power and performance characteristics are not well captured across architectures, and as a result, existing power and performance modeling approaches are only available for a limited range of particular GPUs. In this paper, we present power and performance characterization and modeling of GPU-accelerated systems across multiple generations of architectures. Characterization and modeling must be tightly coupled to conclude what GPUs can optimize power and performance, and how they are predictable. We quantify impact of voltage and frequency scaling on each architecture with a particularly intriguing result that a cutting-edge Kepler-based GPU achieves energy saving of 75% by lowering GPU clocks in the best scenario, while Fermi-and Tesla-based GPUs achieve no greater than 40% and 13%, respectively. Considering these characteristics, we provide statistical power and performance modeling of GPU-accelerated systems simplified enough to be applicable for multiple generations of architectures. Our finding is that even simplified statistical models are able to predict power and performance of cutting-edge GPUs within errors of 20% to 30% for any set of voltage and frequency. Abstract Our society relies more and more on wireless communication technologies while most of the RF spectrum has already been allocated by the states. As a result, unlicensed bands are becoming crowded which makes it difficult to create a reliable network without using more spectrum than really necessary. Allowing radio nodes to seamlessly switch between different frequency bands without prior synchronisation would allow the creation of a truly resilient radio network capable of avoiding the frequency bands used by nodes that are not part of the network. In this paper, we propose using software-defined radios in order to sense the surrounding RF environment to find the most suitable bands for communication. We also propose a PHY-layer and a MAC-layer signalling protocols to provide a seamless way of discovering other nodes and selecting the parameters that will be used for communicating with them. Our first experimentation results are very promising towards defining a resilient cognitive radio network.

A.2. Abstract Nowadays, mobile user terminals are usually composed of multiple network interfaces and multiple processors. This means there are usually several independent ways of satisfying the immediate Quality of Service (QoS) expected by the user. Dynamic decision engines are used for selecting the most power-efficient interface and performance states in order to satisfy the QoS while increasing the battery life. Current decisionengines are not generic and need to be mostly re-written when a new processor or radio comes out. This is because there are no generic decision-making framework for real-time power and performance management that would allow creating re-usable bricks that could be shared by multiple decision engines. In this paper, we propose such a framework to ease the implementation of a run-time decision making with real-time requirements and a low memory/CPU footprint to increase the reliability of mobile devices. Abstract Graphics processing units (GPUs) provide significant improvements in performance and performance-per-watt as compared to traditional multicore CPUs. This

A.3 International Workshops

B.1.1 Reasoning services

The main contribution of this chapter consists in the autonomic reasoning services described in Chapter 3. It currently lacks the automatic eviction of faulty sensors but has all the other features (correlation, history, sensor reputation, ...). The contribution can be found in the folder diaforus/application/reasoning.

Note

The released code does only include the work of LaBRI and is insufficient to run on its own as it lacks the freeRTOS, UIP, Pub/Sub and CoAP implementations along with the platform drivers. Lastly, the toolchain we used was buggy and did not allow us to define default values for variables. We thus had to re-initialise them at boot time.

B.1.2 Build network

The role of the build network.py is to generate the firmware of every node in the network. It takes an input file such as the one defined in Appendix C and parses it. Next, it generates the firmware of each node by first generating the configuration of a node in C header files (stored in the config/ directory) and then compiling the code using the right toolchain (for real/simulated hybrid networks). This python script can also run the network when nodes were compiled in the simulation mode (x86).

B.1.3 Diase

One of the biggest project of this chapter was definitely the DIAforus Simulation Environment (DIASE). It allows deploying, validating and monitoring the DIAFORUS network and is meant to be used on a tablet. Screenshots of the environment and how it operates can be found in Appendix D.

B.2 Efficient spectrum sharing

We developed four projects when researching efficient spectrum sharing, found in Chapter 4. They are currently in an experimental state but we are slowly improving on them as time permits to make it possible for us to implement the proposed PHY/MAC protocols.

The source code of the following projects is available publicly [START_REF] Peres | mupuf/hachoir[END_REF] under the GPLv2 license.

B.2.1 GR-GTSRC & Spectrum-viz

This project started as a way to analyse the spectrum in real-time to fill the Radio Event Table introduced in Chapter 4. The code is implemented as a GNU-Radio block that would instantiate decoders and encoders on the flight to respectively demodulate incoming signals and modulating outgoing messages.

It also contains a visualisation tool called Spectrum-viz which allows debugging and demonstrating the abilities of GR-GTSRC. This project was used during our mid-term demonstration for the ANR (the French research agency that funded the Licorne project).

B.3 Defining an autonomic low-power node

B.2.2 Hachoir UHD

Hachoir UHD is a simplified version of the GR-GTSRC GNU-radio block that allowed us to experiment with PHY-parameters detection and real-time communications. The latter has been done using two bladeRF, a PSK modulation and Linux's network stack to generate the messages. Frames were received and injected in the network stack by using a TUN network interface.

It has also been used as a basis for a research project on creating a box capable of centralising the data coming from unknown sensors in its surrounding. The identification of the sensor is done using PHY-layer parameters along with link-layer frame decoding. This project is the most usable one and can often be used successfully to analyse low-speed communications such as the ones from car keys or smart meters.

B.2.3 Non-real-time PHY simulator

This simulator has been developed to evaluate our PHY-layer signalling protocol and generate the figures found in Chapter 4. Its main interest is that it simulates the network as fast as possible and not in real-time in order to make it possible to run the simulation millions of time with random parameters to get meaningful results.

B.3 Defining an autonomic low-power node

In this section, we introduce the three main projects we have developed when working on the hardware-side of power management. The source code for each project will be given in the following subsections.

B.3.1 Nouveau

We participated to the Open Source driver for NVIDIA cards developed mostly without the help from NVIDIA, written in C, licensed under the MIT/X11 Open Source license and part of the Linux kernel.

We believe having a production-ready Open Source platform for NVIDIA GPUs is important for research as it allows full access to the GPU and also enables performance comparisons with the proprietary driver. Our participation mainly concerns thermal management, fan management, vbios parsing, PDAEMON and clock tree reclocking. Since 2010, this amounts to 90 patches in the kernel tree.

The source code is available in Linux [START_REF] Torvalds | Linux[END_REF] or in an out-of-the-tree version [START_REF] Skeggs | Nouveau[END_REF] that can be run as a process instead of a kernel driver.

B.3.2 Envytools

The envytools project has been started by Nouveau developers to study the hardware and analyse traces of the proprietary driver. It allows documenting the hardware in both machine-readable and human-readable form. The project is located on github [START_REF] Nouveau | Envytools -tools for people envious of nvidia's blob driver[END_REF] while the human-readable documentation can be found on readthedocs [179]. m i n i n t r u s i o n d u r a t i o n=" 5 "> < !--This node i s t h e r e a s o n i n g node --> <r e a s o n i n g n o d e l o g a n a l y s e p e r i o d=" 1440 " /> </ r e a s o n i n g> <s e n s o r s /> </ node> <node t a r g e t=" aps3 " s i m u l a t i o n=" f a l s e " i d=" 2 " a r e a=" 1 " name=" node p i r 2-1"> <f i r m w a r e name=" node 2 . j t a g . s 3 " /> <phy x=" 836 " y=" 813 " r a n g e=" 900 " /> <e n e r g y s t a r t u p=" 1600 " alarm=" 100 " /> <r p l> < r e s t r i c t n e i g h b o r s> <n e i g h b o r n o d e i d=" 1 " /> </ r e s t r i c t n e i g h b o r s> </ r p l> <pubsub e n a b l e=" t r u e " /> <coap e n a b l e=" t r u e "> <group name=" r e a s o n i n g 1 " /> <group name=" r p l " /> <group name=" a l l n o d e s " /> </ coap> <r e a s o n i n g l a t e n c y m o d e=" g r e e n " m a x i n t r u s i o n d u r a t i o n=" 10 " m i n i n t r u s i o n d u r a t i o n=" 5 " /> <parameter v a l u e="NO DEMOBOARD" name="HW MODALITY" /> <parameter v a l u e="-120" name="M FREQ OFFSET" /> <s e n s o r s> <m o d a l i t y type="PIR"> <s e n s o r p e r i o d=" 200 " r e e m i s s i o n d e l a y=" 3001 " type=" d i g i t a l " i d=" 0 " d e l a y=" 0 "> <g p i o p i n=" 2 " /> <v a l u e a b s t h r e s h o l d=" 1 " r e l t h r e s h o l d=" 1 " i n v e r t= " f a l s e " /> <p o s i t i o n x=" 763 " y=" 785 " z r o t a t i o n="-110" /> </ s e n s o r> </ m o d a l i t y> </ s e n s o r s> </ node> <node t a r g e t=" aps3 " s i m u l a t i o n=" f a l s e " i d=" 3 " a r e a=" 1 " name=" node p i r 3-1"> <f i r m w a r e name=" node 3 . j t a g . s 3 " /> <phy x=" 956 " y=" 799 " r a n g e=" 900 " /> <e n e r g y s t a r t u p=" 1600 " alarm=" 100 " /> <r p l> < r e s t r i c t n e i g h b o r s> <n e i g h b o r n o d e i d=" 1 " /> </ r e s t r i c t n e i g h b o r s> </ r p l> <pubsub e n a b l e=" t r u e " /> <coap e n a b l e=" t r u e "> <group name=" r e a s o n i n g 1 " /> <group name=" r p l " /> <group name=" a l l n o d e s " /> </ coap> <r e a s o n i n g l a t e n c y m o d e=" g r e e n " m a x i n t r u s i o n d u r a t i o n=" 10 " m i n i n t r u s i o n d u r a t i o n=" 5 " /> <s e n s o r s> <m o d a l i t y type="PIR"> <s e n s o r p e r i o d=" 200 " r e e m i s s i o n d e l a y=" 3001 " type=" d i g i t a l " i d=" 0 " d e l a y=" 0 "> <g p i o p i n=" 2 " /> <v a l u e a b s t h r e s h o l d=" 1 " r e l t h r e s h o l d=" 1 " i n v e r t= " f a l s e " /> <p o s i t i o n x=" 905 " y=" 738 " z r o t a t i o n="-110" /> </ s e n s o r> </ m o d a l i t y> </ s e n s o r s> </ node> < !--Zone 2--> <node t a r g e t=" h o s t " s i m u l a t i o n=" t r u e " i d=" 1 " a r e a=" 2 " name=" node r o o t r e a s o n i n g 2 "> <emblem s o u r c e=" c2 . png" /> <f i r m w a r e name=" node 1 " /> <phy x=" 1138 " y=" 863 " r a n g e=" 900 " /> <e n e r g y s t a r t u p=" 1600 " alarm=" 100 " /> <r p l p r e f i x=" 1180 : 0 0 0 0 : 0 0 0 0 : 0 0 0 0 "> < r e s t r i c t n e i g <group name=" r e a s o n i n g 2 " /> <group name=" r p l " /> <group name=" a l l n o d e s " /> </ coap> <gateway p o r t=" 1235 " /> < !--The p a r a m e t e r s t o c o n t r o l t h e r e a s o n i n g ( l e v e l 1 and l e v e l 2 ) --> <r e a s o n i n g l a t e n c y m o d e=" w h i t e " m a x i n t r u s i o n d u r a t i o n=" 10 " m i n i n t r u s i o n d u r a t i o n=" 5 "> < !--This node i s t h e r e a s o n i n g node --> <r e a s o n i n g n o d e l o g a n a l y s e p e r i o d=" 1440 " /> </ r e a s o n i n g> <s e n s o r s /> </ node> <node t a r g e t=" aps3 " s i m u l a t i o n=" f a l s e " i d=" 21 " a r e a=" 2 " name=" node p i r 1-2"> <f i r m w a r e name=" node 21 . j t a g . s 3 " /> <phy x=" 1174 " y=" 632 " r a n g e=" 900 " /> <e n e r g y s t a r t u p=" 1600 " alarm=" 100 " /> <r p l> < r e s t r i c t n e i g h b o r s> <n e i g h b o r n o d e i d=" 1 " /> </ r e s t r i c t n e i g h b o r s> </ r p l> <pubsub e n a b l e=" t r u e " /> <coap e n a b l e=" t r u e "> <group name=" r e a s o n i n g 1 " /> <group name=" r p l " /> <group name=" a l l n o d e s " /> </ coap> <r e a s o n i n g l a t e n c y m o d e=" w h i t e " m a x i n t r u s i o n d u r a t i o n=" 10 " m i n i n t r u s i o n d u r a t i o n=" 5 " /> <parameter v a l u e="NO DEMOBOARD" name="HW MODALITY" /> <parameter v a l u e="-240" name="M FREQ OFFSET" /> <s e n s o r s> <m o d a l i t y type="SEISMIC"> <s e n s o r p e r i o d=" 200 " r e e m i s s i o n d e l a y=" 5001 " type=" d i g i t a l " i d=" 0 " d e l a y=" 0 "> <g p i o p i n=" 3 " /> <v a l u e a b s t h r e s h o l d=" 1 " r e l t h r e s h o l d=" 1 " i n v e r t= " f a l s e " /> <p o s i t i o n x=" 1121 " y=" 614 " z r o t a t i o n=" 80 " /> </ s e n s o r> </ m o d a l i t y> </ s e n s o r s> </ node> <node t a r g e t=" aps3 " s i m u l a t i o n=" f a l s e " i d=" 22 " a r e a=" 2 " name=" node p i r 2-2"> <f i r m w a r e name=" node 22 . j t a g . s 3 " /> <phy x=" 1339 " y=" 568 " r a n g e=" 900 " /> <e n e r g y s t a r t u p=" 1600 " alarm=" 100 " /> <r p l> < r e s t r i c t n e i g h b o r s> <n e i g h b o r n o d e i d=" 1 " /> </ r e s t r i c t n e i g h b o r s> </ r p l> <pubsub e n a b l e=" t r u e " /> <coap e n a b l e=" t r u e "> <group name=" r e a s o n i n g 1 " /> <group name=" r p l " /> <group name=" a l l n o d e s " /> </ coap> <r e a s o n i n g l a t e n c y m o d e=" w h i t e " m a x i n t r u s i o n d u r a t i o n=" 10 " m i n i n t r u s i o n d u r a t i o n=" 5 " /> <parameter v a l u e="WITH SPIRIT" name="HW MODALITY" /> <parameter v a l u e="-240" name="M FREQ OFFSET" /> <s e n s o r s> <m o d a l i t y type="SPIRIT"> <s e n s o r p e r i o d=" 500 " r e e m i s s i o n d e l a y=" 3001 " type=" d i g i t a l " i d=" 0 " d e l a y=" 0 "> <g p i o p i n=" 0 " /> <v a l u e a b s t h r e s h o l d=" 1 " r e l t h r e s h o l d=" 1 " i n v e r t= " f a l s e " /> <p o s i t i o n x=" 1273 " y=" 585 " z r o t a t i o n=" 0 " /> </ s e n s o r> </ m o d a l i t y> </ s e n s o r s> </ node> </ network> The past intrusions can be found in the Alarms logs. They contain the time at which it happened, the area concerned and the list of sensors involved. Finally, it also contains the intrusion time which is computed as the difference between the first sensor that detected the intrusion and the last one that did. This enables the operator to get a sense of the speed of the intrusion and allow him/her to react appropriately.

The C2 mode can be seen in Figure D.8. In this figure, we can see that the area 2 is reporting an intrusion thanks to its red color. The sensors that contributed to the intrusion are nodes 21 and 23. The alarms log shows that multiple alarms have been received for the same intrusion because the pedestrian that is currently in the area walks very slowly and because the sensors are not able to calculate the distance between the sensor and the intruder(s).

D.5 Monitoring

Diase allows the network operator to inspect the state of every node in the network to check what is going on. To do so, Diase uses the REST protocol CoAP to retrieve the resources and display them.

In Figure D.9, we can see the left panel allows monitoring a new element. In this figure, we can see how the operator can select which node he/she wants.

In Figure D.10, we can see how the operator can select the resource he/she is interested in displaying before being asked whether to display it in a textual or graphical representation (not shown in any screenshot). The list of resources is not directly exported The way the resource should be presented is defined in a local file called diase.ini which allows the operator to specify the format of the CoAP resource, how to display it and how often it should be polled. An example can be seen in the listing diase.ini.

Listing D.1: diase.ini [ i n t r u s i o n d u r a t i o n ] name="Avg . i n t r u s i o n d u r a t i o n " type=s h o r t drawing=t e x t i n t e r v a l =10000 [ h i s t o r y ] name="Events h i s t o r y " type=m u l t i p a r t m u l t i p a r t \1\ k e y s=m u l t i p a r t [START_REF] Jjgarcia | Carrier sense multiple access with collision avoidance[END_REF] . type [ 0 ] m u l t i p a r t \1\ v a l u e s=m u l t i p a r t [START_REF] Jjgarcia | Carrier sense multiple access with collision avoidance[END_REF] . type [START_REF] Jjgarcia | Carrier sense multiple access with collision avoidance[END_REF] , m u l t i p a r t [START_REF]Network topology[END_REF] . type [ 0 ] , m u l t i p a r t [START_REF]Network topology[END_REF] . type [ 1 ] m u l t i p a r t \2\name=h i s t o r y p a r t 1 , h i s t o r y p a r t 2 m u l t i p a r t \2\ type=i n t , byte m u l t i p a r t \3\name=h i s t o r y s e n s o r p a r t 1 , h i s t o r y s e n s o r p a r t 2 , h i s t o r y s e n s o r p a r t 3 m u l t i p a r t \3\ type=s h o r t , byte m u l t i p a r t \ s i z e =3 drawing=p l u g i n : : bargraph : : h i s t o r y i n t e r v a l =5000 [ r p l n u m r o u t e s ] name="RPL number o f r o u t e s " type=byte drawing=t e x t i n t e r v a l =10000 [ r p l n u m t r a m e s s ] name="RPL t r a n s m i t t e d m es sag es " type=s h o r t a r r a y s h o r t a r r a y \1\name="DIO" s h o r t a r r a y \2\name="DAO" s h o r t a r r a y \3\name="DIS" s h o r t a r r a y \4\name="DAO/ACK" s h o r t a r r a y \ s i z e =4 drawing=t e x t bargraph i n t e r v a l =10000 The node's transceiver implements the Wavenis/wave2m standard [START_REF]Wave2m -the platform in-depth[END_REF]. It can operate on the 433, 868, 915 and 2400 MHz bands. Its bitrate ranges from 4.8 to 100 kbps. It's modulation is a GFSK and it also supports Frequency Hopping Spread Spectrum (FHSS) to increase the link reliability.

E.2 Tested scenarios

We tested the versatility of our proposition using 6 operational scenarios proposed by Thales Telecommunications. The videos of our deployment scenarios are available on Youtube1 . 

E.2.1 A -Short-loop response

E.2.2 B -Inter-area communication

Operational need Some areas may not be of immediate interest to an operator because they are often used by civilians. The situation of these area is however useful to increase the vigilance-level of an adjacent area that has a restricted access. The situation of adjacent zone thus allows an area to detect an intrusion faster by requiring less intra-area correlation while still limiting false positives.

Deployment We deployed two areas, an area with a restricted access and an area of interest with no access control. The restricted-access area has two sensors, a SPIRIT and a simulated seismic sensors. The area of interest has two infrared barriers.

Result At first, a pedestrian needs to cross both sensors in the area of interest to trigger an alarm. But if the pedestrian tripped both sensors of the area of interest, then he/she will be detected after tripping only one sensor in the restricted-access area. The result can be seen in Figure E.4 and on Youtube, at http://youtu.be/y8uvsAPZ3zw.

E.2.3 C -Per-area sensitivity settings

Operational need Areas further from the zone to protect are not as latency-sensitive as areas closer to the zone to protect. The further an area is from the zone to protect, 

E.2.4 D -In-network network notification

Operational need An operator may be in an area and would like to configure it, read its history or receive alarms when they arrive using a laptop or a tablet. This operator would however not be interested in getting alarms from other areas.

Deployment Two areas are deployed both containing multiple sensors. The main operator can access alarms and monitor nodes from both areas using CoAP. The mobile operator only receives alarms from the zone he/she is currently located in.

Result A simulated pedestrian penetrates the first area and trips enough sensors to trigger an alarm. Only the main operator receives the alarm. When the pedestrian enters the second area and trips enough sensors, both operators receive the alarm. The result can be seen in Figure E.6 and on Youtube, at http://youtu.be/OkNqI5PYujc. 

E.2.5 E -Fault tolerance

Operational need Wireless nodes can fail at any time. When they do, the network should also autonomously react to this loss and reconfigure itself to operate properly. This includes finding other communication routes and changing the criticality threshold of the area to react to the loss of the sensors attached to the failing node. Finally, the operator needs to be warned about this failure.

Deployment We only deployed two infrared barriers. One of the barrier (node 3) is connected to the other one (node 2) to reach node 1, the gateway and correlation node. Node 3 cannot reach node 1 and has to go through node 1 or node 7 first.

Result An alarm is generated when both sensors are tripped by a simulated a pedestrian intrusion. Node 2 is then disabled and another intrusion is simulated. An alarm is triggered after tripping node 3's barrier. This means node 3 reconfigured its route to reach the correlating node by going through node 7 instead of node 2. It also means that the correlation node reconfigured itself to take into account the loss of one sensor. The operator is advertised about the loss of node 2 by turning the node's symbol from black to red. The result can be seen in Figure E.7 and on Youtube, at http://youtu.be/QBxLTj57El8. The communication started 1.5 ms after we started listening and lasted 143205 samples which is equivalent to 71.6 ms. It is composed of 66 bursts of energy while the received power was about 10 times superior than the average noise power and 2 times higher than the power threshold.

A message has been decoded from those 66 bursts. The modulation is indeed a OOK. The ON time is constant (491.9 samples in average) which means that it is not coding any information. The OFF time is however coding 1 bit per symbol as the time can either be 612.7 or 2676.8 samples. The probability of having one time off or the other is however the same which suggests that a Manchester code is being used. A OFF symbol was however unrecognised as it lasted 5475 samples. Based on Figure F.1, we can guess that it is a start bit. No stop bit got detected as the message did not repeat itself. The frequency at which the message has been sent is 433.92 MHz which is equivalent to the channel 35 in this frequency band. The actual len in bit of the received data is 64 bytes and the time it took to demodulate the frame was 31 ms. Even though the program has been run in Debug mode, it still takes less time to demodulate the message than it took to receive it.

The received data is first shown in binary before showing an hexadecimal version. As the received data only contains 01 and 10 sequences, our program detects that the message has been sent with a Manchester code. It then displays the decoded message without the Manchester code.

Using multiple frames, we managed to identify the meaning of every bit of the transmission and managed to understand which button was pressed on the remote control that generated the signal.

F.2 Studying a PSK signal

We then demonstrate the output of a 2-PSK modulation, as received by a bladerf very close to the emitter. The received signal can be seen in 1001 1001 0000 1000 0000 0110 0000 0000 0000 0001 0000 1000 0000 0000 0000 0110 0000 0100 0000 0000 0000 0001 1010 1110 0010 1010 0100 0100 0001 0101 1111 0010 1001 1001 1100 0000 1010 1000 0000 0010 0000 0001 0000 0000 0000 0000 0000 0000 0000 0000 0000 0000 0000 0000 1100 0000 1010 1000 0000 0010 0000 0010 0 HEX: 00 00 08 06 ff ff ff ff ff ff ae 2a 44 15 f2 99 08 06 00 01 08 00 06 04 00 01 ae 2a 44 15 f2 99 c0 a8 02 01 00 00 00 00 00 00 c0 a8 02 02 (0)

Contrarily to the previous signal, the modulation used for this signal is detected as being 2-PSK with a symbol rate of 10 000 symbols per second. The frequency offset between the received transmission and the SW radio's central frequency was 99.6 kHz. This suggests that the clocks of both radios are not perfectly running at the same speed.

The processing time of the frame was 26.5 ms, still much shorter than the 77.9 ms it took for the transmission to finish.

The received data is actually an ARP request from the MAC address AE:2A:44:15:F2:99 to the broadcast destination (FF:FF:FF:FF:FF:FF) to find the IP address 192.168.2.1 with the source IP address is 192.168.2.2.

F.3 Conclusion

We showcased our decoding system using frames sent using two different modulations.

The system was able in both cases to detect without any prior knowledge the modulation type, find the symbols, which ones are coding data, the symbol rate and even if the message was using a code or not.

Our system is however not very mature yet but we are working on improving its features to be more efficient and more robust in low-SNR scenarios. Here i s a f u n c t i o n t h a t would add s a m p l e s t o a #R i n g B u f f e r .
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 35 Figure 3.5: An example of alert re-emission policy depending on the evolution of an analog sensor's value

  a) = current time() -alert timestamp(a) contrib alert(a) = conf idence(a) * age f actor(a) criticality = alert count a=0 contrib alert(a) (3.1)
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 2 State of the art 4.2.1 Software-defined radios In essence, a software-defined radio is simply composed of a device that converts electromagnetic waves into voltage (an antenna) and then connects it to an Analog-to-Digital Converter (ADC) to sampling the voltage very rapidly. An ideal radio is shown in Figure 4.1.
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 41 Figure 4.1: A simplified vision of a software-defined radio
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 42 Figure 4.2: A simplified vision of a software-defined radio

  (a) Time domain, no transmission (b) Time domain, transmission (c) Freq. domain, no filtering (d) Freq. domain, with filtering
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 43 Figure 4.3: Detecting transmissions in the time domain (4.3a, 4.3b) and the frequency domain (4.3c). Sub-figure 4.3d illustrates the need for filtering the data from the frequency domain before being usable.
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 44 Figure 4.4: Histogram of the received power at one frequency
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 45 Figure 4.5: Overview of the sensing process -Filling the Radio Event Table from the software radio's sample stream
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 48 Figure 4.8: Collaborative Sensing: CR A did not manage to decode the frame and queries its neighbouring CRs.
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 411 Figure 4.11: Flowgraph of the collaborative sensing process among cognitive radios.
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 412 Figure 4.12: Format of the beacon frame
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 4 Figure 4.13 shows the average time (over 10000 instances) that the sensing node takes to receive a beacon from the other node depending on both the beaconing period and the sensing hopping period.
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 413 Figure 4.13: Influence of the beaconing and sensing-hopping period on the average rendezvous delay.
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 414 Figure 4.14: Spectral representation of where a cognitive radio sends its beacons when having beacon count = 5.
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 415 Figure 4.15: Influence of the number of beacon sent and the sensing radio's bandwidth on the average rendez-vous delay. shp = 10ms, bp = 10ms
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 2416 Figure 4.16: Variance of the rendez-vous time with shp = 10ms, bp = 10ms, bc = 2, 1 million iterations
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 417 Figure 4.17: Influence of the beaconing and sensing-hopping period on the average rendezvous delay on a hardware radio.

Figure 4 . 18 :

 418 Figure 4.18: Variance of the rendez-vous time with shp = 10ms, 100000 iterations
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 4 Figure 4.19:Comparing our proposition to[START_REF] Lin | Enhanced jump-stay rendezvous algorithm for cognitive radio networks[END_REF] and[START_REF] Doost-Mohammady | Physical layer bootstrapping protocol for cognitive radio networks[END_REF] when using a sensing hopping period and a beaconing period of 10 ms, and software (25 MHz) and hardware radios.
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 421 Figure 4.21: Format of the MAC frames (WTS, RTR then RTS)
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 422 Figure 4.22: Impact of the bitrate on the transmission time of a WTS frame of 50 bytes using a BPSK modulation (4.22a) and a QPSK modulation (4.22b).
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 52 Figure 5.2: Power amplifier supply voltage for fixed voltage, average power tracking and Envelope Tracking. Source [5].
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 553 Figure 5.3: Example of a 4-data-input multiplexer
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 5455 Figure 5.4: Overview of the clock tree for nvclk (core clock) on an NVIDIA nv84 GPU
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 5657 Figure 5.6: Total chip dynamic and static power dissipation trends based on the International Technology Roadmap for Semiconductors[6] 
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 58 Figure 5.8: Storing one bit using DRAM
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 510 Figure 5.10: Measuring the power consumption of a chip
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 511 Figure 5.11: Example of a simple performance counter
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 513 Figure 5.13: Frequency of the core clock (@408MHz, 16-divider) when varying the FSRM

Figure 5 . 14 :

 514 Figure 5.14: Overview of NVIDIA's power estimation technique [7].
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 5 Figure5.15: Power meter: predicted and actual power of the CPU, processor graphics and total package. The chart presents the actual measured power and the architectural power meter reporting for the IA core, processor graphics and total package. The actual and reported power correlate accurately. Source:[START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF] 
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 516 Figure 5.16: Example of the power limiter in the dual window mode
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 5 Figure5.17: Dynamic behavior of the Intel Turbo Boost. After a period of low power consumption, the CPU and graphics can burst to very high power and performance for 30 to 60 seconds, delivering a responsive user experience. After this period, the power stabilizes back to the rated TDP. Source:[START_REF] Rotem | Powermanagement architecture of the intel microarchitecture code-named sandy bridge[END_REF] 
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 518 Figure 5.18: Power consumption of our Geforce GTX 660 as its temperature increases. Measurements done at the lowest and highest possible voltages.
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 519 Figure 5.19: Power consumption of our Geforce GTX 660's fan depending on the PWM's duty cycle.
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 520 Figure 5.20: Power consumption of our Geforce GTX 660 as we vary voltage at a temperature of 32 °C
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 521 Figure 5.21: Power consumption and execution time of the 512 x 512 matrix addition program
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 522523 Figure 5.22: Execution time of the Rodina programs
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 524 Figure 5.24: Response of the DVFS policy to a high activity level
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 525 Figure 5.25: Impact of the power usage on the DVFS policy
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 5527 Figure 5.26: The action of temperature on the DVFS reclocking policy
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 62 Figure 6.2: GSM Measurements: (a) Average ramp, tranfer and tail energy consumed to download 50K data. The lower portion of the stacked columns shows the proportion of energy spent for each activity compared to the total energy spent. (b) Average energy consumed for downloading data of different sizes against the inter-transfer time. Source: [9]
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 6364 Figure 6.3: Power profiles of 3G and GSM networks. Source: [9]
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 65 Figure 6.5: WiFi versus 3G versus GSM measurements: Average energy consumed for downloading data of different sizes against the inter-transfer time. Source: [9]
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 6 Figure 6.6 hints about the power savings achievable for different types of applications when run on the right big.LITTLE core.
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 66 Figure 6.6: Power savings achieved when running applications on the right core. Source [10].
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 67 Figure 6.7: A simple NUMA architecture with two sets of 2-cores processors attached to 12GB of RAM each. Generated with hwloc [11].
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 68 Figure 6.8: NVIDIA Optimus Flow. Source: [12].
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	WSN type	readings short-distance long-distance
	Sink	5400	0 (0%)	5400 (100%)
	Cluster aggregation	5400	3600 (67%)	1800 (33%)
	Local detection	5400	0 (0%)	540 (10%)
	Collaborative detection	5400	≤ 540 (10%) < 180 (3.33%)
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1: Comparing WSN data management on a 3-nodes area with a sensor false positive probability (p=0.

[START_REF] Jjgarcia | Carrier sense multiple access with collision avoidance[END_REF] f=1Hz) 
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 32 Message count in DIAFORUS with noisy sensors (f=1Hz, p=0.1) and a correlation time c. Experiment time of 30 minutes.

	Sensor noise readings short-distance long-distance
	p=0	5400	0 (0%)	0 (0%)
	p=0.002	5400	11 (0.2%)	0 (0%)
	p=0.02	5400	94 (1.7%)	0 (0%)
	p=0.1	5400	545 (10%)	56 (1.03%)
	p=1	5400	5400 (100%)	210 (3.89%)
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3: Message count in DIAFORUS with noisy sensors (f=1Hz, p) and a correlation time of 180s. Experiment time of 30 minutes.
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 34 Results of the reputation experiment found on Fig.3.11 We then simulated the impact of noise (p=0.1, f=1Hz) on the sensors' reputation. No simulated intrusion is running during this experiment. The results are shown in Table3.5.

	Node ID False positive reputation False negative reputation
	1	0.34 (57/168)	1 (119/119)
	2	0.34 (57/167)	1 (119/119)
	3	0.34 (57/169)	1 (119/119)
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5: Reputation of noisy sensors (p=0.1, f=1Hz) after 30 minutes and correlation time of 20 seconds
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		band	Sample Rate	RX/TX	Interface Price
	RTL2832U	[24, 1766] MHz	2.4 MSps	RX-only	USB2	$10
	HackRF One	[10, 6000] MHz	20 MSps	Half duplex	USB2	$299
	BladeRF	[300, 3800] MHz	40 MSps	Full duplex	USB3	$420
	USRP B200	[70, 6000] MHz	56 MSps	Full duplex	USB3	$675
	USRP X300 [DC, 6000]* MHz	200 MSps	Full duplex	PCIe	$3900

1: Comparing different software radios. The USRP X300 cannot listen from DC to 6GHz continuously, it requires the appropriate daughter-boards which all have a smaller tunable band.
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	Figure 4.10: Collaborative Sensing: CR A now updates its maximum emitting power and
	neighbours table to remember what the maximum emitting power that should be used in
	every band.				
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2: Kernel-level delay measurements on a USRP1

[START_REF] Nychis | Enabling MAC protocol implementations on software-defined radios[END_REF] 

Table Multi

 Multi 

						S0			
			/	256	Multi-plexer	S0 S4 S1 S3	Truth Table	Macro signal X	Events
	/ Signals	256	/	256	Multi-plexer	S0 S4 S1 S3	Truth Table	Macro signal X	Events
			/	256	Multi-plexer	S0 S4 S1 S3	Truth Table	Macro signal X	Events
			/	256	-plexer	S4 S1 S3			
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Table 5 . 1 :

 51 Power consumption and execution time of compute-bound program depending on the core and memory clocks.
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  2.2 Overcoming the Deficiencies of Collaborative Detection of Spatially correlated Events in WSNAbstract Collaborative WSN are known to efficiently correlate sensors' events to detect spatially-correlated events with a low latency. However, because of the drastic reduction of messages sent to the network administrator, it is difficult for him/her to understand in what state the network is. In this paper, we propose a modality-agnostic collaborative detection of spatio-temporally correlated events that drastically lowers power consumption by both reducing and localising communication. This contribution can then be used to expose better auditing capabilities that overcome the problems usually found in collaborative networks. These capabilities can in turn be used by both the administrator and the network itself to, for instance, automatically react to faulty sensors. Experiments validate the interest of our proposal in an intrusion detection scenario.
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State of the art

In this section, we both introduce run-time decision engines and their need for power management.

Network interface run-time selection

Mobile end-user devices such as smartphones and tablets usually have multiple ways of accessing the Internet, may it be WiFi (b/g/n), EDGE, 3G, 4G or Bluetooth. All these ways of accessing the Internet are usually provided by two separate radios. The WiFi adapter supporting the WiFi modes b/g/n and Bluetooth while the EDGE, 3G and 4G is provided by another adapter.

In [START_REF] Balasubramanian | Energy consumption in mobile phones: A measurement study and implications for network applications[END_REF], the authors compared the power consumption of the WiFi, 3G and GSM interfaces. The WiFI and 3G measurement have been carried out on an HTC Furze smarthpone while the GSM measurement were carried out with two Nokia phones. The experiment consisted in periodically sending data using each interface and see how the data size and the interval between the transfers influenced the energy consumption of each data transfer. For the GSM and 3G experiments, they break the energy consumption in three parts: 1) Ramp energy: energy required to switch to the high-power state, 2) Transmission energy, and 3) Tail energy: Energy spent in high power state after the completion of the transfer. For the WiFi experiment, the power cost is divided in: 1) Scan-Associate energy: Energy spent to scan and associate to an access point, and 2) Transfer energy: Energy spent to transfer data. In Figure 6.1, the authors have shown that the energy cost of a 1K data transmission over a 3G network consumed roughly the same energy as a 100K transfer. This is because most of the power consumption is not due to the transmission cost but rather due to

Evaluation

In this evaluation, we proved it is possible to implement a network interface selection at run-time using our proposed generic flowgraph.

Selecting performance levels and processors

The second evaluation of the framework we performed was CPU performance level and core selection on a smartphone equipped with a big.LITTLE processor [START_REF] Mckenney | A big.LITTLE scheduler update[END_REF], where half the cores are optimised for speed (BIG) and the other half is optimised for power consumption (LITTLE). The decision engine's role is to select which set of cores and performance level should be used for the applications currently running on the smartphone. It's input metric is the CPU usage which gets predicted using the "average" prediction system. as illustrated by Figure 6.20. In this figure, we can see in green the evolution of the CPU usage in the last 800 ms. We can then see the result of the prediction stage with the low, average and high predictions shown in the different shades of blue. The result of the model is shown in red and the impact on the impact on the metric is shown in yellow. The score of the model for this metric is 0.812.

Each set of cores (BIG or LITTLE) has 3 different performance levels. A performance level is defined by:

• Static power consumption: idle power consumption;

• Dynamic power consumption: power consumption added when 100% active;

• Performance: Maximum performance relative to the fastest performance level of the BIG core.

The LITTLE cores have the following performance levels: In this appendix, we introduce the list of publications we made in international conferences and workshops. The full list of poster presentations and talks is however available online at http://phd.mupuf.org.

A.1 Book chapters

A.1.1 Green Networking

Editor Francine Krief

Publisher ISTE & Wiley

A.3 International Workshops

energy-efficiency of GPUs has facilitated use of GPU in many application domains. Albeit energy efficient, GPUs still consume non-trivial power independently of CPUs. It is desired to analyze the power and performance charateristic of GPUs and their causal relation with CPUs. In this paper, we provide a power and performance analysis of GPU-accelerated systems for better understandings of these implications. Our analysis discloses that system energy could be reduced by about 28% retaining a decrease in performance within 1%. Specifically, we identify that energy saving is particularly significant when (i) reducing the GPU memory clock for compute-intensive workload and (ii) reducing the GPU core clock for memory-intensive workload. We also demonstrate that voltage and frequency scaling of CPUs is trivial and even should not be applied in GPU-accelerated systems. We believe that these findings are useful to develop dynamic voltage and frequency scaling (DVFS) algorithms for GPU-accelerated systems.

A.3.2 Reverse engineering power management on NVIDIA GPUs -Anatomy of an autonomic-ready system

Authors Martin Peres

Conference OSPERT 2013: 9th annual workshop on Operating Systems Platforms for Embedded Real-Time applications held in conjunction with the 25th Euromicro Conference on Real-Time Systems (ECRTS13)

Abstract Research in power management is currently limited by the fact that companies do not release enough documentation or interfaces to fully exploit the potential found in modern processors. This problem is even more present in GPUs despite having the highest performance-per-Watt ratio found in today's processors. This paper presents an overview of the power management features of modern NVIDIA GPUs that have been found through reverse engineering. The paper finally discusses about the possibility of achieving self-management on NVIDIA GPUs and also discusses the future challenges that will be faced by researchers to study and improve on autonomic systems.

Appendix B

List of Software Projects During the course of this thesis, we developed multiple software projects or contributed to already-existing ones. They are listed here and categorised by the chapter of the thesis they are related to:

B.1 Decentralising data processing in surveillance networks

We developed 3 main projects when researching on data processing decentralisation in surveillance networks, found in Chapter 3.

The source code of the following projects can be found publicly [START_REF] Peres | mupuf/diaforus labri[END_REF] under the GPLv2 license.

Our contribution to this project are mostly focused in vbios management tools (nvagetbios, nvafakebios and nvbios), performance counters documentation and automated reverse engineering tools (nvacounter), clocks and memory timings (nvatimings and nvamemtimings) and i2c transaction spy (nvaspyi2c). We also documented PTHERM in great length on the Tesla generation along with writing hardware tests to verify the result of the reverse engineering more easily.

B.3.3 PDAEMON tracing

In Figures 5.24, 5.25, 5.26 and 5.27, we analysed the reclocking policy implemented by NVIDIA. Creating these figures required to track multiple parameters at the same time such as the temperature, the frequency of every clock, the FSRM state and the power consumption. We also needed to generate fake loads to evaluate their impact on the configuration of the GPU.

We developed such tools and released them under a GPLv2 license. The source code can be found publicly [180] although it will likely require modifications to run on your hardware.

B.4 Making real-time power management decisions B.4.1 RTGDE

We implemented the decision engine proposed in Chapter 6 along with multiple unit tests, gnuplot examples and test scenarios.

The project has been written in C and has been tested on modern Linux distributions. It should also be portable to other Operating Systems without problems.

The source code is available publicly [START_REF] Peres | mupuf/RTGDE[END_REF] under the MIT license.

Appendix C Diaforus : An example deployment file

The following code listing is an example of deployment XML file we talked about in Chapter 3. This is an hybrid deployment containing both simulated and real wireless nodes. The simulated node run the area-level reasoning code while the real nodes host sensors. a r g s="-j 8 " /> <make output=" d i a f o r u s f i n a l c o d e . j t a g . s 3 " r o o t="Debug/ " t a r g e t=" aps3 " a r g s="-j 1 " /> <debug pubsub=" t r u e " u i p=" f a l s e " s i c s l o w p a n=" f a l s e " r p l=" f a l s e " wavesim=" f a l s e " coap=" f a l s e " r e a s o n i n g=" t r u e " /> <a p p l i c a t i o n name="REASONING" /> </ b u i l d> In this appendix, we demonstrate the capabilities of DiaSE, the simulation environment for the DIAFORUS network which has been presented in Chapter 3.

D.1 Deployment

The first view, shown in Figure D.1 allows deploying a network with the mouse. Nodes should be added by selecting the antenna icon and clicking where it is wanted on the map.

Likewise, adding sensors is done by selecting the wanted type, clicking on the map where it should be deployed, orient the sensor by moving your mouse before clicking again. Connecting sensors to their node is done by changing the nodeID parameter of the sensor.

Emblems can be assigned to nodes to better-represent their function. For instance, in this figure, the gateway and the alarm have emblems while the other nodes use the default antenna icon.

It is possible to visualise the connectivity of a node by putting the mouse's cursor on top of the node. It is also possible to see the whole network connectivity by telling so in the Display menu. 

D.3 Scenario

Now that the network has been compiled and is running, we can simulate different kind of intruders (cars and pedestrians).

The user has to create a path using his/her mouse by first clicking on the hand icon then left-clicking to create the different segments of the intrusion path. We the path is finished, the user should press the right button of the mouse.

Once a path has been created, the user can attach a pedestrian or a car to it by selecting the corresponding icon and then clicking at the beginning of the path it should be assigned onto. In this mode, the network operator can visualise the current state of alarm of all the areas by checking if it is drawn in red or not. The sensors that contributed to the past alarms are also drawn in red.

The car simulates a fast intrusion and is shown in

To acknowledge an intrusion, the operator needs to click in the area he/she wants to acknowledge. This resets the state of the area.

Appendix E

Real-life deployment of the DIAFORUS Network

The results presented earlier in Chapter 3 have been obtained using a simulated network. However, in the DIAFORUS ANR project, we ported this network on real nodes and validated the simulation results. The algorithms used for the simulation are the ones used on the real nodes. This means our proposal is feasible on standard sensor nodes.

E.1 Hardware used

Sensors and actuators used

We used two military sensors from Thales 1 because they were one of our industrial partners in this research project along with Coronis 2 which provided the sensor nodes.

In our real-life testing, we used 4 types of sensors: • a manual switch, for simulating a seismic sensor on tabletop demos.

The only actuator used during this demonstration was a buzzer to simulate an alarm when the correlation node would detect an intrusion.

Sensor nodes

For our real-life test, we used the sensors nodes developed by Coronis. These nodes contain an APS3 core from Cortus [181], a 32 bit micro-controler with an Harvard architecture oriented towards power efficiency and small code size. We had 4 kB of RAM and 48 kB left for the code which could also hold some data although with a performance hit. The node is visible in Figure E.2.

Appendix F

Demodulating unknown signals

In Chapter 4, we introduced the idea that it should be possible to demodulate signals in real time without prior-knowledge of their PHY parameters. In this appendix, we show that we started working on such a system and already have promising results. A ring buffer data structure suited for software-defined radios

F.1 Studying an OOK signal

The following listing defines a ring-buffer data structure that is suited for softwaredefined radios. It allows its users to annotate the sample stream with the parameters of the radio to enable dynamic switching of the radio's parameters while still keeping the current data available.

It also enables its user to synchronise the time and the frequency domain thanks to the global index given to every sample of the stream which allows an FFT to reference the samples used for its calculation.

More information can be found in the comments of the data structure. s i z e t r i n g l e n g t h ; ///< The l e n g t h o f t h e r i n g b u f f e r s t d : : a u t o p t r <Sample> r i n g ; ///< The r i n g b u f f e r s t d : : atomic<u i n t 6 4 t > newHead ; ///< The head o f t h e s t a g i n g a r e a s t d : : atomic<u i n t 6 4 t > h e a d ; ///< The head o f t h e p u b l i c a r e a s t d : : atomic<u i n t 6 4 t > t a i l ; ///< The t a i l o f t h e r i n g b u f f e r // / S t r u c t u r e t o a s s o c i a t e markers t o t h e i r p o s i t i o n s s t r u c t M a r k e r I n t e r n a l { u i n t 6 4 t pos ; ///< P o s i t i o n o f t h e marker Marker m; ///< The marker } ; b o o s t : : mutex markersMutex ; ///< Mutex t o p r o t e c t t h e markers ' l i s t s t d : : l i s t <M a r k e r I n t e r n a l > m a r k e r s ; ///< The markers ' l i s t // / Same a s #r e qu e st R ea d , but w i t h o u t boundary c h e c k s v o i d r e q u e s t R e a d u n s a f e ( u i n t 6 4 t pos , s i z e t * l e n g t h , Sample * * s a m p l e s ) { s i z e t p a c k e t S i z e = * l e n g t h ; / * c h e c k t h a t we won ' t be wrapping around * / i f ( ( pos % r i n g l e n g t h ) + p a c k e t S i z e >= r i n g l e n g t h ) p a c k e t S i z e = ( r i n g l e n g t h -( pos % r i n g l e n g t h ) ) ; * s a m p l e s = ( r i n g . g e t ( ) + ( pos % r i n g l e n g t h ) ) ; * l e n g t h = p a c k e t S i z e ;