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In our second approach, we present a Timed Automata (TA) based framework. In the proposed framework, we model interactive scenarios as a network of timed automata and extend them with interactive points (IPs) guarded by conditions, thus allowing for the specification of branching behaviors. Moreover, we take advantage of the mature and efficient tools for TA to simulate and automatically verify scenarios. In our framework, scenarios can be synthesized into a reconfigurable hardware in order to provide a low-latency and real-time execution by taking advantage of the physical parallelism, low-latency, and high-reliability of these devices. Furthermore, we implemented a tool to systematically construct bottom-up TA models from the composition environment of I-SCORE. Doing that, we provide a friendly and specialized environment for composing and automatic verification of interactive scenarios.

Résumé

Sémantique Formelle et Vérification Automatique de Scénarios Hiérarchiques Multimédia avec des Choix Interactifs

Notre propos est la conception assistée par ordinateur des scénarios comprenant des contenus multimédia qui interagissent avec les actions extérieures, notamment celles de l'interprète (e.g., spectacles vivants, installations muséales interactives et jeux vidéo). Le contenu multimédia est structuré dans un ordre spatial et temporel selon les exigences de l'auteur. Par conséquent, la complexité potentiellement élevée de ces scénarios nécessite des langages de spécification adéquats pour leur complète description et vérification. Partitions Interactives est un formalisme qui a été proposé comme un modèle pour la composition et l'exécution des scénarios multimédias interactifs. En outre, un séquenceur inter-médias, appelé I-SCORE, a été élaboré à partir de la sémantique Petri net proposée par ce formalisme. Au cours des dernières années, I-SCORE a été utilisé avec succès pour la composition et l'exécution des spectacles et des expositions interactives. Néanmoins, ces applications et les applications émergentes telles que les jeux vidéo et les installations muséales interactives, de plus en plus exigent deux caractéristiques que la version stable actuelle de I-SCORE ainsi que son modèle sous-jacent ne supportent pas : (1) des structures de contrôle flexibles comme des conditionnelles et des boucles ; et (2) des mécanismes pour la vérification automatique de scénarios.

Dans cette thèse, nous présentons deux modèles formels pour la composition et la vérification automatique de scénarios interactifs multimédia avec des choix interactifs, i.e., des scénarios où l'interprète ou le système peut prendre des décisions au sujet de leur état d'exécution avec un certain degré de liberté définie par le compositeur.

Dans notre première approche, nous définissons un nouveau langage de programmation appelé REACTIVEIS dont les programmes sont définis comme des arbres représentant l'aspect hiérarchique des scénarios interactifs et dont les noeuds contiennent les conditions nécessaires pour démarrer et arrêter les objets temporels (TOS). En outre, nous définissons une sémantique opérationnelle basé sur des arbres marqués, contenant dans leurs noeuds, les informations sur le début et la fin de chaque TO. Nous définissons également une interprétation déclarative de REACTIVEIS comme formules de la logique linéaire intuitionniste avec sousexponentiels (SELL). Nous montrons que cette interprétation est adéquate : les dérivations dans la logique correspondent à des traces du programme et vice-versa.

Dans notre deuxième approche, nous présentons un système basé sur des Automates Temporisés. Dans le système proposé, nous modélisons des scénarios interactifs comme un réseau d'automates temporisés et les étendons avec des points interactifs gardés par des conditions, permettant ainsi la spécification de comportements avec branchements. Par ailleurs, nous profitons des outils matures et efficaces pour simuler et vérifier automatiquement des scénarios modélisés comme des automates temporisés. Dans notre système, les scénarios peuvent être synthétisés dans un matériel reconfigurable afin de fournir une faible latence et l'exécution en temps réel.

Dans cette thèse, nous explorons également une nouvelle façon de définir et mettre en oeuvre des scénarios interactifs, visant à un modèle plus dynamique en utilisant le langage réactif REACTIVEML. Enfin, nous présentons une extension des scénarios interactifs utilisant des réseaux de Petri colorés (CPN) qui vise à traiter des données complexes, en particulier, les données statiques et dynamiques de flux audio.

Mots clés : Réseaux de Petri Colorés, Scénarios Multimédia Interactifs, Sémantique Opérationnelle, Logique Linéaire, Model Checking, Automates Temporisés.
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Résumé

Abstract

Formal Semantics and Automatic Verification of Hierarchical Multimedia Scenarios with Interactive Choices

Interactive multimedia deals with the computer-based design of scenarios consisting of multimedia content that interacts with external actions and those of the performer (e.g., multimedia live-performance arts, interactive museum installations, and video games). The multimedia content is structured in a spatial and temporal order according to the author's requirements. Therefore, the potentially high complexity of these scenarios requires adequate specification languages for their complete description and verification.

Interactive scores is a formalism which has been proposed as a model for composing and performing interactive multimedia scenarios. In addition, an inter-media sequencer, called I-SCORE, has been developed following the Petri Net semantics proposed by this formalism. During the last years, I-SCORE has been used successfully for the composition and performance of live performances and interactive exhibitions. Nevertheless, these applications and emergent applications such as video games and interactive museum installations, increasingly demand two features that the current stable version of I-SCORE as well as its underlying model do not support: (1) flexible control structures such as conditionals and loops; and (2) mechanisms for the automatic verification of scenarios.

In this dissertation we present two formal models for composition and automatic verification of multimedia interactive scenarios with interactive choices, i.e., scenarios where the performer or the system can take decisions about their execution state with a certain degree of freedom defined by the composer.

In our first approach, we define a novel programming language called REACTIVEIS. This language extends the full capacity of temporal organization of interactive scenarios by allowing the composer to use a defined logical system for the specification of the starting and stopping conditions of temporal objects (TOs). REACTIVEIS programs are formally defined as tree-like structures representing the hierarchical aspect of interactive scenarios and whose nodes contain the conditions needed to start and stop the TOs. Moreover, we define an operational semantics based on labeled trees, containing in their nodes, the information about the start and stop times of each TO. We show that this operational semantics offers an intuitive yet precise description of the behavior of interactive scenarios.

We also endowed REACTIVEIS with a declarative interpretation as formulas in Intuitionistic Linear Logic with Subexponentials (SELL). We shall show that such interpretation is adequate: derivations in the logic correspond to traces of the program and vice-versa. Hence, we can use all the meta-theory of Intuitionistic Linear Logic (ILL) to reason about interactive scenarios and develop tools for the verification and analysis of interactive scenarios.

CHAPTER 1

Introduction "Never send a human to do a machine's job."

-Agent Smith, Matrix

Interactive multimedia deals with the computer-based design of scenarios consisting of multimedia content that interacts with external actions and those of the performer. For instance, multimedia live-performance arts, interactive museum installations, and video games. The multimedia content is structured in a spatial and temporal order according to the author's requirements. Therefore, the potentially high complexity of these scenarios requires adequate specification languages for their complete description and verification.

As an answer to this challenge, Interactive Scores (IS) [Allombert 2009] has been proposed as a formalism for composing and performing interactive multimedia scenarios. This model has been the outcome of several years of research that started at the beginning of the 21th century and still continues. In the IS model, the performer has the possibility to influence the execution of scenarios by triggering interactive points (IPs). Hence, the performer enjoys a certain freedom in choosing the time of interaction (or whether it takes place) leaving the system the task of maintaining the temporal constraints defined by the composer. Scenarios are composed of textures and structures. Textures represent the execution in time of multimedia processes (e.g., the brightness of a lamp) while structures allow to design modular scenarios and define a hierarchical organization on them. The temporal organization of the above temporal objects (TOs) is defined by asserting temporal relations (TRs) those objects must obey. Most precisely, TRs define precedence relations between TOs and also temporal constraints by giving a range of possible durations from zero to infinite.

The first tool for interactive scenarios is BOXES [Beurivé 2001], but it was conceived only for the composition of Electroacustic music (i.e., musical work that makes use of modern electronic technology to incorporate electronic sound production into compositional practice [Canazza 2001]). In BOXES, the notion of temporal relations between processes, which is essential in IS, was introduced, however, user interaction was not provided. Ten years after, the first version (version 0.1) of the software I-SCORE [Marczak 2011] was developed in the frame of the ANR project VIRAGE1 . This software is based on the Petri Net model introduced by Allombert in [Allombert 2009], which unlike BOXES, provides user interaction. I-SCORE offers two different stages: composition and performance. In the former, composers place TOs on a horizontal time-line. Then, they add IPs and connect TRs between the TOs in order to define the temporal properties of the scenario. During the performance stage, the performer can dynamically trigger the IPs while the system maintains the temporal properties defined by the composer (i.e., the TRs). In the first version of I-SCORE, the scenarios are executed by an abstract machine, called ECO machine, that relies on a Hierarchical Time Stream Petri Net (HT-SPN) [Sénac 1995] to represent and execute the partially ordered set of events [Marczak 2011]. Thus, each time a scenario is written or modified, it must be translated into a HTSPN to be executed.

During the last years, I-SCORE has been used successfully for the composition and performance of live performances and interactive exhibitions [Allombert 2010]. Nevertheless, these applications and emergent applications such as video games and interactive museum installations, increasingly demand two features that the first version of I-SCORE as well as its underlying model do not support:

(1) flexible control structures such as conditionals and loops [de la Hogue 2014]; and (2) mechanisms for the automatic verification of scenarios. The former would permit to describe branching behaviors in interactive scenarios and the latter would avoid that raise conditions (abnormal behaviors) happen during a spectacle. In 2013, a new stable version of I-SCORE (version 0.2) was released in the frame of the project OSSIA2 . Although this new version enhances I-SCORE with conditional and loops, it still lacks a formalization of these notions in its underlying model. Several researchers have made many efforts to extend interactive scenarios with control structures (e.g., Petri nets [Allombert 2009], process calculi [Olarte 2009b;[START_REF] Toro | [END_REF]), but there is no practical solutions for their automatic verification and real-time performance. Moreover, the proposed models cannot be straightforwardly implemented or extended with new features that composers will eventually need to write more complex scenarios.

This thesis then strives for finding formal models for composition and automatic verification of multimedia interactive scenarios with interactive choices, i.e., scenarios where the performer or the system can take decisions about their execution state with a certain degree of freedom defined by the composer. Doing that, we bring new reasoning techniques for the modeling and verification of complex interactive scenarios found in emergent applications such as video games and interactive museum installations. Next, we describe the different approaches developed in this dissertation.

In our first approach, we define a novel programming language called REACTIVEIS. This language extends the full capacity of temporal organization of interactive scenarios by allowing the composer to use a defined logical system for the specification of the starting and stopping conditions of TOs. REACTIVEIS programs are formally defined as tree-like structures representing the hierarchical aspect of interactive scenarios and whose nodes contain the conditions needed to start and stop the TOs. We define an operational semantics based on labeled trees, containing in their nodes, the information about the start and stop times of each TO. We shall show that this operational semantics offers an intuitive yet precise description of the behavior of interactive scenarios. Moreover, as we shall see, tree structures give a concrete guidance to users with no technical background on how a scenario should be executed, without dealing with the underlying theories in which are based the existing models for interactive scenarios (e.g., Petri nets, process calculi, event structures).

We also endowed REACTIVEIS with a declarative interpretation as formulas in SELL [Danos 1993]. We shall show that such interpretation is adequate: derivations in the logic correspond to traces of the program and vice-versa. Hence, we can use all the meta-theory of ILL to reason about interactive scenarios and develop tools for the verification and analysis of interactive scenarios. Moreover, we can rely on the recent developments on the specification of temporal and spatial modalities in ILL [START_REF] Nigam | [END_REF]] to declaratively enrich REACTIVEIS with new constructs. For instance, it would be possible to define interactive scenarios whose hierarchy may change dynamically by allowing TOs to move into another TO according to the stimulus from the environment.

In our second approach, we present a Timed Automata (TA) [Alur 1994] based framework. In the proposed framework, we model interactive scenarios as a network of timed automata and extend them with IPs guarded by conditions, thus allowing for the specification of branching behaviors. Moreover, we take advantage of the mature and efficient tools for TA to simulate and automatically verify scenarios. Furthermore, we implemented a tool to systematically construct bottom-up TA models from the composition environment of I-SCORE. Doing that, we provide a friendly and specialized environment for composing and automatic verification of interactive scenarios.

I-SCORE is currently implemented using threads which make the implementation very non-deterministic and unreliable [Lee 2006]. Moreover, it is not designed for real-time operating systems or parallel computer architectures. Thus, the low-latency and real-time performance of interactive scenarios may not be guaranteed. Nowadays composers increasingly create scenarios achieving compute-intensive, data-intensive or real-time tasks which might not be performed properly by the standard computers. Additionally, the use of supercomputers is often unfeasible due to their very high cost. Therefore, it is necessary the use of reasonable price alternatives to achieve the performance level needed for the execution of these complex interactive multimedia scenarios. We take as example the work of Georges Gagneré3 called ParOral. In this work, the performer reads a text in order to dynamically reconstruct the scenario by using sound and visual effects which are interactively controlled by the expressiveness with which each sentence of the text is read. To achieve this, the author uses I-SCORE to orchestrate the operation of several applications such as a text following system, an intonation recognition system, and an audio and a video processing system. Nevertheless, most of these applications must be executed on different machines in order to have a low latency and ensure real-time. As a solution to these performance issues, our framework offers the possibility that once the scenario satisfies the author's requirements, it can be synthesized into a reconfigurable hardware (i.e., FPGAs [Trimberger 2015]) for the sake of providing a low-latency and real-time execution by taking advantage of the physical parallelism, low-latency, and high-reliability of these devices.

In this dissertation we also explore a novel way to define and implement interactive scenarios, aiming at a more dynamic model. For this purpose, we use REACTIVEML [Mandel 2015], a programming language for implementing interactive systems (e.g., video games and graphical user interfaces). This language is based on the synchronous reactive model of Bussinot [Boussinot 1996], thus it provides a global discrete model of time, clear semantics, synchronous and deterministic parallel composition, and features such as dynamic creation of processes. REACTIVEML has been previously used in music applications showing to be very expressive, efficient, capable of interacting with the environment during the performance of complex scores, and well suited for building prototypes easily [Baudart 2013a;Baudart 2013b]. Therefore, we can easily prototype new features for interactive scenarios and execute living code using the toplevel of REACTIVEML [Mandel 2009]. Moreover, we use the environment INSCORE [Fober 2013] to develop a graphical interface that provides a real-time visualization of the execution of the scenario. Thus, it improves the current graphical interface of I-SCORE which does not reflect the dynamic changes caused by the interaction with the environment.

We shall also present an extension of interactive scenarios using CPNs [START_REF] Jensen | [END_REF]] that aims to handle complex data, in particular, dynamic and static data audio streams. This extension adds the possibility of building stream processing structures by functional composition of processes through input/output data slots. Since multimedia streams are often cut into temporal frames to be carried from one process to another, we model frames as colored tokens that are handle by textures. We provide the notion of asynchronous functional composition that corresponds to the case where the defined processes are not executed at the same time, thus requiring to buffer the output data stream of processes in order to hold data until another process read them. We take advantage of this functional composition and the hierarchy supported by CPN to build a modular model that we shall extend with modules for the basic processing of audio files such as reading, appending, and reversing. This extension then opens the possibility of verifying properties about the resource consumption of scenarios by using verification tools for CPNs such as CPN TOOLS.

This work has been supported by the ANR project OSSIA which aims to formalize the logical and temporal constraints inherent in multimedia scenarios in order to develop tools for their specification and verification. Furthermore, the issues addressed in this dissertation have been of great interest and relevance to several researchers. For instance, the work presented in Chapter 4 is the result of a collaboration with researchers in the frame of the projects MUSICAL 4 and POSET 5 . The former is funded by CNPQ (the Brazilian National Council for Scientific and Technological Development) and aims to develop and integrate tools from logic and concurrency theory for the design and analysis of reactive systems and their application to musical processes and multimedia systems. The latter is funded by INRIA (the French Institute for Research in Computer Science and Automation) and aims to provide a consistent and robust mathematical framework for the modeling of sequential and parallel aspects of temporal media in order to develop simpler, safer and more powerful tools for the creation of hierarchical, multi-scale and multi-modal pieces of interactive art. Moreover, the work presented in Chapter 5 was a starting point for a master stage [START_REF] Vuaille | Interface d'exécution en INScore pour i-score[END_REF]] in the project INEDIT 6 which is financed by the French National Research Agency (ANR) and its goal is to leverage the scientific foundations of music and sound design tools with explicit directives, to open up new creative dimensions coupling authoring of time and interaction.

Contributions and Organization

In what follows we describe the structure of this dissertation and its contributions.

Chapter 2 [Background]. In this chapter we introduce the basic concepts and terminology used throughout this dissertation. We briefly describe several formalisms such as synchronous languages, Petri nets, timed automata, linear logic and model checking, on which are based the models for interactive scenarios presented in this dissertation.

Chapter 3 [Interactive Scenarios]. We discuss the previous models and existing implementations of interactive scenarios in this chapter. Moreover, we give an intuitive semantics and operational semantics of interactive scenarios. We encourage the reader to read in detail this chapter for the sake of understanding the formalization of the operational semantics of interactive scenarios presented in this dissertation.

Chapter 4 [Declarative Language].

A novel programming language that fully captures the temporal structure of interactive scenarios is presented in this chapter. This programming language called REACTIVEIS has a simple syntax and a formal representation of programs as tree-like structures. We present a structural operational semantics (SOS) [Plotkin 2004] whose execution states are also represented as trees claiming to be simpler, more intuitive and flexible than the current execution models for interactive scenarios. In this chapter, we also propose a logical semantics for REACTIVEIS based on Intuitionistic Linear Logic with Subexponentials (SELL) [START_REF] Nigam | [END_REF]], thus increasing the reasoning techniques available for the verification of interactive scenarios.

The work presented in this chapter is a collaborative work with researchers from the projects MUSICAL and POSET. To our knowledge, REACTIVEIS is the first programming language designed for writing, verification and execution of interactive scenarios.

Chapter 5 [Timed Automata Based Framework]. In this chapter, we present a Timed Automata [Alur 1994] based framework to address the automatic verification and real-time performance of interactive scenarios with branching behavior. For that, we model interactive scenarios as a network of timed automata and we extend them with IPs guarded by conditions, allowing to express branching behavior. Moreover, we shall show the automatic verification of some properties in the efficient and mature verification tool UPPAAL [START_REF] Behrmann | [END_REF]], and we present a tool to systematically create a bottom-up TA model (i.e., the input for UPPAAL) from any scenario written in I-SCORE.

Additionally, we shall introduce a hardware specification of our model that allows the verified scenarios to be synthesized into a reconfigurable hardware [Trimberger 2015] in order to guarantee its real-time and low-latency execution. Moreover, we shall present a synchronous interpreter for interactive scenarios implemented in the REACTIVEML [Mandel 2015] programming language. As we shall see, REACTIVEML allows for the dynamic creation of processes, thus opening the possibility of enhancing interactive scenarios with live coding. Finally, we shall introduce a novel graphical interface using the environment INSCORE [Fober 2012] that allows to show, in real-time, the true state of execution of interactive scenarios.

To our knowledge, this is the first framework for interactive scenarios allowing an automatic verification and a true parallel execution of them. Moreover, the graphical interface capturing in real-time the dynamic execution of scenarios has not been proposed before. In fact, it was a starting point for a master stage [START_REF] Vuaille | Interface d'exécution en INScore pour i-score[END_REF]] in the project INEDIT looking for its integration to the software I-SCORE.

Chapter 6 [Data Streams]. Nowadays, the design of interactive multimedia systems based on a written scenario is a challenge that requires to handle dynamic and static events (i.e., events triggered by the performer or the system) as well as dynamic and static data. In this chapter, we shall present an extension of interactive scenarios that aims to handle complex data, in particular, audio streams. For that, we shall use Colored Petri Nets (CPNs) [START_REF] Jensen | [END_REF]] to model complex data and the dynamic aspect of the functional composition of processes.

Our approach is based on the idea that multimedia streams are often cut into temporal frames to be carried from one process to another. Therefore, we model frames as colored tokens that are handled by processes. We first start by formalizing the operational semantics of interactive scenarios in CPN. Then, we take advantage of the modularity of our model and we extend it with CPNs modules for reading, appending and reversing audio files. A formal modeling of data streams in interactive scenarios opens the possibility of reasoning about the resource consumption of a given scenario.

Chapter 7 [Concluding Remarks]. This chapter presents an overview of this dissertation and gives some directions for future work.
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The main contributions of this paper are included in Chapter 5. ACSD 2014, Tunis La Marsa, Tunisia, June 23-27, 2014. IEEE, 2014, pp. 186-195. DOI: 10.1109/ACSD.2014.23 [Arias 2014a].

The main contributions of this paper are given in Chapter 6.

Proceedings of national conferences.

• Jaime In this chapter we introduce the basic concepts and terminology used throughout this dissertation. We briefly describe several formalisms such as synchronous languages, Petri nets, timed automata, linear logic and model checking, on which are based the models for interactives scenarios presented in this dissertation. We do not intend to give an in-depth review of these concepts but rather to contextualize the underlying theory on which is built the models presented in this dissertation. We encourage the reader to follow the references to have a complete description of each topic addressed in this chapter.

What are Reactive Systems?

Many computer applications involve programs that permanently interact with their environment, at a speed imposed by the latter (e.g., real-time controllers). [START_REF] Harel | On the Development of Reactive Systems[END_REF]] introduced the term reactive system (see Figure 2.1a) to denote this class of systems that contrasts, on one hand, with transformational systems (see Figure 2.1b) whose role is to terminate with a result computed from an initial input available at the beginning of their execution (e.g., a compiler), and on the other hand, with interactive systems which permanently react with their environment, but at their own speed (e.g., operating systems) [Halbwachs 1998].

Reactive systems present the following main features:

• Parallelism: They run in parallel with their environment. Moreover, most of the time, they are designed as sets of parallel components that cooperate to achieve the intended behavior. FIGURE 2.1: Classification of computer systems [Halbwachs 1998].

• Determinism: They generally react the same way to the same inputs. This property makes their design and analysis easier.

• Temporal requirements: They are submitted to requirements concern both input rate and the input/output response that are imposed by the environment.

In Example 2.1 we present a classical example of a reactive system: a coffee vending machine. This machine reacts continuously to its environment (i.e., the user) by receiving coins and commands (i.e., the input), and returning beverages (i.e., the output). Several tools are currently used to specify and analyze reactive systems. In the rest of this chapter, we briefly introduce those we shall use in this dissertation.

Example 2.1 (Coffee Vending Machine)

Our coffee vending machine only accepts coins of 50 cents (50 ¢) and 1 euro (1 €). The machine may serve either coffee (price: 1 €) or tea (price: 50 ¢) for a user (e.g., a Ph.D student). Additionally, the machine does not return change or refund money, and the maximum capacity of its purse is 1 €. Therefore, the user should insert the necessary money if he/she does not want lose money. The expected behavior of the machine is: (1) it expects the user first drops the coins;

(2) the user presses a button to select coffee or tea; and (3) the machine provides the beverage.

50¢ 1€ Coffee Tea C O L O M B I A N C O F F E E

Synchronous Programming

Synchronous Languages are a simple and clean approach to design reactive systems. They provide simple and precise formal semantics, and allow specially elegant programming style. Moreover, inspired by Milner's synchronous product [Milner 1983;Milner 1989], they conciliate concurrency (at least at the description level) with determinism. Additionally, programs can be compiled into a very efficient sequential code, by means of specific compiling techniques. These languages can be classified into two families according to their programming style: imperative languages such as ESTEREL [Berry 1992], SYNCCHARTS [André 2004], and ARGOS [START_REF] Maraninchi | [END_REF]] use control structures and explicit sequencing of statements, whereas declarative languages such as LUSTRE [Halbwachs 1992], LUCID SYNCHRONE [Colaço 2004] and SIGNAL [Benveniste 1991] use equations that express either functional or relational dependencies.

The synchronous languages are based on the hypothesis of perfect synchrony: reactive programs respond in no time and produce their outputs synchronously with their input. This hypothesis allows to unambiguously address the design issues by avoiding the temporal non-determinism inherent in the usual asynchronous approach [Zurawski 2005, chapter 8]. Hence, a synchronous program is supposed to deterministically react to events coming from the environment. Essentially, a synchronous program: (1) evolves through an infinite sequence of successive reactions indexed by a global logical clock; (2) during a reaction each component of the system computes new output values based on its internal state and on the values of its input values; and (3) the communication of all events between components occurs synchronously during each reaction. Thus, real physical time is not involved. All that is required is that reactions converge and computations are entirely performed before the current execution instant ends and a new one begins.

The synchronous model allows to deal with the ordering (at least partially) of observed events in the system as well as the synchronizability of them. Hence, some event can be said to occur later than another event [Benveniste 2003;Gamatié 2010;[START_REF] Potop-Butucaru | Concurrency in Synchronous Systems[END_REF]. For instance, Figure 2.2a shows the actual execution trace of a system (i.e., asynchronous vision) which has two inputs i 1 and i 2 and one output o, and Figure 2.2b shows the corresponding synchronous execution trace. In the former, the events are temporally non-deterministic and computations require δ time-units whereas in the latter the events are temporally deterministic, computations are instantaneous, and the data dependencies between the observed events are expressed. Nevertheless, the synchronous hypothesis is not completely realistic with respect to nonfunctional properties since it does not take into account the actual execution duration of the system. Therefore, the implementation of the designed system must be validated on an execution platform on which the execution time of reactions is satisfied [Gamatié 2010]. The most commonly used implementations models for synchronous languages are: event-driven and clock-driven executions. The former (see Figure 2.3a) expresses the fact that each reaction is initiated on the occurrence of some input event. The latter (see Figure 2.3b) differs from the former in that reactions are only initiated by abstract clock ticks. Both implementation models assume that all actions considered take bounded memory and time capacities. Nowadays, the asynchronous vision has become a complementary approach of the synchronous vision since it enables to ensure that nonfunctional properties such as execution durations are sat-isfied. Gathering advantages of both the synchronous and asynchronous approaches, the Globally Asynchronous Locally Synchronous (GALS) [START_REF] Chapiro | [END_REF][START_REF] Teehan | [END_REF] architectures are emerging as the architecture choice for implementing complex specifications in both hardware and software. In a GALS system, locally-clocked synchronous components are connected through asynchronous communication lines. Thus, unlike for a purely asynchronous design, the existing synchronous tools can be used for most of the development process, while the implementation can exploit the more efficient, unconstrained, and required asynchronous communication schemes.

Petri Nets

A PN [Petri 1966] is a graphical formalism for the description and analysis of concurrent and distributed systems. In the literature exists several extensions of the PN model. In the following we present an intuitive definition of PNs and we shall discuss two extensions that are explored in this dissertation: HTSPNs and CPNs.

Intuitively, a PN (see Figure 2.4) is a directed, weighted, bipartite graph consisting of two types of nodes: places (represented by circles) and transitions (represented by rectangles). Directed arcs (represented by arrows) connect either places to transitions or transitions to places. Each place may potentially hold either none or a positive number of tokens (represented by small solid dots). A state (marking) in PN is then represented by the number of tokens assigned to each place. In order to simulate the dynamic behavior of a system, a state in a PN is changed according to a firing rule. For instance, in a simple PN (i.e., a PN whose arcs have no weight) a transition t is said to be enabled if each input place of t contains at least one token. An enabled transition fires depending on whether or not a specific event takes place. The firing of an enabled transition t removes a token from each input place of t, and adds a token to each output place of t. For better understand, in Example 2.2 we describe the PN model of a coffee vending machine. 

t 1 t 2 t 3 t 4 t 5 t 6 p 1 (0 €) p 2 (50 ¢) p 3 (1 €) In. 50 ¢ Get Tea Get Coffee In. 50 ¢ In. 1 € Get Tea

Example 2.2 (Coffee Machine in PN)

Assume that Figure 2.4 is a PN model of the coffee vending machine presented in Example 2.1. The PN starts with a token in the place p 1 denoting that the machine starts with 0 €in its purse (state s 0 ). Transitions t 1 and t 2 represent that the user has inserted a coin of 50 ¢ or 1 €, respectively. If transition t 1 is fired, then a token is produced in the place p 2 indicating that the machine has 50 ¢ in its purse (state s 1 ). On the other case, if transition t 2 is fired, then a token is produced in place p 3 denoting that the machine has 1 €in its purse (state s 2 ). In the state s 1 of the machine, the user can either insert another coin of 50 ¢ (i.e., transition t 5 is fired) or select a tea (i.e., transition t 3 is fired). The former generates that the machine has 1 €in its purse (i.e., state s 2 ) whereas the latter returns the beverage and restarts the machine (i.e., state s 0 ). Finally, in the state s 2 of the machine, the user can either select a cup of coffee (i.e., transition t 4 is fired) or tea (i.e., transition t 6 is fired). The above events restart the machine.

PNs present interesting characteristics [Murata 1989]. For instance, they provide useful visual tools to easily model, interpret and analyze systems with parallelism, concurrency, synchronization and resource sharing. They provide a compact representation of systems with a very large state space allowing to represent systems with an infinite number of states using a finite state. Finally, they permit a modular representation, thus a large system can be decomposed in several subsystems that interact among them. Two types of properties can be studied with a PN model: those which depend on the initial marking, and those which are independent of the initial marking. The former type of properties is referred to as behavioral properties, whereas the latter type of properties is called structural properties. PN can be used to represent not only the flow of control but also the flow of data. In Table 2.1 we show some typical interpretations of transitions and places in PN models. To conclude, we present the formal definition of the standard notion of PNs [Wang 2012].

Definition 2.1 (Petri Net)

A Petri net is a 5-tuple P = 〈P, T, I, O, m 0 〉 where • P = {p 1 , . . . , p n } is a finite non-empty set of places,

• T = {t 1 , . . . , t m } is a finite non-empty set of transitions, where P ∩ T = ,

• I : P × T → is an input function that defines directed arcs from places to transitions,

• O : P × T → is an output function that defines directed arcs from transitions to places, and

• m 0 : P → is the initial marking of P such that

• ∀p i ∈ P : ∃t j ∈ T such that (p i , t j ) ∈ I or (p i , t j ) ∈ O and,
• ∀t s ∈ T : ∃p r ∈ P such that (p r , t s ) ∈ I or (p r , t s ) ∈ O.

Petri Nets for Hypermedia Systems

Time Stream Petri Nets (TSPNs) [Diaz 1994;Sénac 1994] allow to formally model temporal nondeterministic systems. It extends PNs with arcs associated with temporal intervals that enable to express the temporal characteristics of processes. These intervals, called Temporal Validity Interval (TVI), are 3-tuples [x, n, y], where x, n, and y are, respectively, the minimum, nominal and maximum admissible duration of the related process. TSPN provides three synchronization strategies (described below) for the case of an impossibility to satisfy the temporal constraints of the whole processes involved in a synchronization scheme.

• strong-or (dynamic): driven by the earliest process (i.e., the first arc getting the maximum bound of its absolute TVI);

• weak-and (dynamic): driven by the latest process (i.e., the last arc getting the maximum bound of its absolute TVI);

• master (static): driven by a selected process (i.e., only the absolute TVI of the selected process is taken into account).

These three fundamental synchronization strategies entail nine firing rules obtained from a consistent and complete combination of the absolute TVI of arcs associated with an enabled transition. The expressive modeling power of the TSPN model has been used for the modeling of multimedia systems. Its expressive power allows both the temporal non-determinism of distributed multimedia systems and the temporal variability of multimedia object. Moreover, its modeling power allows intra-media and inter-media synchronizations constraints to be easily expressed. Power analysis techniques allows the state graph of bounded TSPNs to be finitely computed, and verification methods have been developed for checking the temporal consistency of structured TSPNs [Courtiat 1996]. For instance, a library of reusable UPPAAL (explained in Section 2.4) template processes was developed [Cicirelli 2012]. It enables a structural translation of a general TSPN model into UPPAAL for exhaustive property analysis through model checking (explained in Section 2.5).

Next, we present the formal definition of a TSPN.

Definition 2.2 (Time Stream Petri Net)

A Time Stream Petri Net is a 8-tuple 〈P, T, I, O, m 0 , I M , SY M , M A〉 where:

• 〈P, T, I, O, m 0 〉 defines a Petri Net as in Definition 2.1,

• I M : A → ( + ∪ ∞) × ( + ∪ ∞) × ( + ∪ ∞)
where

-A = {a = (p, t) ∈ P × T | I(p, t) = 0}
is the set of arcs outgoing from places, and

-I M (a i ) → (x i , n i , y i ) is such that 0 ≤ x i ≤ n i ≤ y i .
• SY N : T → {or, strong-or, and, weak-and, master, or-master, and-master, weak-master, strong-master} is a function which associates each transition with a firing rule.

• M A : T m → A is a function that associates a master arc to each transition in T m = {t ∈ T | SY N (t) ∈ {master, and-master, or-master, weak-master, strong-master}}.

Nevertheless, TSPN is not able to express temporal composition in general multilevel architectures. In order to solve this problem, Sénac, Saqui-Sannes, and Willrich introduced in [Sénac 1995] an extension of TSPN called Hierarchical Time Stream Petri Net (HTSPN) that allows an easy and formal specification, simulation, and analysis of logical and temporal properties of hypermedia systems. The HTSPN model also takes into account temporal non-determinism in distributed hypermedia systems and makes possible to express how asynchronous events interrupt a multimedia scenario.

HTSPN uses substitution of places for hierarchical modeling. An atomic place is associated with a mono-media resource and it is modeled using an arc with a TVI (e.g., place V 1 in Figure 2.6). A composite place is an abstract place that specifies an underlying TSPN. The outgoing arc of a composite place specifies the TVI of the composite component (e.g., place C 1 in Figure 2.6). Therefore, the concept of composite place in HTSPN encapsulates the notion of hierarchy and abstracts both the dynamic and temporal behavior of its associated TSPN. A link allows to specify n-ary directed relations between several components and introduces the timed link concept: links that are automatically triggered in function of both logical and temporal conditions. Timed links are modeled by a timed arc (L, t) where L is the link place (e.g., place L in Figure 2.6). Then, TSPN firing rules combined with composite and link places allow asynchronous events and high level interrupt to be easily modeled. Since the normal duration of an asynchronous event cannot be known in advance, the nominal duration of a link is replaced by the character * . The TSPN firing rules are extended to HTSPN considering that the different nets in a HTSPN progress like a single one. In particular, the nets in a HTSPN share the same global clock, for simulation purposes, and the conditions for firing a transition in a HTSPN are the same that the one for a transition in a TSPN. Additionally, when a token enters to a composite place, the input place of the underlying TSPN (e.g., place V 11 in Figure 2.6) is also marked , and when a token leaves a composite place, all tokens of the related subnets are recursively removed. For instance, the transition t 1 of the HTSPN in Figure 2.6 has a master firing rule. Thus, following the semantics of the firing rule, the related transition must be fired inside the TVI of the master arc. Hence, if the master arc (L, t 1 ) with TVI [x, * , y] is enabled at time τ, then the transition t 1 must be fired inside the temporal interval [τ + x, τ + y]. If the logical triggering condition has not been satisfied before time τ + y, then the transition t 1 is automatically fired at that time.

Colored Petri Nets

So far, we have presented PNs whose tokens are indistinguishable. The above has as disadvantage the creation of very large and unstructured specifications of systems. Therefore, high-level PNs were developed in order to allow a compact representation of the modeled systems. In the following we shall present Colored Petri Nets (CPNs) which are one of the most popular high-level PNs and which we shall use in Chapter 6.

CPN [Jensen 2009] is a graphical discrete-event modeling language that combines PN with the functional programming language CPN ML in order to obtain a scalable model for concurrent systems. Thus, it provides a language with formal foundations and primitives for modeling data manipulation, allowing to create compact and parameterizable models. CPN models can be structured into a set of modules to handle large specifications. The modules interact with each other through a set of well-defined interfaces. The module concept of CPN is based on a hierarchical structuring mechanism, allowing a module to have sub-modules and allowing a set of modules to be composed to form a new module. Moreover, CPNs include a time concept that makes it possible to capture the time taken to execute activities in the system. Therefore, it can be applied for simulation-based performance analysis, investigation performance measures, and for modeling and validation of realtime systems. For example, in this dissertation we shall use the tool CPN TOOLS [START_REF] Jensen | [END_REF]] for editing, simulation, state space analysis, and performance analysis of CPN models.

In CPNs, each place can be marked with one or more tokens which have attached a color. Colors indicate the identity of the token and they often represent a complex data-value. Moreover, each place has an inscription which determines the set of colors that tokens on the place are allowed to have. This set of possible colors is specified by means of a type that is called the color set of the place. Additionally, each place has an inscription which determines its initial marking. For instance, the place purse in Figure 2.7 has the color set COIN which is defined in CPN TOOLS as 1 colset COIN = real That means that the place only can be marked with tokens that carry real numbers like 0.0. The infix operator `allows to specify the number of appearances of a token. The number of tokens on the place in the current marking is shown in the small circle. The detailed tokens are indicated in the box positioned next to the small circle. 1`0.5@6+++ 1`0.5@1+++ 1`1.0@5+++ 1`2.0@4 3 1`coffee@7+++ 1`coffee@3+++ 1`tea@2 FIGURE 2.7: CPN model of a coffee vending machine.

For every transition in CPN there is a relation between the colors of consumed and produced tokens. This relation can be described by means of pre-conditions and post conditions. If the transition fires, it consumes tokens that satisfy the pre-condition and it produces tokens that satisfy the post-condition. These conditions are defined by means of arc expressions which are inscriptions over the individual arcs. Expressions are written in the CPN ML programming language and are built from typed variables, constants, operators, and functions. When all variables in an arc expression are bound to values of the correct type, the expression can be evaluated. This means for example that in Figure 2.7 the variable p, which is defined in CPN TOOLS as 2 var p : COIN 1 The CPN ML keyword colset allows to define color sets. 2 The CPN ML keyword var allows to define variables. must be bounded to a value of type COIN (i.e., a real number). If an arc expression evaluates to exactly one token, then the 1`can be omitted from the expression.

Tokens can carry a second value, called a time-stamp, that allows to specify timing information in CPN models. The time-stamps are non-negative integers and they specify the time at which the token is ready to be used (i.e., the time at which it can be removed by occurring a transition). The time-stamps of tokens are written after the symbol @ in the inscription defining its color. Tokens without time-stamps are always ready. Time delay inscriptions attached to the transitions and/or to the individual output arcs assign a time-stamp to the produced tokens. In CPN TOOLS a place containing tokens with time-stamps (i.e., a timed color set) is defined using the keyword timed. For example, the place beverage in Figure 2.7 specifies that the initial marking of this place is 1`coffee@7+++1`coffee@3+++1`tea@2, denoting that a token with color coffee will be available at time 3 and 7, and a token with color tea will be available at time 2. The operator +++ takes two timed multi-sets (i.e., a set whose values can appear more than once) as arguments and returns their union. In Program 2.1 we show the definition of the color sets, variables and functions of the CPN model in Figure 2.7. The CPN model has a global clock representing model time. In a hierarchical timed CPN model there is a single global clock, shared among all of the modules. Therefore, the execution of a timed CPN model is controlled by the global clock. The model remains at a given model time as long as there are enabled transitions. For a transition to be enabled it must be possible to find a binding of the variables that appear in the arc expression of each input arc. The binding requires that tokens present on the input places have the same color of the variables and that their time-stamps are old enough (i.e., less than or equal to the current value of the global clock). Transitions are also allowed to have a guard, which is a Boolean expression. When a guard is present it must evaluate to true for the binding to be enabled, otherwise the binding is disabled and cannot occur. When the transition occurs with a given binding, it removes from each input place the multi-set of token to which the corresponding input arc expression evaluates. Analogously, it adds to each output place the multi-set of tokens to which the expression on the corresponding output arc evaluates. The occurrence of a transition is instantaneous (i.e., it takes no time). When there are no longer such enabled transitions to be executed, the simulator advances the clock to the next earliest model time at which enabled transitions can be executed. For better understanding, in Example 2.3 we describe a CPN model for a coffee vending machine.

Example 2.3 (Coffee Vending Machine in CPN)

Assume that Figure 2.7 is a CPN model for the coffee vending machine described in Example 2.1 and Program 2.1 shows the definition of the color sets, variables and functions used in the CPN model. The model has four places and three transitions that are described below. The place purse represents the money that the user has inserted in the machine. Therefore, the tokens in this place have attached real numbers (colset COIN) and the initial marking of the place is 0.0 (i.e., 0 €). For example, a token in this place with the value 0.5 denotes that the user has inserted 50 ¢ in the machine so far. The place output represents the beverage delivered by the machine. It contains tokens with colors coffee or tea (colset DRINK) denoting the corresponding drink. The place beverage denotes the drink chosen by the user. For example, the current initial marking of the place indicates that the user presses the button coffee at time 3 and 7, and the button tea at time 2. Finally, the place coins represents the coins inserted by the user. For instance, the initial marking expresses that the user inserts a coin of 50 ¢ at time 1 and 6, a coin of 1 € at time 5, and a coin of 2 € at time 4. The output arc of transition t1 uses the function insert_OK to validate that the coin m inserted by the user is recognized by the machine (i.e., the coin is either 50 ¢ or 1 €) and the maximum capacity of the machine will not be exceeded (i.e., the money p in the purse plus the inserted coin m will not be greater than 1 €). If these two conditions are satisfied, then the machine will accept the coin and it will increment the money in its pursue, otherwise the coin will be rejected. The transition t2 uses the function choice_OK in its output arcs to verify that the money p inserted by the user (i.e., the value of the token in the place pursue) satisfies the price of the beverage d chose by the user (i.e., the value of the token in the place beverage). If the user has the necessary money to buy the selected drink, then the transition will put a token in the place output with the value corresponding to the bought drink and also it will restart the money in the purse of the machine (i.e., the transition will add a token with value 0.0 in the place purse), otherwise the marking of the CPN network remains the same. Finally, the transition t3 is responsible to consume the token in the place output to ensure that the maximum number of tokens available in the place is one. The inhibitor arc (i.e., the arrow with a circle at the end) from the place output to transition t1 avoids the machine to accept coins from the user when it is delivering a beverage.

To conclude we present the formal definition of Timed CPNs [Jensen 2009].

Definition 2.3 (Timed Colored Petri Net)

A timed Colored Petri Net is a 9-tuple 〈P, T, A, Σ, V, C, G, E, I〉 where:

• P is a finite set of places,

• T is a finite set of transitions such that P ∪ T = and P ∩ T = ,

• A ⊆ P × T ∪ T × P is a set of directed arcs,
• Σ is a finite set of non-empty color sets. Each color is either untimed or timed,

• V is a finite set of typed variables such that T y pe [v] ∈ Σ for all variables v ∈ V ,

• C : P → Σ is a color set function that assigns a color set to each place. A place p is timed if C(p) is timed, otherwise p is untimed,

• G : T → EX PR v is a guard function that assigns a guard to each transition t such that T y pe[G(t)] = Bool,

• E : A → EX PR v is an arc expression function that assigns an arc expression to each arc a such that

-T y pe[E(a)] = C(p) M S if p is untimed; -T y pe[E(a)] = C(p) T M S if p is timed.
Here, p is the place connected to the arc a.

• I : P → EX PR is an initialization function that assigns an initialization expression to each place p such that

-T y pe[I(p)] = C(p) M S if p is untimed; -T y pe[I(p)] = C(p) T M S if p is timed.

Timed Automata

TA [Alur 1994] is a formalism for modeling and verification of time-critical systems. A timed automaton is a finite automaton equipped with a finite set of real-valued variables modeling logical clocks. These clocks are initialized with zero when the system is started, and then increase synchronously with the same rate. A transition in a timed automaton, represented by an edge, is labeled with a guard (i.e., when is it allowed to take an edge?), an action (i.e., what is performed when taking the edge?), and a set of clocks (i.e., which clocks are to be reset?). A node in a timed automaton is called location and it is equipped with a local invariant that constrains the amount of time that may be spent in that location. Local invariants are used to ensure the progress of the model while guards are used to restrict the behavior of the automaton. Both, local invariants and guards are clocks constraints that are formally defined in Definition 2.4 [Bengtsson 2003].

Definition 2.4 (Clock Constraint)

A clock constraint δ over a set C of clocks is formed according to the grammar

δ ::= x ≤ n | x < n | x = n | x > n | x ≥ n | δ 1 ∧ δ 2 | true
where n ∈ 0 and x ∈ C. Let Φ(C) denote the set of clock constraints over C, and Φ (C) the set of downward closed constraints of the form x ≤ n and x < n.

Clock constraints that do not contain any conjunction are atomic. Clock difference constraints such as xy < n, where x, y ∈ C and n ∈ 0 , can be added at the expense of a slightly more involved theory [START_REF] Waez | [END_REF]], then they are omitted here. The formal definition of a timed automaton is as follows [Bengtsson 2003].

Definition 2.5 (Timed Automaton)

A timed automaton is a 6-tuple A = 〈L, l 0 , Σ, C, E, I〉 where • L is a finite set of locations,

• l 0 ∈ L is the initial location,

• Σ is a finite alphabet denoting actions,

• C is a finite set of clocks,

• E ⊆ L × Φ(C) × Σ × 2 C × L is a labeled transition relation between locations, • I : L → Φ (C) assigns invariants to locations.
Hence, a timed automaton is a finite state machine with a finite set C of clocks. Edges are labeled with tuples (g, α, D) where g is a clock constraint on the clocks of the timed automaton, α is an action, and D ⊆ C is a set of clocks. For simplicity, we write g,α,D ---→ to denote that ( , g, α, D, ) ∈ E. The intuitive interpretation of g,α,D ---→ is that the timed automaton can move from location to when clock constraint g holds. Besides, when moving from location to , any clock in D will be reset to zero and action α is performed. Function I assigns to each location a location invariant that specifies how long the timed automaton may stay there. For location , I( ) constrains the amount of time that may be spent in . That is to say, the location should be left before the invariant I( ) becomes invalid. If this is not possible -as there is no outgoing transition enabled -no further progress is possible. As a time progress is no longer possible, this situation is also known as timelock.

UPPAAL Timed Automata

Modeling practical systems often requires modeling features (e.g., parallel composition, urgency, atomicity) to capture a variety of system features. In the last decade, there have been a number of extensions of original TA [START_REF] Waez | [END_REF]]. In the following we shall give a brief introduction to the UP-PAAL [Larsen 1997] tool and its modeling language, which has been used to model and analyze many real-time systems [Hessel 2008], e.g., audio and video protocols [Bengtsson 1996;Bengtsson 2002;Havelund 1997], automotive systems [Kim 2015;Lindahl 2001], and orchestration systems [Dong 2006]. UPPAAL language is syntactically very rich and it offers additional features such as parallel composition, bounded integer variables, structured data types, user defined functions, urgency, and atomicity. Moreover, UPPAAL allows for the verification of networks of timed automata using the method of model checking for properties specified in a subset of TCTL [Alur 1990].

In UPPAAL, a system is modeled as a network of timed automata which is the parallel composition A 1 | . . . | A n of a set of timed automata A 1 , . . . , A n , called processes, combined into a single system by the CCS parallel composition operator [Milner 1989] with all external actions hidden. Synchronous communication between the processes is done by hand-shake synchronization using input and output actions while asynchronous communication is done by shared variables. To model hand-shake synchronization, the action alphabet Σ in Definition 2.5 is assumed to consist of symbols for input actions (denoted a?), output actions (denoted a!), and internal actions represented by the distinct symbol τ. For example, Figure 2.8 shows the TA model for the coffee vending machine described in Example 2.1. The model is composed of two timed automata: the coffee vending machine (Figure 2.8a) and its user (Figure 2.8b). These timed automata communicate using the labels get_tea, get_coffee and insert, and the shared variable coin.

idle prepare_tea prepare_coffee t ≤ 2 t ≤ 2 true, insert?, {m = getMoney(m, coin)} m ≥ 50, get_tea?, {t = 0} t = 2, tea!, {m = 0} m ≥ 100, get_coffee?, {t = 0} t = 2, coffee!, {m = 0}
(a) Timed automaton modeling a coffee vending machine.

idle t ≤ 1 true, insert!, {coin = 100, t = 0} true, insert!, {coin = 50, t = 0} t = 1, get_tea!, {t = 0} t = 1, get_coffee!, {t = 0}
(b) Timed automaton modeling a user. The UPPAAL model supports bounded discrete variables. They can be used as guards on the edges and also updated using resets. For a synchronization transition, the resets on the edge with an output label is performed before the resets on the edge with an input label. This destroys the symmetry of input and output actions. To model atomic sequences of actions, UPPAAL supports a notion of committed locations (location with a "C") in which no delay is allowed. That is, if any process is in a committed location, then only transitions starting from them are allowed. Additionally, no clock constraints but predicates over variables are allowed to appear in a guard on an outgoing edge from a committed location. The notion of urgent locations (location with a "U") are semantically equivalent to adding an extra clock x, that is reset on all incoming edges, and having an invariant x ≤ 0 on the location. Hence, time is not allowed to pass when the system is in an urgent location. Briefly, a committed location must be left immediately by the next transition taken in the system while an urgent location must be left without letting time pass, but allows interleaving by other automata. Broadcast channels allow to synchronize a process with an arbitrary number of processes. Any receiver that can synchronize in the current state must do so. If there are no receivers, then the sender can still execute the action. That means that the broadcast sending is never blocking. Finally, arrays, structures, custom types and user functions are allowed to be defined in UPPAAL either globally or locally to templates. Templates are defined with a set of parameters that are substituted for a given argument in the process declaration.

Example 2.4 (Coffee Vending Machine in TA)

Assume that Figure 2.8a is a TA model for the coffee vending machine described in Example 2.1 and Figure 2.8b models a possible user interaction. Unlike the other models presented so far, the timed automaton presented here allows for the specification of timing constraints such as the delay needed for the preparation of the beverage. Both timed automata start in the state idle. In the case of the machine, it waits for three possible interactions. In the first possible interaction, the user inserts a coin (i.e., input action insert). The purse of the machine is represented by the local variable m that is updated with the inserted coin. The coin is communicated from the user to the machine by means of the shared variable coin. The function getMoney(m,c) simply checks that the inserted coin c is valid (i.e., it is a coin of 50 ¢ or 1 €) and that the money in the purse's machine m will not exceed one euro. If the above requirements are satisfied, then the purse is updated, otherwise it remains unchanged. The remaining interactions are that the user requests either a cup of coffee (i.e., input action get_coffee) or a cup of tea (i.e., input action get_tea). The former only can be delivered (i.e., the transition can be taken) if the money in the purse's machine is greater than 50 ¢ (i.e., m ≥ 50) while in the latter it must be greater than 1 € (i.e., m ≥ 100). Once the order is accepted (i.e., the transition is taken), the timed automaton waits for 2 time-units (e.g., 2 seconds) in order to finish the preparation of the beverage (i.e., the guard t = 2 on the edges and the location invariant t ≤ 2 in the states). Here the local variable t represents the clock of the machine that is reset (i.e., t = 0) each time the machine starts to prepare a new beverage allowing to calculate the delay described above. Once the preparation of the beverage has finished, the purse's machine is cleaned (i.e., m = 0), the selected beverage is delivered (i.e., either the output action tea or coffee) and the machine is reset (i.e., it moves to the initial state idle).

In the other timed automaton, the user starts by non-deterministically inserting either a coin of 50 ¢ (i.e., coin = 50) or 1 € (i.e., coin = 100). The non-determinism is generated because there are two edges with the same guard from the same state. Finally, once the user has inserted the coin (i.e., output action insert), he or she waits for one time-unit (i.e., the guard t = 1 on the edges and the location invariant t ≤ 1 in the state) in order to request non-deterministically either a cup of coffee (i.e., output action get_coffee) or a cup of tea (get_tea). The local variable t has the same purpose described above.

Model Checking

One of the most successful techniques for automatic verification has been model checking [Clarke 2008]. Essentially, in this method verifying that a system satisfies a specification is reduced to checking whether or not a temporal formula is valid on a model representing all the possible computations of the system. As illustrated in Figure 2.9, the user inputs a description of a finite model of the system (the possible behavior) and a description of the requirements specification (the desirable behavior) and leaves the machine do the verification. If an error is recognized, the tool provides a counterexample showing under which circumstances the error can be generated. This allows the user to locate the error and to repair the model specification before continuing. If no errors are found, the user can refine its model description and can restart the verification process. Model checking has a number of advantages compared to other verification techniques such as automated theorem proving or proof checking [START_REF] Baier | [END_REF]]. For example, the user does not need to construct a correctness proof by hand and the properties to be verified are easily specified using temporal logic. Moreover, the model checker is fast compared to the interactive mode of proof checkers and it can produce a counterexample when the specification is not satisfied allowing to show why it does not hold. However, the major problem of the model checking technique is the state explosion: the number of global system states of a concurrent system can be enormous. This problem has been mitigated using symbolic representations of the state transition graphs (i.e., symbolic model checking) [Henzinger 1994] or constructing abstract models of the system which is small enough to be effectively analyzed and yet rich enough to yield conclusive results (i.e., abstract model checking) [Cousot 1999].

Temporal logic is used in the model checking technique to specify the properties that the model should satisfy. Temporal logics were introduced into computer science by Pnueli [START_REF] Pnueli | The Temporal Semantics of Concurrent Programs[END_REF]] and they extend propositional logic by modalities that allow to reason about the behavior of a reactive systems at a rather high level of abstraction. Although the term temporal suggests a relationship with the real-time behavior of a reactive system, it only refers to the relative order of events. For instance, we can express that "the coffee cup is delivered once the user pushes the corresponding button", but we cannot refer to the precise timing of events like that "the minimal delay of at least 3 s between pressing the button and the finalization of the preparation of the desired product".

The underlying nature of time in temporal logic can be either linear or branching. In the linear view, at each moment in time where is a single successor moment, whereas in the branching view it has a branching, tree-like structure, where time may split into alternatives courses. In this section, we shall focus our attention on two branching temporal logics: Computation Tree Logic (CTL) and Timed Computation Tree Logic (TCTL). The former is used in the tool CPN TOOLS and the latter in tool UPPAAL for the specification of properties.

Computation Tree Logic

Computation Tree Logic (CTL) is a class of branching temporal logic in which at each moment of time, it may split into several possible futures. The semantics of CTL is defined in terms of an infinite directed tree of states. Each traversal of the tree starting in its root represents a single path. The tree itself thus represents all possible paths, and it is directly obtained from a transition system by "unfolding" at the state of interest. It was originally used by Emerson and Clarke [Emerson 1982] and by Queille and Sifakis [START_REF] Queille | [END_REF]] for model checking. Most importantly, it is a logic for which efficient and rather simple model-checking algorithm does exist, i.e., time polynomial in the formula and the structure sizes [Clarke 1986].

The temporal operators in CTL allow the expression of properties of some or all computations that start in a state. For that, it supports an existential path quantifier (denoted ∃) and a universal path quantifier (denoted ∀). For instance, the property ∃♦φ denotes that there exists a computation along which ♦φ holds. Observe that, this does not exclude the fact that there can also be computations for which this property does not hold, for instance, computations for which ♦φ is always refuted. The property ∀♦φ, in contrast, states that all computations satisfies the property ♦φ. More complicated properties can be expressed by nesting universal and existential path quantifiers.

Formulas in CTL are classified into state and path formulas. The former are assertions about the atomic propositions in the states and their branching structures, while the latter express temporal properties of paths. Next, we present the syntax of CTL [START_REF] Baier | [END_REF]].

Definition 2.6 (Syntax of CTL)

CTL state formulas over the set AP of atomic propositions are formed according to the following grammar:

φ ::= true | a | φ 1 ∧ φ 2 | ¬φ | ∃α | ∀α
where a ∈ AP and α is a path formula. CTL path formulas are formed according to the following grammar:

α ::= •φ | φUψ
where φ and ψ are state formulas.

Intuitively, the formula •φ (i.e., next operator) holds for a path if φ holds at the next state in the path, and φUψ (i.e., until operator) holds for a path if there is some state along the path for which ψ holds, and φ holds in all states prior to that state. Path formulas can be turned into state formulas by prefixing them with either the existential path quantifier ∃ or the universal path quantifier ∀. Formula ∃α holds in a state if there exists some path satisfying α that starts in that state. Dually, ∀α holds in a state if all paths that starts in that state satisfy α. The until operator allows to derive the temporal modalities ♦ ("eventually", sometime in the future) and ("always", from now on forever) as follows:

♦φ def = true U φ φ def = ¬♦¬φ
the modality ♦φ ensures that φ will be true eventually in the future, whereas φ is satisfied if and only if it is not the case that eventually φ does not hold. The latter is equivalent to the fact that φ holds from now on forever.

Properties are divided into reachability, safety and liveness [Lamport 1977]. Reachability properties ask whether a given state formula φ possibly can be satisfied by any reachable state. We express that some state satisfying φ should be reachability using the path formula ∃♦φ. Safety properties stipulates that "something bad will never happen". We express that φ should be true in all reachable states with the path formula ∀ φ whereas ∃ φ says that there should exist a maximal path such that φ is always true. Liveness properties are of the form: "something good will eventually happen". In its simple form, liveness is expressed with the path formula ∀♦φ meaning φ is eventually satisfied. We illustrate some CTL formulas in Figure 2.10.

Timed Computation Tree Logic

The logic we have presented so far is only able to describe how a reactive system may evolve from one state to another regardless of timing aspects. Therefore, reasoning about time-critical systems which are subject to timing constraints (e.g., communication protocols, multimedia systems) is not possible. Timed Computation Tree Logic (TCTL) [Alur 1990] is a real-time variant of CTL aimed to express timing requirements and whose model checking algorithm is PSPACE-complete [START_REF] Alur | [END_REF]].

∃♦black ∃ black ∀♦black ∀ black ∃(gray U black) ∀(gray U black)
FIGURE 2.10: Visualization of semantics of some basic CTL formulas [START_REF] Baier | [END_REF]].

In TCTL, the until operator is equipped with a time interval such that φU <c ψ asserts that a ψ-state is reached before c time units while only visiting φ-states before reaching the ψ-state. The fact that a deadlock may be reached within thirty time units can be expressed as true U ≤30 deadlock. Next, we present the syntax of TCTL [Henzinger 1994].

Definition 2.7 (Syntax of TCTL)

Formulas in TCTL are either state or path formulas. TCTL state formulas over the set AP of atomic propositions and set C of clocks are formed according to the following grammar:

φ ::= true | a | φ 1 ∧ φ 2 | ¬φ | ∃α | ∀α
where a ∈ AP and α is a path formula defined by:

α ::= φ 1 U ∼c φ 2
where c ∈ and ∼ ∈ {<, ≤, >, ≥}.

Timed variants of the modal operators ♦ and are obtained as follows:

♦ ∼c φ = true U ∼c φ ∃ ∼c φ = ¬∀♦ ∼c ¬φ ∀ ∼c φ = ¬∃♦ ∼c ¬φ
For instance, the formula ∃ <c φ asserts that there exists a path for which before c time units, φ holds; ∀ <c φ requires this to hold for all paths. As the time domain is continuous there is no unique next time instant which makes impossible to provide a suitable meaning to the next operator in TCTL (i.e., operator •). We can express properties with time intervals like "φ holds at least once during the time interval (a, b) along some computation path" as φ∃♦ =a ∃♦ <b-a φ (i.e., ∃♦ (a,b) ). In Example 2.5 we show the specification in CTL and TCTL of some properties of a coffee vending machine.

Example 2.5 (Some Properties of the Coffee Vending Machine)

Consider the TA model of the coffee vending machine in Figure 2.8. The fact that "the machine needs at least 2 minutes to prepare the drink before delivery" is expressed by:

∀ ((prepare_tea ∨ prepare_coffee) -→ ∀ ≤2 ¬idle)
The property that the "machine needs at least 50 ¢ in order to prepare a tea" can be formulated by

∀ (prepare_tea -→ ∀ (m ≥ 50))
Finally, the mutual exclusion property that says that "the machine can prepare either coffee or tea at the same time" can be described by the formula

∀ (¬prepare_tea ∨ ¬prepare_coffee)
We check these properties in UPPAAL and all properties hold .

Intuitionistic Linear Logic

Intuitionistic Linear Logic (ILL) [Girard 1987] is a substructural logic proposed by Jean-Yves Girard as a refinement of classical and intuitionistic logic, joining the dualities of the former with many of the constructive properties of the latter. ILL differs from classical and intuitionistic logic specially in that hypotheses in the latter two can be used as many times as necessary or even not be used at all. For instance, to express the fact that one can buy a cup of coffee with 1 €, we might write the implication euro -→ coffee. However, classical and intuitionistic logics lead us to believe that we can buy the cup of coffee and keep our euro, because from A, (A -→ B) one can conclude A∧ B. Therefore, these two logics treat the truth of a proposition as a persistent resource whereas ILL treats propositions as an ephemeral resource; the use of an ephemeral resource consumes it, at which point it is unavailable for further use [Vidal-Rosset 2012]. ILL is sometimes described as being resource sensitive because it provides an intrinsic and natural accounting of process states, events, and resources [Scedrov 1993].

The syntax for linear logic formulas is given below and its rules are depicted in Figure 2.11 [Girard 1987].

Definition 2.8 (Syntax of ILL)

Let P be a countable set of propositions. A linear logic formula φ can be of the form defined by the following grammar:

φ ::= p | 0 | 1 | ⊥ | | !φ | ?φ | p ⊥ | φ 1 ⊗ φ 2 | φ 1 & φ 2 | φ 1 ⊕ φ 2 | φ 1 `φ2 | φ 1 -• φ 2
where p ∈ P.

ILL has two conjunction operators (⊗ and &) and two disjunction operators (⊕ and `). We consider any proposition in two ways: as an action or as a resource. Intuitively, multiplicative conjunction φ 1 ⊗ φ 2 , whose neutral element is 1 (i.e., φ ⊗ 1 ≡ φ), expresses that both actions φ 1 and φ 2 will be performed simultaneously or that we have both resources at once. On the contrary, additive conjunction φ 1 & φ 2 , whose neutral element is (i.e., φ & ≡ φ), states that only one of the actions φ 1 and φ 2 will be performed or only one of these resources is available, but we can anticipate which of them will be performed or available. Additive disjunction φ 1 ⊕ φ 2 , whose neutral element is 0, expresses that only one of the actions will be performed or only one of these resources is available, but we cannot anticipate which one. Multiplicative disjunction φ 1 `φ2 , whose neutral element is ⊥, expresses that if an action φ 1 is not performed, then an action φ 2 is done or vice versa; if an action φ 2 is not performed, then an action φ 1 is done. Linear negation φ ⊥ is involutive (i.e., φ ⊥⊥ ≡ φ) and it denotes a reaction of an action φ or a consumption of a resource φ. Finally, linear implication φ 1 -• φ 2 expresses that an action described by φ 1 is a cause of the (re)action described by φ 2 (i.e., it is causal) or that a resource φ 1 is consumed after linear implication. We illustrate some of the above operators in Example 2.6.

Example 2.6 (Coffee Machine in ILL)

Assume the following predicates:

• fifty_c: to spend a coin of 50 ¢ • euro: to spend a coin of 1 € • coffee: to get a cup of coffee

• tea: to get a cup of tea An action of type fifty_c-•tea can be read as "by consuming a coin of 50 ¢, a tea is produced", and an action of type euro -• tea & coffee can be read as "by consuming 1 €, either a tea or a coffee is produced depending on the choice of the user". Thus, by means of the rules of linear logic we can infer that we get a tea from the hypothesis of spending fifty cents: fifty_c, fifty_c-•tea tea.

However, from the above assumption we cannot infer that we get one tea and one coin of fifty cents:

fifty_c, fifty_c -• tea fifty_c ⊗ tea. Intuitively, this is because the coin of 50 ¢ used to produce the tea is "consumed" in the deduction.

ILL also includes two unary operators called exponentials: ! (called bang), and its dual, ? (called FIGURE 2.11: One-side inference rules of ILL [Girard 1998]. Capitals P, P 1 , P 2 denote formulas and Γ , ∆ finite multisets of formulas. The empty multiset is indicated by a blank. The notation ?Γ is used to denote a multiset of formulas which all begin with ?.

The inference rules depicted Figure 2.11 allow us to establish the truth of statements in the logic. We recall that a sequent is an expression Γ ∆ where the antecedent Γ and the succedent ∆ are multisets of formulas, and the symbol is the entailment relation. The semantic reading of a sequent is "the conjunction of the formulas in Γ implies the disjunction of the formulas in ∆". Usually, the rules can be divided into three major groups: identity, logical and structural rules. Identity rules are the rules that require to check if two formulas are the same. Logical rules are rules that decompose logical connectives. Structural rules are rules that do not operate on any logical connective, but on sequents directly: Weakening (W) allows to introduce additional assumptions; and Contraction (C) allows to "cancel" redundant occurrences of a formula in the assumptions. In ILL, the role of ! and ? is to introduce weakening and contraction in a controlled way for individual formulas.

Intuitionistic Linear Logic with Subexponentials

The exponentials in ILL are not canonical, that is, if we consider a pair of blue exponentials, ? b and ! b , and a pair of red exponentials, ? r and ! r , then ? r P and ? b P (and ! r P and ! b P) are not provably equivalent. Danos, Joinet, and Schellinx proposed in [Danos 1993] a linear logic, called Intuitionistic Linear Logic with Subexponentials (SELL), that instead of having a single pair of exponentials ! and ?, it may contain as many labeled exponentials (! l and ? l ) as needed. We refer such labels as subexponentials. SELL is not a new logic but a simply linear logic in which the non-canonical nature of ILL's exponentials are exploited. For instance, they can be used to represent contexts of proof systems [START_REF] Nigam | [END_REF]], to mark the epistemic state of agents [Nigam 2012], or to specify locations in sequential computations [Nigam 2009]. Moreover, SELL allows for the specification of concurrent systems where epistemic, spatial, and temporal modalities are involved [Chiarugi 2015;[START_REF] Nigam | [END_REF].

Formally, a SELL system is specified by a subexponential signature Σ = 〈I, , U〉, where I is a set of indices, is a pre-order3 among the elements of I, and U ⊆ I is a set specifying which subexponentials in I allow for weakening and contraction. We will assume that is upwardly closed with respect to U, i.e., if a ∈ U and a b, then b ∈ U. For a given such subexponential signature, SELL Σ is the system obtained by adding the following inference rules to the ILL rules in Figure 2.11:

• for each a ∈ I, we add the dereliction rule (i.e., a left rule for ! a ) and the promotion rule (i.e., a right rule for ! a ):

[! a L ] Γ , F -→ G Γ , ! a F -→ G [! a R ] ! a 1 F 1 , . . . , ! a n F n -→ F ! a 1 F 1 , . . . , ! a n F n -→ ! a F , provided a a i for 1 ≤ i ≤ n.
That is, one can only introduce a ! a on the right if all other formulas in the sequent are marked with indices that are greater or equal than a.

• For each b ∈ U, we add the following structural rules:

[W] Γ -→ G Γ , ! b F -→ G [C] Γ , ! b F, ! b F -→ G Γ , ! b F -→ G
That is, we are also free to specify which indices are unbound (those appearing in the set U), and which indices are linear or bound. In our developments we shall not consider the subexponential ? and then, we omit its proof rules.

Nevertheless, SELL has a serious limitation: it does not have any sort of quantification over subexponentials. Therefore, any sequent in any derivation in SELL has the same subexponential signature Σ. The proof system SELL [START_REF] Nigam | [END_REF][START_REF] Olarte | [END_REF]] extends SELL with universal ( ) and existential ( ) quantifiers over subexponentials. Formally, a SELL system is specified by a subexponential signature Σ = 〈I, , F, U〉, where I is a set of subexponential indices and is a preorder among these indices. The new component F = {f 1 , . . . , f n } specifies families of subexponentials indices. In particular, family f ∈ F takes an element of a ∈ I and returns a subexponential index f(a). These families allow to specify disjoint pre-orders based on 〈I, 〉. Finally, the set U ⊆ {f(a) | a ∈ I, f ∈ F} is a set of subexponentials generated from families that is upwardly with respect to . The set of typed subexponential indices is defined as A Σ = {s : a | s, a ∈ I, s a}.

Focusing

Proofs are usually constructed in a small step fashion: one applies any applicable rule until no open leaves remain. However, this method has a great deal of non-determinism in proof search because one can choose any formula in the sequent that a rule can be applied to. Andreoli introduced in [Andreoli 1992] a focused proof systems for linear logic. The focusing discipline provides canonical proofs that are constructed in a big step fashion. SELL has good proof-theoretic properties: it admits cutelimination and also has a complete focusing discipline. Next, we introduce the focused proof system for SELL , called SELLF [START_REF] Nigam | [END_REF]].

The first step in describing the focused system is to classify connectives into two categories according to their deterministic or non-deterministic behavior in proof construction. Formulas whose main connective is -•, ∀, and ⊥, are called negative formulas because their right rules can always be applied eagerly, without backtracking, during bottom-up proof search (i.e., invertible formulas). The remaining formulas are called positive formulas because their right rules cannot be applied eagerly. The polarity of non-atomic formulas is inherited from its outermost connective. Focusing involves applying inference rules in strictly alternating phases. In the negative phase, positive propositions on the left and negative propositions on the right are eagerly and exhaustively decomposed using invertible rules. Roughly, a rule is invertible if the conclusion of the rule implies the premises. In the positive phase, a single proposition is selected (the proposition in focus, which is either a positive proposition in right focus or a negative proposition in left focus). This proposition is then decomposed repeatedly and exhaustively using rules that are mostly non-invertible up to negative subformulas.

The proof rules of SELLF are depicted in Figure 2.13. There is a pair of contexts written here as K : Γ where Γ collects the formulas whose main connective is not ! and K is a mapping from each index in the set I to a finite multiset of formulas (e.g., if l is a subexponential index, then K[l] is a multiset of formulas, where intuitively they are all marked with ! l ). We also make use of the operations on contexts depicted in Figure 2.12.

•(K 1 ⊗ K 2 )[i] = K 1 [i] ∪ K 2 [i] if i / ∈ U K 1 [i] if i ∈ U •K[S] = {K[i] | i ∈ S} •(K + l F )[i] = K[i] ∪ {F } if i = l K[i] otherwise •K ≤ i [l] = K[l] if i A l if i A l •(K 1 K 2 )| S is true if and only if (K 1 [ j] K 2 [ j]
) for all j ∈ S.

FIGURE 2.12: Specification of operations on contexts. Here, i ∈ I, S ⊆ I, and the binary connective ∈ {=, ⊂ , ⊆}. We also assume that F is a formula and the set A is given from the context.

Moreover, SELLF considers four types of sequents:

1.

[K : Γ ], ∆ -→ R is an unfocused sequent. 2. [K : Γ ] -→ [F ]
is a sequent representing the end of the negative phase.

3.

[K : Γ ] F -→ G is a sequent focused on the left. 4. [K : Γ ] -→ F is a sequent focused on the right. NEGATIVE PHASE [ R ] [K : Γ ], ∆ -→ [& R ] [K : Γ ], ∆ -→ F [K : Γ ], ∆ -→ G [K : Γ ], ∆ -→ F & G [⊗ L ] [K : Γ ], ∆, F, G -→ R [K : Γ ], ∆, F ⊗ G -→ R [1 L ] [K : Γ ], ∆ -→ R [K : Γ ], ∆, 1 -→ R [0 L ] [K : Γ ], ∆, 0 -→ R [⊕ L ] [K : Γ ], ∆, F -→ R [K : Γ ], ∆, H -→ R [K : Γ ], ∆, F ⊕ H -→ R [-• R ] [K : Γ ], ∆, F -→ G [K : Γ ], ∆ -→ F -• G [∀ R ] [K : Γ ], ∆ -→ G[x e /x] [K : Γ ], ∆ -→ ∀x.G [∃ L ] [K : Γ ], ∆, G[x e /x] -→ R [K : Γ ], ∆, ∃x.G -→ R [! s L ] [K + s F : Γ ], ∆ -→ R [K : Γ ], ∆, ! s F -→ R [ R ] [K l e : Γ ], ∆ -→ G[l e /l x ] [K : Γ ], ∆ -→ l x : a.G [ L ] [K l e : Γ ], ∆, G[l e /l x ] -→ R [K : Γ ], ∆, l x : a.G -→ R POSITIVE PHASE [& L i ] [K : Γ ] F i -→ [G] [K : Γ ] F 1 &F 2 -→ [G] [1 R ] [K : Γ ] -→ 1 [⊗ R ] [K 1 : Γ 1 ] -→ F [K 2 : Γ 2 ] -→ G [K 1 ⊗ K 2 : Γ 1 , Γ 2 ] -→ F ⊗G where (K 1 = K 2 )| U [⊕ R i ] [K : Γ ] -→ G i [K : Γ ] -→ G 1 ⊕G 2 [! s R ] [K ≤ s : •] -→ F [K : •] -→ ! s F [-• L ] [K 1 : Γ 1 ] -→ F [K 2 : Γ 2 ] H -→ [G] [K 1 ⊗ K 2 : Γ 1 , Γ 2 ] F -•H -→ [G]
where

(K 1 = K 2 )| U [∀ L ] [K : Γ ] F [t/x] -→ [G] [K : Γ ] ∀x.F -→ [G] [∃ R ] [K : Γ ] -→ G[t/x] [K : Γ ] -→ ∃x.G [ L ] [K : Γ ] F [l/l x ] -→ [G] [K : Γ ] l x :a.F -→ [G] [ R ] [K : Γ ] -→ G[l/l x ] [K : Γ ] -→ l x :a.G [? s L ] [K ≤ s : •], F -→ [•] [K : •] ? s F -→ [? k G]
where k ∈ U ∧ s k

[? s L ] [K ≤ s : •], F -→ [? k G] [K : •] ? s F -→ [? k G]
where s k

[I R ] [K : Γ ] -→ A where A ∈ (Γ K[I]) and (Γ K[I \ U]) ⊆ {A} STRUCTURAL RULES [[] L ] [K : Γ , N a ], ∆ -→ R [K : Γ ], ∆, N a -→ R [[] R ] [K : Γ ], ∆ -→ [P a ] [K : Γ ], ∆ -→ P a [R L ] [K : Γ ], P a -→ [F ] [K : Γ ] P a -→ [F ] [R R ] [K : Γ ] -→ N [K : Γ ] -→ N [D L ] [K : Γ ] N A -→ [G] [K + s N A : Γ ] -→ [G] , if s / ∈ U [D L ] [K + s N A : Γ ] N A -→ [G] [K + s N A : Γ ] -→ [G] , if s ∈ U [D L ] [K : Γ ] N A -→ [G] [K : Γ , F ] -→ [G] [D R ] [K : Γ ] -→ G [K : Γ ] -→ [G] [D R ? s ] [K : Γ ] -→ G [K : Γ ] -→ [? s G] [? s R ] [K : Γ ], ∆ -→ [? s F ] [K : Γ ], ∆ -→ ? s F FIGURE 2
.13: The focused proof system for SELL Σ [Nigam 2009]. Here, R stands for either a bracketed context, [F ], or an unbracketed context. A is an atomic formula; P a is a positive or atomic formula; N is a negative formula; N A is a non-atomic formula; and N a is a negative or atomic formula. In the ? s L and ! s R rules, stands for "given

K[{x | s x ∧ x / ∈ U}] =".
Finally K l e is obtained by extending the domain of K with {f(l e : a) | f ∈ F } and mapping these to the empty set.

Field Programmable Gate Arrays

Field Programmable Gate Arrays (FPGAs) [Brown 1992] are semiconductor devices that contain logic components connected by a regular, hierarchical programmable interconnect system. The distin-guishing characteristic of FPGAs is their on-filed programmability which allows the logic functionality of FPGAs to be re-programmed even after the manufacturing process. This feature distinguishes them from the Application Specific Integrated Circuits (ASICs) which are manufactured for specific tasks. FPGAs can simultaneously compute millions of operations in resources distributed on the device (i.e., spatial computing). Then, such systems could be hundred of time faster than microprocessorsbased systems. FPGAs have already been used with success in many different industrial applications such as aerospace, automotive, medical, networking, encryption, robotics, video and audio processing applications [Garcia 2006;Hauck 2007;Monmasson 2011;[START_REF] Juan | Features, Design Tools, and Application Domains of FPGAs[END_REF][START_REF] Juan | Advanced Features and Industrial Applications of FPGAs -A Review[END_REF]Sadrozinski 2010;Trimberger 2015;Wilson 2011]. Since the introduction of FPGAs in 1984, they have grown in capacity by more than factor of 10000 and in performance by a factor of 100 [Trimberger 2015]. Cost and energy consumption per operation have both decreased by more than a factor of 1000.

As illustrated in Figure 2.15, the general architecture of FPGAs consists of an array of Configurable Logic Blocks (CLBs) that are connected by a grid of routing metal channels. Each CLB (see Figure 2.14) consists of a small amount of digital logic to form a Look-Up-Table (LUT) that implements 2 2n Boolean logic functions with n inputs and a single output. The output of the LUT is also connected to a register (e.g., a D flip-flop) whose output can be chosen instead of the direct LUT's output. Therefore, a CLB can be programmed by a small amount of memory to implement sequential logic as well as combinational logic. Roughly speaking, the outputs of logic circuits built with combinational elements are functions of its inputs only (e.g., multiplying function), whereas the output of a sequential circuit depends not only on its current inputs, but also on its previous inputs (e.g., state machines). The mesh-based channels connecting these CLBs together contains Switch Boxes (SBs) at the gridpoints, which can connect the intersecting channels to each other using programmable switches. The programmable memory in the CLBs as well as the memory controlling switches in the SBs, together form the configuration memory of FPGAs. Thus, any given logic circuits can be mapped into the FPGA by programming functionality and connectivity of logic blocks based on the specific characteristics of the application. Moreover, the matrix is surrounded by a ring of configurable Input/Output Blocks (IOBs) providing an interface for external connections. Some FPGAs provide dedicated blocks such as DSP accelerators and embedded hard processors cores (e.g., ARM CORTEX A9).

FPGAs have risen over the last years and become economically viable for use in several applications. Moreover, they offer the following benefits [Dubey 2009]:

• Reconfigurability: FPGAs can be reconfigured at any time.

• High-Level Design: The hardware is defined by using high-level hardware description languages (e.g., VHDL, SYSTEMVERILOG). Moreover, the designed systems can be simulated and verified before their execution on the FPGA.

• Physical Parallelism: FPGAs allow to design completely parallel systems without computation loading. • High-Speed: Parallelism and fast clock rates of FPGAs allow systems to achieve very high speed that sometimes outperforms processor-based systems.

• Reliability: FPGAs provide true hardware reliability because there is no operating system or driver layer that can affect system update.

• IP protection and Re-Use: It is difficult to reverse engineering a synthesized system. Moreover, a tested hardware design can be re-used multiples times by instantiating it.

CHAPTER 3

Multimedia Interactive Scenarios Interactive Scores (IS) [Allombert 2009] has been proposed as a formalism for composing and performing interactive multimedia scenarios. In this chapter we give an intuitive semantics and operational semantics of this model. Moreover, we present existing models and implementations of interactive multimedia scenarios. We encourage the reader to read in detail this chapter for the sake of having a better contextualization of the contributions presented in this dissertation.

Intuitive Semantics

Interactive scenarios are composed of textures and structures. Textures represent the execution in time of multimedia processes (e.g., controlling the brightness of a lamp). Structures allow to design modular scenarios and define a hierarchical organization on them. The temporal organization of these temporal objects (TOs) (i.e., the specification of their start and stop times) is partially defined by asserting temporal relations (TRs) those objects must obey. Most precisely, TRs define relations of precedence between TOs, enhanced with quantitative constraints by giving a range of possible durations in [0,∞]. It is possible thus to express that the start of a some TO must be separated from the end of some other by a given duration. For the sake of presentation, we shall denote the duration of a TR as the interval [∆ min , ∆ max ] where ∆ min is the minimum duration of the TR and ∆ ma x is its maximum duration. Depending on these values, TRs can be classified as:

(1) rigid, if ∆ min = ∆ ma x > 0; (2) semi-flexible, if 0 ≤ ∆ min < ∆ max and ∆ max = ∞; (3) flexible, if 0 ≤ ∆ min = ∆ ma x and ∆ ma x = ∞; and (4) synchronization, if ∆ min = ∆ max = 0.
Let us explain these notions through the following example.

Example 3.1 (Cinema Advertising)

Assume a scenario controlling the advertising time on a cinema. That is, the sequence in which the lights are turned off progressively, and then some trailers and announces are shown. For that, we propose a scenario composed of a texture LightOut controlling the brightness of the light. Moreover, we know that 10 seconds are enough to completely turn off the light (i.e., the duration of the texture LightOut). As we assume that the light starts to fade at the beginning of the scenario, then we assert a synchronization TR between the starting of the texture LightOut and the starting of the scenario. In order to design a clean scenario, we add two structures called Trailers and Announces. In the former (resp. latter) we put the textures controlling the playing of each trailer (resp. advertising) with their corresponding duration, and then we define TRs between them in order to define the desired logical sequence. Assume that each trailer and advertising starts 1 second after the previous, then the duration of each TR is 1 second. Furthermore, we assert a TR with duration of 5 seconds between the starting of the structure Trailers and the stopping of the texture LightOut. Doing that, we express that the trailers start 5 seconds after the light has completely gone out. Finally, we define a synchronization TR between the starting of the structure Announces and the stopping of Trailers in order to express that the announces immediately start once the trailers are finished.

During the performance of a scenario, the performer has the possibility to influence its execution by triggering interactive points (IPs). IPs are defined by the composer during the composition and allow for agogic modifications [Haury 1987], i.e., the possibility to change the start and stop times of TOs during execution. Hence, the performer enjoys a certain freedom in choosing the time of interaction (or whether it takes place) leaving the system the task of maintaining the temporal constraints of the scenario. In this sense, a performance constitutes an instance of a finite set of possible scenarios that share the same temporal properties. For instance, if the starting time of the texture LightOut in Example 3.1 is defined by the triggering of an IP between 0 and 10 seconds after the starting of the scenario, then one of the possible executions of the scenario is those in which the texture LightOut starts at 2 seconds due to the triggering of the IP at this time.

As depicted in Figure 3.1, an IP can be triggered by the performer once the TR has reached its minimum duration and before the elapsing of its maximum duration. However, if the IP is not triggered before the elapsing of the maximum duration, it will be automatically triggered at this time by the system in order to maintain the temporal organization of the scenario. A more complex case is when the composer uses several TRs to define the starting time of a TO. In that case, the IP can be triggered by the performer after the elapsing of the minimum duration of all TRs and before one of them reaches its maximum duration. As expected, if the IP is not triggered within this interval, then it will be automatically triggered by the system. We illustrate this scenario in Figure 3.2. From now on, we shall call interactive interval the interval of time in which an IP can be triggered by the performer.

As we explained before, IPs also allow to modify the duration of TOs during execution. If we consider the duration of a TO as a TR with duration greater than zero between its starting and its ending, then the TO must stop when the IP is triggered by the performer or the system. Nevertheless, the stopping of a structure has a special semantics that is illustrated below. A structure whose duration is not affected by an IP stops once its duration has elapsed and all its children (i.e., the TOs contained in the structure) have stopped. On the other hand, if the composer defines an IP for stopping the TO during execution, then the structure and its children must stop when the IP is triggered, regardless of whether they are still running.

Let us illustrate all notions introduced so far with the scenario described in Example 3.2. 

Example 3.2 (The Dark Forest Scenario)

Assume a fragment of a theatrical installation that aims to reproduce the atmosphere of a cloudy and dark forest. Imagine that a texture White Smoke (WS) controls a machine that produces white smoke in order to create the cloudy atmosphere. Once the amount of smoke is enough, the performer can stop the machine by triggering the IP at the end of the texture. As temporal constraints, the texture must start at 3160 ms and its duration is defined by the performer during performance.

Since the white smoke must be spread over the scene, a texture Fans (F) is responsible of doing it by controlling a set of fans. The performer can start the texture by triggering the IP at its start from the beginning of the act (i.e., the IP can be triggered after 0 ms). The composer knows that 3014 ms are necessary to obtain the desired atmosphere using the fans (i.e., the duration of the texture F).

Once the cloudy atmosphere is recreated, the howl of a wolf, controlled by a texture Wolf Howl (WH), sounds for 2832 ms (i.e., the duration of the texture WH), and while this happens, a beam of a yellow light (a texture Light Beam (LB)) pierces the cloudy forest during 1184 ms giving the impression that a car is approaching. The composer knows that the effect created by the smoke and the fans lasts a time before it disappears. Therefore, the textures WH and LB are "encapsulated" in a structure Group (G) and two TRs are added to ensure that the content of the structure is executed after the atmosphere is well created and before it disappears. The first TR is between WS and G and its duration is [1200;2560] ms. The second TR is between F and G and its duration is [1136;2784] ms. Hence, the performer can only start the structure G within the interval of time in which these two TRs are satisfied.

The Interactive Sequencer I-SCORE

Several multimedia systems have been developed for writing and interpretation of interactive scenarios. However, these systems do not provide the easiness and flexibility required in the artistic process [Baltazar 2009]. Time-scripting of interactive multimedia is typically managed with cues, as points of synchronization throughout a scenario, with very few possibilities for designing the evolution of expressive parameters in time, compared to what fixed-time media software provides with automation. The Ableton Live1 or Qlab2 applications offer cue management with some capabilities for automation edition. More experimental sequencers such as Reason3 and Vezér4 allow even more complex automation capabilities. Nevertheless, cues and automation are managed in these software as a linear list of events to be successively triggered, without further temporal organization.

I-SCORE 5 is an interactive sequencer aiming to overcome these problems by offering an organized way to structure events in time, while keeping degrees of freedom for interactivity. The underlying execution model of I-SCORE is the IS model [Allombert 2009] presented above, which has been the result of several years of research that started at the beginning of the 21th century and still continues. The first steps started with the implementation of the tool BOXES [Beurivé 2001], but it was conceived only for the composition of Electroacustic music (i.e., musical work that makes use of modern electronic technology to incorporate electronic sound production into compositional practice [Canazza 2001]). In BOXES, the notion of temporal relations between processes, which is essential in IS, was introduced, however, user interaction was not provided. Ten years after, the first version (version 0.1) of I-SCORE [Marczak 2011] was developed in the frame of the ANR project VIRAGE, which unlike BOXES, provides user interaction.

In 2013, a new stable version of I-SCORE (version 0.2) was released in the frame of the project OSSIA. The version 0.2 provides flexible control structures such as conditionals and loops, then the composition and execution of interactive scenarios with a branching behavior is possible. Nevertheless, its formal underlying model does not support these new notions, being one of the issues addressed in this dissertation. In parallel to the development of this work, a new version of I-SCORE has been being developed. The version 0.3 aims to offer a redesigned and improved user graphical interface, and a formal definition of the notions of conditionals and loops in interactive scenarios [Celerier 2015]. Moreover, the new architecture of I-SCORE provides an Application Programming Interface (API) that allows for the integration of the formal execution models proposed in this work with its improved graphical interface.

I-SCORE offers two different stages: composition and performance. In the former, composers place TOs, represented as boxes, on a horizontal time-line. Then, they add IPs either at the start or at the end of each TO, and connect TRs between the TOs in order to define the temporal properties of the scenario. As an example, take the I-SCORE scenario presented in Figure 3.3, specifying the interactive scenario described in Example 3.2. Here, the horizontal axis represents time and the vertical axis has no meaning. As we can see, the structure Group contains the textures Wolf Howl and Light Beam (i.e., its children). Moreover, TRs are represented as arrows with a dotted interval denoting their minimum and maximum duration. Finally, IPs are represented as "flags" in the upper corners of the TOs. In I-SCORE 0.2, TRs between the starting of a TO and its parent are not drawn. Furthermore, if the TO has an IP controlling its start time, then the duration of this TR is [0; ∞]. As we shall show in Chapter 5, this assumption of I-SCORE involves some temporal inconsistencies which can be checked by using automatic verification tools as we propose later. Since during composition stage the computation time is not critic, the scenario is viewed as a Constraint Satisfaction Problem (CSP). Thus, when the composer changes the temporal characteristics of a TO (i.e., its start and stop times), a constraint solver (e.g., GECODE6 ) propagates the new constraints, which leads the TOs of the scenario to automatically move or stretch in order to maintain the temporal properties imposed by the composer. During the performance stage, the performer can dynamically trigger the IPs while the system maintains the temporal properties defined by the composer (i.e., the TRs). In I-SCORE, multimedia processes (i.e., textures) are executed by external applications such as PURE DATA7 and MAX/MSP8 . Therefore, multimedia protocols like Open Sound Control (OSC) are used to send to these applications the values/parameters defined by the composer. Moreover, they are also used to receive discrete events sent asynchronously during performance by the environment (e.g., the performer) in order to trigger the IPs defined by the composer.

In the second version of I-SCORE, scenarios are executed by an abstract machine, called ECO machine, that relies on a Hierarchical Time Stream Petri Net (HTSPN) [Sénac 1995] to represent and execute the partially ordered set of events [Marczak 2011]. Thus, each time a scenario is written or modified, it must be translated into a HTSPN to be executed. Although the execution model of I-SCORE in [Allombert 2009] uses HTSPNs, the synchronization and hierarchical mechanisms provided by HTSPNs are not taken into account. Therefore, the hierarchical semantics of interactive scores explained before is not well defined, being one of the issues addressed in this dissertation. We refer the reader to [Marczak 2011] for further detail on translating interactive scenarios into HTSPNs.

In closing, an important characteristic of I-SCORE is that it mixes two temporal paradigms used in the current multimedia tools [Desainte-Catherine 2013]: time-line and time-flow. The time-line paradigm is represented by the composition stage where the composer places multimedia processes with their start and stop times, as well as temporal relations between them. On the other hand, the time-flow paradigm is represented by the execution stage at which the processes are executed while the temporal relations are preserved by the system.

Related Models and Implementations

During the last years, I-SCORE has been used successfully for the composition and performance of live performances and interactive exhibitions [Allombert 2010]. Nevertheless, these applications and emergent applications such as video games and interactive museum installations, increasingly demand two features that its underlying model does not support: (1) flexible control structures such as conditionals and loops [de la Hogue 2014]; and (2) mechanisms for the automatic verification of scenarios. The former would permit to describe branching behaviors in interactive scenarios and the latter would avoid that raise conditions (abnormal behaviors) happen during a spectacle. Several researchers have made many efforts to extend interactive scenarios with control structures (e.g., Petri nets [Allombert 2009], process calculi [Olarte 2009b], event structures [Toro 2014]), but there is no practical solutions for their automatic verification and real-time performance. Moreover, the proposed models cannot be straightforwardly implemented or extended with new features that composers will eventually need to write more complex scenarios. Next we briefly describe some related works of interactive scenarios.

Distributed execution of interactive scenarios.

In [Celerier 2014], the author analyses a possible extension of the HTSPN model of I-SCORE, aiming at allowing for the execution of a multimedia scenario from multiple networked computers. For that, three approaches were implemented and tested looking for a reasonable latency of execution.

Augmented execution interface for interactive scenarios. The current execution interface of I-SCORE is static. That means that the start and stop times of the TOs are not properly reflected on the graphical interface during execution. Therefore, if the start or stop times of a TO are modified during execution, the graphical interface does not move or stretch the boxes in order to show the new possible start and stop times of the TOs. In [START_REF] Vuaille | Interface d'exécution en INScore pour i-score[END_REF]], the author proposes a dynamic execution interface for I-SCORE based on the approach presented in Chapter 5. For that, an augmented interface of I-SCORE was developed in the environment INSCORE [START_REF] Fober | [END_REF]], providing mechanisms to dynamic change the temporal organization of the scenario depending on the interaction with the environment.

CSP optimization for I-SCORE. As we explained before, during the composition stage the scenario is viewed as a CSP. However, during the latest years several improvements and notions have been added to I-SCORE, producing the initial CSP specification no longer suitable for verifying the consistency of the written temporal relations. In [Jamain 2015], the author proposes a new CSP specification that formalizes the new notions of the current version of I-SCORE. Moreover, he shows how to integrate his approach with the graphical interface of I-SCORE by using the corresponding API of the latter.

Dynamic interactive scenarios.

In [Olarte 2009b], the authors propose a model for dynamic interactive scenarios where IPs can be defined to adapt the hierarchical structure of the scenario depending on the information inferred from the environment. For that, the authors use a declarative model for concurrency tied to logic called Universal Timed Concurrent Constraint Programming (UTCC) [Olarte 2009a]. Therefore, they can verify some non-trivial temporal properties of scenarios. Nevertheless, UTCC does not guarantee reliable responses in time and it does not provide tools for automatic verification.

Conditional branching. In [Toro 2012;[START_REF] Toro | [END_REF], the authors propose an abstract semantics for interactive scenarios based on a simplified version of Timed Event Structures (TESs) [Katoen 2001]. Thus, it is possible to specify and verify properties about execution traces. However, there is no difference between interactive objects and TOs. In order to overcome this limitation, the authors propose an operational semantics based on the Non-Deterministic Temporal Concurrent Constraint Programming (NTCC) [Nielsen 2002] formalism. However, many treatments should be made to obtain a normal form of scenarios which drastically increase the size of the model and make it unsuitable for real-time execution.

Conditional branching was introduced in the proposed NTCC model, however such extension lacks of an abstract semantics and drastically increases the complexity of the system. Although there are some works [Arias 2012;Arias 2015d] aiming at equipping NTCC with automatic verification tools, there is no mature and reliable tools so far. Another disadvantage of the proposed NTCC model is that time units in NTCC may have different (unpredictable) durations. Moreover, it is not possible to specify real-time requirements of scenarios. CHAPTER This chapter introduces REACTIVEIS, a programming language that fully captures the temporal structure of interactive scenarios during both composition and execution. For that, we first introduce the syntax of the language and a tree representation of programs. Then, we shall present the operational semantics of the language and we show the representation of execution states as tree-like structures that claim to be simpler, intuitive and more flexible than the current execution models for interactive scenarios. Next, we propose a logical semantics for REACTIVEIS based on Intuitionistic Linear Logic with Subexponentials (SELL), thus increasing the reasoning techniques available for the verification of interactive scenarios. Finally, we shall show that traces of programs correspond to derivations in the logic and vice-versa. The work presented in this chapter is a collaborative work with Carlos Olarte 1 in the project MUSICAL 2 and Sylvain Salvati 3 in the project POSET 4 .

To our knowledge, REACTIVEIS is the first programming language designed for writing, verification and execution of interactive scenarios.

Syntax

In this section we introduce the syntax of REACTIVEIS and its tree-based representation. We recall that a structure is a temporal object (TO) used to define the hierarchical organization of the scenario 1 Carlos Olarte is an associated professor at Universidade Federal do Rio Grande do Norte (UFRN) in Natal, Brazil. 2 The project MUSICAL (Music and Spatial Interaction with Constraints, Algebra and Logic) is funded by CNP-Q (the Brazilian National Council for Scientific and Technological Development) that aims to develop and integrate tools from logic and concurrency theory for the design and analysis of reactive systems and their application to musical processes and multimedia systems. The reader may find further details at http://cic.javerianacali.edu.co/~caolarte/musical.

3 Sylvain Salvati is a researcher at INRIA in Bordeaux, France. 4 The project POSET is funded by INRIA (the French Institute for Research in Computer Science and Automation) that aims to provide a consistent and robust mathematical framework for the modeling of sequential and parallel aspects of temporal media in order to develop simpler, safer and more powerful tools for the creation of hierarchical, multi-scale and multi-modal pieces of interactive art. The reader may find further details athttp://www.inria.fr/equipes/poset. and that a texture, which is also a TO, represents the execution in time of a given multimedia process by an external application such as MAX/MSP and PURE DATA. Moreover, a scenario is a structure that represents the temporal organization of the TOs defined by the user. We show in Figure 4.1 the syntax of REACTIVEIS. In REACTIVEIS, a structure is comprised of a set of parameters (explained below) and a (possibly empty) list of TOs (i.e., TO-list). A texture requires, besides the parameters, two messages used to start and stop a multimedia process executed by an external application. These messages are the output of the system and so they have to be sent to the corresponding application by means of multimedia protocols such as OSC. The syntactic unit params (i.e., the parameters mentioned above) specifies a name (i.e., an identifier) for the TO and also its starting and stopping conditions. Such conditions represent the TRs between TOs and define their temporal organization. Conditions in REACTIVEIS are as follows:

• Wait Conditions: they define a delay from the start or from the end of a TO (i.e., TO-event).

Delays are defined as a range between 0 and ∞, allowing flexibility in temporal specifications.

• Event Conditions: they represent the triggering of a specific event by the environment (i.e., IPs). Such events are messages (msg), for instance "/mouse 1", sent by the environment (e.g., the performer) during execution. Such messages represent the inputs of the system.

• Complex Conditions: they can be written by using conjunctions and disjunctions.

As an example, consider the REACTIVEIS in Program 4.1 of the texture WH in Figure 3.3. Attributes _start.cond_ and _stop.cond_ represent, respectively, the start and stop conditions of the TO. The Wait condition receives three arguments: an event representing the Start/End of a TO, its minimum duration and its maximum duration (that can be infinite, denoted by INF). Condition Event receives a particular OSC message that will be sent by the environment (e.g., "/mouse 1"). For instance, the start condition of the texture WH in Program 4.1 says that it will start either at the moment in which the message "/mouse 1" is sent and (&) this occurs between 2 and 5 time-units after the starting of the structure G, or (|) 5 time-unit after starting G and such message has not arrived yet. As can be noted in the above example, conjunctions and disjunctions allow us to express complex temporal conditions. Finally, attributes _start.msg_ and _stop.msg_ specify the messages that must be sent to external multimedia processes.

1 // ... the specification of the other TOs is hidden ... 

Tree-Based Representation of Programs

Now, we present a tree-based representation of REACTIVEIS programs and we formalize the idea of conditions.

Conditions are built from a Condition System (CS) which is a first-order signature Σ that contains the distinguished predicates WaitFromStart, WaitFromEnd, EndScenario and WaitEvent that will be explained later. We also assume a (decidable) first-order theory ∆ over Σ for dealing with deductions such as x > 40 x > 0. In this chapter we shall use C to denote the set of conditions (formulas) built from Σ and the grammar:

F, G ::= true | A | F ∧ G | F ∨ G
where A is an atomic formula (e.g., a predicate).

A program in REACTIVEIS is defined as a labeled tree, called program tree, whose nodes represent the TOs of the scenario. We will sometimes abuse notation and refer to TOs simply as nodes. Each node is associated with the conditions for starting and stopping the TO, and its corresponding messages if the node represents a texture. The root node represents the scenario and edges define the hierarchical relation between TOs. Next, we present the formal definition of a program tree.

Definition 4.1 (Program Tree)

Let V be a countable set of nodes, B the set of labels representing the names of TOs, and M the set of messages. A program tree is a labeled tree P = 〈N , E, C, M , r〉 where:

• N ⊆ V is the set of nodes, • E ⊆ N × B × N is the set of edges,
• C : N → C × C is a total function representing the start/end conditions of TOs,

• M : N M × M is a partial function representing the messages for starting/stopping an external multimedia process, and

• r ∈ N is the root of the tree.

Given n ∈ N , we shall use c s (n) and c e (n) to denote the starting/stopping conditions for n. Also, we shall use m s (n) and m e (n) to denote the starting and stopping messages for n.

For a given tree T , the nodes, the edges, and the root node of T are denoted by N (T ), E(T ), and R(T ), respectively. We write s a -→ t to represent an a-labeled edge from s (the source) to t (the target). As usual, sequences of labels α = a 0 .a 1 . . . a n represent a path from the root r to a given node u in T . We use the empty sequence to represent the root of T . For a path p in T , target T (p) is the ending node of the path.

In Figure 4.2 we show the program tree for the scenario in Figure 3.3 and the information of the node representing the texture WH. Intuitively, the predicates WaitFromStart(p, t 1 , t 2 ) and WaitFromEnd(p, t 1 , t 2 ) hold when the time elapsed since the start and the end, respectively, of the target node of the path p is within the interval [t 1 ; t 2 ]. WaitEvent(e) waits for the external message e. Observe that the root node has no wait condition for starting (i.e., true) and it finishes when all its children have finished (i.e., EndScenario).

F WS WH LB G c s ( ) = true c e ( ) = EndScenario c s (G.W H) = (WaitFromStart(G, 2, 5) ∧ WaitEvent(mouse1)) ∨ WaitFromStart(G, 5, 5) c e (G.W H) = WaitFromStart(G.W H, 1, 1) m s (G.W H) = sound1_on m e (G.W H) = sound1_off FIGURE 4.2:
Program tree of the scenario in Figure 3.3. Each node represents a TO in the scenario and the functions c s and c e return, respectively, its start and stop conditions. In the case of a texture, functions m s and m e return, respectively, the starting and stopping messages sent to the external application.

Operational Semantics

This section is devoted to defining an operational semantics for the language REACTIVEIS. We start by defining a representation of the states of execution as trees, and then we introduce the operational semantics rules for the language. Finally, we shall prove some important properties of the operational semantics such as determinism.

Tree-Based Representation of Execution States

In REACTIVEIS, the execution state of a program is represented as a labeled tree, called state tree, that identifies both the TOs currently being executed and the ones that have already stopped. Each node in the state tree has associated the times at which the TO started and stopped. If a TO has not been stopped yet, we use as stop time the special symbol ⊥ / ∈ 0 . We shall use ⊥ to denote 0 ∪ {⊥}. Next, we formally define a state tree.

Definition 4.2 (State Tree)

A state tree is a labeled tree S = 〈N , E, , r〉 where N , E and r are defined as in Definition 4.1, and : N → 0 × ⊥ is a total function giving, for each node, its starting and stopping times. Functions t s : N → 0 and t e : N → ⊥ give the starting and stopping times of a node, respectively.

As an example, we show in Figure 4.3 an execution state of the scenario in Figure 3.3. As can be seen from the state tree, the scenario (i.e., the root node) started at time 0 (i.e., t s ( ) = 0) but it has not finished yet (i.e., t e ( ) = ⊥). Moreover, the texture F started at time 1 and stopped at time 3 while the texture WS started at time 3 but it is currently running.

F WS t s ( ) = 0 t e ( ) = ⊥ t s (F ) = 1 t e (F ) = 3 t s (W S) = 3 t e (W S) = ⊥ FIGURE 4.3:
A state tree of the scenario in Figure 3.3. Each node represents a TO and the functions t s and t e return, respectively, the times at which the node started and stopped. The symbol ⊥ denotes that the TO has not stopped yet.

Given a state tree S, we say that S is a valid state for a program tree P if S is homomorphic to P. The notion of homomorphism is illustrated in Figure 4.4 and formally defined as follows.

Definition 4.3 (Tree Homomorphism)

Let T 1 and T 2 be labeled trees. A tree homomorphism of T 1 to T 2 is a function f : The execution of REACTIVEIS programs involves a change in the execution state by starting and stopping TOs. As outlined below, we can represent the starting and stopping of a TO by applying two basic operations on the state tree. Before stating formally the above operations, we require the following notion of relational override.

N (T 1 ) → N (T 2 ) such that • f (R(T 1 )) = R(T 2 ), • s a -→ t ∈ E(T 1 ) iff f (s) a -→ f (t) ∈ E(T 2 )

Definition 4.4 (Relational Override)

The relational override operator, R -U, allows to create an updated version of a relation. The pairs in U override any pairs in R whose first element is in the domain of U. That is,

R -U def = U ∪ {x → y | x → y ∈ R ∧ x / ∈ dom(U)}
Starting a TO. In REACTIVEIS, starting a TO is represented as adding a new node to the current state tree whose start time is the current time and its stop time is undefined. Additionally, a new a-labeled edge pointing to the new node is added to the current state tree. More precisely, for a non-empty path p, let up(p) be the sequence of labels of p without the last label, and last(p) be the last label of the sequence of p. For a state tree S, a path p in S, and a time t ∈ 0 , starting a TO is defined as start(S, p, t)

def = 〈N ∪ {n 1 }, E ∪ {n b -→ n 1 }, ∪ {n 1 → (t, ⊥)}, r〉
where n 1 / ∈ N , n = target S (up(p)), and b = last(p).

As an example, in Figure 4.5 we illustrate the starting of the structure G. Observe that the operation start(S, G, 8) updates the state tree S by adding a new node G whose start time and stop time are, respectively, 8 and ⊥ (i.e., undefined). Stopping a TO. Intuitively, when a TO stops its stop time is updated with the current time of execution. Moreover, if the TO is a structure, its children also must stop at the same time. For a state tree S, a path p in S, and a time t ∈ 0 , stopping a TO is defined as stop(S, p, t)

def = 〈N , E, -{n → (t s (n), t) | n ∈ des(target S (p)) ∧ t e (n) = ⊥}, r〉
where des(v) denotes the set containing v and its descendants in the state tree S.

We illustrate in Figure 4.6 the stopping of the structure G. As can be seen, in the state tree S the structure G started at time 8 and it is currently running. Then, by applying the operation stop(S, G, 15), the stop time of the node G in the state tree S is updated to 15. Thus, the new state tree S denotes that the structure G stopped at time 15. 

Structural Operational Semantics

The structural operational semantics (SOS) [Plotkin 2004] of REACTIVEIS considers two kind of reduction relations, -→ and =⇒, parametric on the program tree P. Recall that the input of the program is a set of messages produced by the environment and the output is the set of messages the program must produce during a time-unit. Hence, the observable transition 〈S, t〉 I,O =⇒ P 〈S , t + 1〉 means that at time t, the state tree S on input I reduces in one time unit to S and output O. The observable transitions are obtained from finite sequences of internal transitions. Since our operational semantics is based on the synchronous hypothesis [Halbwachs 1998], such internal transition takes no time and represents how the state S is gradually updated by starting/stopping TOs. It is important to notice that the changes in the state of the scenario are only visible at the end of the time-unit, i.e., it is assumed that internal transitions cannot be directly observed.

The internal transition 〈S i , O〉

I,t S -→ P 〈S i , O 〉 I,t
S means that, given that the input in the current time-unit is I and the initial state is S, the state S i moves to S i possibly adding new messages to the set O leading to O . Before formally defining the operational semantics of REACTIVEIS, we require to introduce some notations and definitions. First, we use L(T ) to denote the set of all paths in the tree T including , and we define the set of TOs that are currently running (i.e., nodes in the state tree whose stop time is undefined) as

p alive (S) def = {p | p ∈ L(S) ∧ t e (target S (p)) = ⊥}
where S is a state tree.

Moreover, let children(T, p) be the set of paths of a tree T from the root node to the children of the ending node of p (i.e., target T (p)). Since a TO can only start if its parent is running and it has not stopped yet, we define the function canStart in order to compute the TOs that possibly can start. That is, paths in the program tree targeting to nodes which are not in the state tree and whose parents are currently running. Such function is defined as

canStart(P, S) def = {p | p parent ∈ p alive (S) ∧ p ∈ children(P, p parent )} \ L(S)
where P is a program tree and S is a state tree.

Finally, we define when a constraint F (i.e., a formula built from the CS) specifying the starting or the stopping of a TO is satisfied by a configuration of the form 〈P, S, I, t〉 where P is a program tree, S is a state tree, I is a set of inputs, and t is the time of execution. For this purpose, we define in Figure 4.7 the semantics for 〈P, S, I, t〉 F . • The rule R STOP dictates that a TO is stopped only if: (1) it is currently being executed; and

〈P, S, I, t〉 true

〈P, S, I, t〉 WaitFromStart(p, t 1 , t 2 ) iff ∃n • n ∈ N (S) ∧ n = target S (p) ∧ t 1 ≤ t -t s (n) ≤ t 2 〈P, S, I, t〉 WaitFromEnd(p, t 1 , t 2 ) iff ∃n • n ∈ N (S) ∧ n = target S (p) ∧ t e (n) = ⊥ ∧ t 1 ≤ t -t e (n) ≤ t 2 〈P,
(2) its stop condition is satisfied. Premise (2) is similar as in the rule R START . Premise (1) is ensured with the aid of the set canStop(S)

def = p alive (S)
that contains the nodes in the state tree S whose stop time is not defined (i.e., it is currently running).

• The rule R OBS says that an observable transition labeled with (I, O) from the state tree S, program tree P, and time t is obtained from a terminating sequence of internal transitions from Notice, REACTIVEIS provides a clear and simple operational semantics based on tree-like structures. This representation of execution states and the operational semantic rules give a faster and more concrete guidance to the implementer on how a scenario should be executed without dealing with other more abstract models like Petri Nets. Moreover, these features allowed us to easily give a precise description of the behavior of interactive scenarios to engineers and artists. For instance, we implemented in the OCAML5 programing language an interpreter that follows the operational semantics rules in Figure 4.8 and shows the state tree corresponding to each state of execution. The reader can found the full implementation and documentation of the interpreter at https://gitlab.com/himito/ReactiveIS.

Properties of the Operational Semantics

In the following we state some properties of the operational semantics described above. Among them, we shall prove that for all states and input, every sequence of internal transitions is monotone. Furthermore, the only non-determinism of REACTIVEIS programs is due to the messages provided by the environment. Then, we shall prove that the observable relation is indeed a function. In the following, we shall use γ, γ to range over configurations of the form 〈S i , O〉 I,t S . We start by showing that the internal transitions are monotone. That means that if a rule can be applied in a configuration γ, then the same rule can be applied in any extension of this configuration (that contains additional information). • S i is homomorphic to S i . Moreover, S i is a valid state of P (i.e., S i is homomorphic to P).

PROOF:

The proof proceeds by induction on the derivation -→ P with case analysis on the last rule applied. By simple inspection, we know that the rules R START and R STOP only add elements to O. Then (1) holds. As for (2), if S is a valid state of P, then there exists a homomorphism f relating S and P. Let us analyze the rules R START . Assume that p is the path of a TO to be started. By definition of canStart(S, P), we know that the parent of the ending node of p is currently being executed. Moreover, by definition of start(S, p, t), the node denoted by p is located right below its parent (since p is a path in the tree). Hence, there exists a homomorphism f between S i and S i . In rule R STOP , the set of nodes and edges is not modified (only the stop information of the ending node of p). Then, trivially S i is homomorphic to S i .

We shall say that a TO p is enabled in a configuration γ if p triggers a STOP/START reduction. The next Lemma shows that firing an event during a time-unit does not disable other events. This fact will be later used to prove that REACTIVEIS is deterministic.

Lemma 4.1 〈TO-Potentiality〉

Consider a configuration γ where two different TOs p, p are enabled. Assume also that γ -→ P γ using the TO p. Then:

• p is not enabled at γ , and • p is enabled at γ iff p is enabled at γ .

PROOF:

To prove (1), note that operations canStart(S, P) and canStop(S) guarantee that p cannot be started/stopped again. As for (2), note that the enabled conditions depend only on the initial state S. Hence, p is enabled at γ iff it is enabled at γ . Finally, we show that the internal transitions are confluent, which guarantees that no matter in what order the rules are applied, the result is always the same.

Lemma 4.2 〈Confluence〉

For any REACTIVEIS program P and valid state S i , if 〈S i , O〉 I,t S -→ P γ 1 , 〈S i , O〉 I,t S -→ P γ 2 and γ 1 = γ 2 , then there exists γ 3 such that γ 1 -→ P γ 3 and γ 2 -→ P γ 3 . PROOF: Assume that 〈S i , O〉 I,t S -→ P γ 1 , 〈S i , O〉 I,t S -→ P γ 2 . If γ 1 = γ 2 we have to consider 4 cases: both reductions are STOP-reductions; both reductions are START-reductions; one reduction corresponds to the START rule and the other to the STOP rule; and vice versa. In the first two cases, since γ 1 = γ 2 , it must be the case that the selected TO p in the reductions is different. By using Lemma 4.1, we can show that there exists γ 3 such that γ 1 -→ P γ 3 and γ 2 -→ P γ 3 .

From the previous lemma we straightforwardly deduce the following corollary.

Corollary 4.1 〈Determinism〉

For all state S and input I, if 〈S, t〉

I,O 1 =⇒ P 〈S 1 , t 〉 and 〈S, t〉 I,O 2 =⇒ P 〈S 2 , t 〉 then O 1 = O 2 and S 1 = S 2 .
PROOF: Directly from Lemma 4.2.

Logical Characterization

In this section we present a logic characterization of REACTIVEIS programs as formulas in Intuitionistic Linear Logic with Subexponentials (SELL) [START_REF] Nigam | [END_REF]].

The formula ! a F in SELL means that F is marked with a given modality a. The index a is taken from a poset 〈I, 〉 (i.e., the subexponential signature) and it can be interpreted as a spatial location or a time-unit [START_REF] Nigam | [END_REF]]. Here, we shall mark the formulas with subexponentials of the form t.x where t represents the current time-unit and x can represent either the environment (i.e., the inputs), an observable action (i.e., the outputs) or information about the state of the system. We describe the above marks in Table 4.1. Following [START_REF] Nigam | [END_REF]], the structure of the subexponentials to deal with temporal modalities must consider subexponentials of the shape t and t+. The former represents a given time-unit t while the latter is used to store formulas valid from the time-unit t on. The structure is despicted in Figure 4.9. Note that the subexponentials of the shape t.i and t.o are unrelated. The subexponentials of the shape t.s preserve the hierarchical structure of the scenario. The subexponential T I (which is greater than any t.i) will be used to define the encoding of the environment. Finally, the subexponential T P (which is greater than any t.p) will be used to store the encoding of the TOs. The advantage of using subexponentials is that we neatly split the logical context in a sequent. In our particular case, the context is split into different time-units and each time-unit stores information about the inputs from the environment (t.i), observable actions (t.o), and information about the state of the system (t.s). To better understand this idea, consider the following derivation: ! R ! 4.i evt(e2), ! 4.i evt(e3) -→ ! 4.i evt(e3) ! 3.i evt(e1), ! 4.i evt(e2), ! 4.i evt(e3), ! 4.s.A state(5, 7) -→ ! 4.i evt(e3)

Intuitively, we are trying to prove that the event e3 ocurred in the time-unit 4. The introduction rule for ! (i.e., the promotion rule ! R ) forces to delete (weaken) from the context all the formulas with subexponentials not related to 4.i. Then, we cannot use the information available on time-unit 3 (i.e., ! 3.i evt(e1)) nor the information about the state of the system (i.e., ! 4.s.A state(5, 7)).

Next, we describe the enconding of REACTIVEIS programs in SELL.

Encoding Inputs and Outputs. Let us start encoding the inputs and outputs of REACTIVEIS, i.e., the set of messages the program can receive and send. For any message m i , we define a constant symbol m_i (e.g., mouse1). We also consider the unary predicates evt(•) and msg(•) to represent, respectively, the fact that an input and an output have been added. Hence, a set of input (resp. output) messages I = {m 1 , m 2 , . . . , m n } (resp. O = {m 1 , m 2 , . . . , m m }) is encoded in SELL as:

I t = ! t.i evt(m 1 ) ⊗ ! t.i evt(m 2 ) ⊗ . . . ⊗ ! t.i evt(m n ) O t = ! t.o msg(m 1 ) ⊗ ! t.o msg(m 2 ) ⊗ . . . ⊗ ! t.o msg(m m )
Intuitively, the messages from the set I (resp. O) are available in the logical context t.i (resp. t.o).

Encoding Textures. The encoding of a texture defines three kind of formulas: ctr to control when it starts and stops; str to handle the action of starting the texture; and stp to handle the action of stopping the texture. Such formulas modify the state of the texture in the current time-unit and define its state for the next time-unit. The interpretation of textures and structures is similar. However, in the case of a structure S, we need to control also the execution of its children.

We start defining the aforementioned formulas for a given texture A. Recall that functions m s and m e are defined in Definition 4.1, and they denote, respectively, the starting and stopping messages of a texture.

ctr(A, t) def = ! t.s.A P_STOP -• stop_imm(A, t) & ! t.s.A P_RUN -• decide(A, t) & ! t.s.A P_IDLE -• ∀n, m.(! t.s.A state(n, m) -• set_state(A, n, m))
where:

set_state(A, n, m) def = ! t.s.A state(n, m) ⊗ ! (t+1).s.A state(n, m) stop_imm(A, t) def = ∀n, m.(! t.s.A state(n, m) -• n = --• set_state(A, -, -) & (n = -⊗ m = -) -• (set_state(A, n, t) ⊗ ! t.o msg(m e (A))) & (n = -⊗ m = -) -• set_state(A, n, m)) decide(A, t) def = ∀n, m.(! t.s.A state(n, m) -• n = --• str(A, t) & (n = -⊗ m = -) -• stp(A, t) & (n = -⊗ m = -) -• set_state(A, n, m))
The predicate P_STOP is added by the parent of A to signal that A must stop immediately. As we shall see, this happens when the parent of A stops at time-unit t. P_RUN says that the parent of A is currently running and P_IDLE signals that the parent of A has already stopped or it has not started yet. Hence, the formula ctr verifies first what was the decision of A's parent and proceeds accordingly: it stops immediately, it decides whether to start, to stop or it simply copies the state to the next time-unit.

The formula controlling the start of the texture A is:

str(A, t) def = condition_s -• start(A, t) & default_s -• set_state(A, -, -) start(A, t) def = set_state(A, t, -) ⊗ ! t.o msg(m s (A))
The formula condition_s corresponds to the interpretation in SELL of the starting condition of A, c s (A) t , where • t is given in Figure 4.10. We recall that functions c s and c e are defined in Definition 4.1, and they denote, respectively, the starting and stopping conditons of a TO.

true t = 1 F ∧ G t = F t ⊗ G t F ∨ G t = F t ⊕ G t WaitFromStart(A, k, l) t = ∃n, m.(! t.s.A state(n, m) ⊗ n + k ≤ t ⊗ n + l ≥ t) WaitFromEnd(A, k, l) t = ∃n, m.(! t.s.A state(n, m) ⊗ m + k ≤ t ⊗ m + l ≥ t) EndScenario t = p ∈ chil(R(P)) ∃n, m.(! t.s.p state(n, m) ⊗ m = -)
WaitEvent(e) t = ! t.i evt(e) The formula default_s corresponds to the condition when none of the starting conditions can be satisfied. Such formula corresponds to c s (A) ⊥ t where • ⊥ t is depicted in Figure 4.11.

true ⊥ t = 0 F ∧ G ⊥ t = F ⊥ t ⊕ G ⊥ t F ∨ G ⊥ t = F ⊥ t ⊗ G ⊥ t WaitFromStart(A, k, l) ⊥ t = ! t.s.A state(-, -) ⊕ ∃n, m.(! t.s.A state(n, m) ⊗ (n + k > t ⊕ n + l < t)) WaitFromEnd(A, k, l) ⊥ t = ∃n.(! t.s.A state(n, -) ⊗ n = -) ⊕ ∃n, m.(! t.s.A state(n, m) ⊗ (m + k > t ⊕ m + l < t)) EndScenario ⊥ t = p ∈ chil(R(P))
∃n.(! t.s.p state(n, -))

WaitEvent(e) ⊥ t = ! t.i evt ⊥ (e) We note that the definition of default_s requires that the environment (defined below) provides either that an event happened (e.g., ! t.i evt(e)) or it did not happen (e.g., ! t.i evt ⊥ (e)).

The formulas defining how textures have to be stopped are defined similarly:

stp(A, t) def = condition_e -• stop(A, t) & default_e -• ∀n.(! t.s.A state(n, -) -• set_state(A, n, -)) stop(A, t) def = ∀n.(! t.s.A state(n, -) -• set_state(A, n, t) ⊗ ! t.o msg(m e (A)))
where condition_e corresponds to c e (A) t , and default_e corresponds to c e (A) ⊥ t . Encoding Structures. The encoding of a structure is similar to that of textures but it requires to take control of the execution of its children. For that, we modify the above definitions of start(•) and stop(•) as follows:

start(A, t) def = set_state(A, t, -) ⊗ p ∈ suc(A) ! t.s.p P_RUN stop(A, t) def = ∀n.(! t.s.A state(n, -) -• set_state(A, n, t) ⊗ p ∈ suc(A) ! t.s.p P_STOP)
Observe that we add the predicates P_RUN and P_STOP to all the successors of the structure A.

Moreover, it can be the case that A cannot start in the current time-unit because its starting conditions do not hold. In this case, the successors of A must be notified that A is in an idle state:

str(A, t) def = condition_s -• start(A, t) & default_s -• (set_state(A, -, -) ⊗ p ∈ suc(A) ! t.s.p P_IDLE)
Similarly, if the structure A cannot stop in the current time-unit, the successors must be notified that A is currently running:

stp(A, t) def = condition_e -• stop(A, t) & default_e -• (∀n.(! t.s.A state(n, -) -• set_state(A, n, -)) ⊗ p ∈ suc(A) ! t.s.p P_RUN)
Finally, if the parent of the structure A is idle, A cannot perform any action and so its successors:

ctr(A, t) def = ! t.s.A P_STOP -• stop_imm(A, t) & ! t.s.A P_RUN -• decide(A, t) & ! t.s.A P_IDLE -• (∀n, m.(! t.s.A state(n, m) -• set_state(A, n, m)) ⊗ p ∈ suc(A) ! t.s.p P_IDLE)
Encoding the System's States. As we have shown, the state of the system is represented in SELL by the predicate state(•). Then, a state tree S of a program tree P is encoded as:

S t = p ∈ N (S) ! t.s.p state(t s (p), t e (p)) ⊗ p ∈ N (P)\N (S) ! t.s.p state(-, -)
We recall that functions t s and t e are defined in Definition 4.2, and they denote, respectively, the starting and stopping times of a TO. Note that any p ∈ N (P) \ N (S) corresponds to a TO that has not already started.

Encoding the Environment. The encoding requires that, at any time, it is possible to detect whether a given (external) event happened or not. Hence, the most general environment can be defined as:

env def = l : T I.( m ∈ M ! l (m ⊕ m ⊥ ))
Recall that t.i T I (see Figure 4.9). The universal quantification on subexponentials " l : T I" says that the formula ! l (m ⊕ m ⊥ ) is available in any time-unit, more precisely, in any subexponential of the form t.i. Here, m ⊕ m ⊥ means that either m was detected or not.

Encoding a REACTIVEIS Program. A REACTIVEIS program is encoded as the formula

P = ! 0+ l : T P.( p ∈ N (P) ! l ctr(p, l))
Intuitively, the subexponential "0+" (along with the universal quantification " l : T P") allows us to copy, as many times as needed, the definition of the TOs in each time-unit.

Correctness of the Encoding

Now, by relying on the focused proof system for SELL [START_REF] Nigam | [END_REF]], we can show that observable steps of the operational semantics correspond to derivations in SELL and vice-versa.

Before we present the proof, let us classify the formulas produced by our encoding as guards (G) and programs (P):

G ::= ! s A | G ⊗ G | G ⊕ G | ∃x.G
(4.1)

P ::= ! s A | P ⊗ P | P & P | G -• P | ∀x.P (4.2)
Guards will appear on the right hand side of the sequent while programs will appear on the left hand side. This separation of formulas is important to prove the adequacy result. The idea is that once we are focused on a formula representing a TO (i.e., a P-formula), we have to completely decompose it in a positive phase of the proof. In the end of this phase, what we observe is that the state changed exactly as the operational rules dictate. 

PROOF:

We show that the introduction of any formula, following the focused discipline, corresponds exactly to applying one of the operational rules. Consider that we focus on a ctr(A, t) formula obtaining the derivation below:

& L -• L Π Γ G -→ Ψ Γ -→ P Γ G-•P ---→ Γ ctr(A,t) ----→ H
The main connective in ctr is & and the focusing persists in one of the choices. In this case, G = ! t.s.A G , where G can be one of the predicates P_STOP, P_RUN or P_IDLE. Since the subexponential t.s.A is unrelated to the others, the derivation Π must finish by proving G from the context Γ that only contains facts about A (due to the promotion rule ! s R ). Derivation Ψ on the right hand side proceeds similarly. Here P can be a P-formula (see Equation 4.2) of the shape P & P, G -• P or ∀x.P. In all these cases, we have negative connectives (on the left) that have to be introduced in a positive phase. Hence, the focusing persists on P and we do not have other choice that continuining decomposing this formula.

Consider the case where P is the formula str(A, t). We then observe the following derivation:

& L -• L Π 1 Γ -→ G 1 Ψ 1 Γ P 1 -→ Γ G 1 -•P 1 ----→ Γ str(A,t) ----→
Here G 1 can be the formula condition_s or default_s. In any case, this formula is a Gformula (see Equation 4.1). Therefore, the focusing persists and we end up a situation similar to Π above.

The formula P 1 on the right hand side takes the form ! s A 1 ⊗ . . . ⊗ ! s A n where A i is a predicate. Since ⊗ and ! s on the left has to be introduced in the negative phase, what we observe is that we lost focusing and, in a negative phase, all the formulas of the shape msg(•) and state(•) are added into the context. Thus, in a flip of the polarity, we observe that the state is modified exactly as the operational rules dictate. Several researchers have made many efforts to extend interactive scenarios with branching behavior (e.g., process calculi [Olarte 2009b;[START_REF] Toro | [END_REF]], Petri nets [Allombert 2009]), but there is no practical solution for the automatic verification and real-time execution of scenarios. In this chapter, we present a TA [Alur 1994] based framework to address these challenges. As depicted in Figure 5.1, our framework is divided into three phases that will be described below: composition, verification and interpretation.

We model interactive scenarios as a network of timed automata. Our model extends the current model of interactive scenarios with IPs guarded by conditions, allowing to express branching behavior. Moreover, we take advantage of the mature and efficient tools for the verification of TA models such as UPPAAL1 to simulate and automatically verify the written scenarios. We shall present a tool to systematically create a bottom-up TA model from any scenario written in the sofware I-SCORE, and we shall show some examples of properties verified in UPPAAL. Once the scenario satisfies the composer's requirements, the scenario can be synthesized into a reconfigurable hardware (i.e., an FPGA) in order to guarantee its real-time and low-latency execution. In this dissertation, we shall not deal with the implementation of the TA model in code C/C++ because there are specialized tools to automatically translate TA models into executable code, e.g., the tool TIMES2 [START_REF] Amnell | Code Synthesis for Timed Automata[END_REF][START_REF] Amnell | TIMES: A Tool for Schedulability Analysis and Code Generation of Real-Time Systems[END_REF]].

Finally, we shall present a synchronous interpreter for interactive scenarios implemented in the REACTIVEML3 programming language. As we shall see, REACTIVEML allows for the dynamic creation of processes, opening the possibility of enhancing interactive scenarios with live coding (i.e., the creation of TOs and TRs during execution). Moreover, we shall introduce a novel graphical interface using the tool INSCORE that will allow to show, in real-time, the true state of execution of interactive scenarios.

To our knowledge, this is the first framework for interactive scenarios allowing an automatic verification and a true parallel execution of them. Moreover, the graphical interface capturing in real-time the dynamic execution of scenarios has not been proposed before. In fact, it was a starting point for a master stage [START_REF] Vuaille | Interface d'exécution en INScore pour i-score[END_REF]] in the project INEDIT4 looking for its integration to the software I-SCORE.

Modeling Interactive Scenarios in Timed Automata

In this section we introduce a formal specification of interactive scenarios using Timed Automata (TA) [Alur 1994]. Most importantly, we shall enhance interactive scenarios with the notion of conditionals (i.e., branching behavior) and we open the possibility of using matured and efficient tools for their automatic verification. Our approach is based on the work in [START_REF] Echeveste | Operational semantics of a domain specific language for real time musician-computer interaction[END_REF]] and follows the modeling patterns described in [START_REF] Behrmann | [END_REF]] for the sake of designing a clear and structured model.

Intuitively, a scenario is comprised of several temporal objects (TOs) and temporal relations (TRs) which can be seen as several processes running in parallel and whose start and stop times depend on the behavior and synchronization among them. For instance, a process controlling the brightness of a lamp (texture L) starts five seconds after (temporal relation TR) the stopping of a process playing a song (texture S). Thus, we can model a scenario as a network of TA in which TOs and TRs are modelled as TA processes. The starting and stopping of each timed automaton (i.e., the temporal organization of the scenario) is defined by its synchronization with the environment and the other timed automata. Notice that a process may synchronize with other processes at the same time (e.g., the stopping of a TO could define the starting of one or more TRs simultaneously), then we shall use broadcast channels to enable this kind of synchronization.

Next, we shall describe in more detail the TA model for interactive scenarios. First, we shall introduce the timed automaton modeling temporal relations. Then, we present the model for interaction points and its extension for handling conditions. Finally, we present the timed automata modeling TOs and interactive scenarios.

Temporal Relations

We recall that TRs can be classified depending on their duration. Intuitively, a rigid TR can be seen as a simple delay between two TOs, and a semi-flexible or flexible TR can be seen as a delay whose duration is partially defined by an interval of possible values bounded by a minimum and a maximum duration. Next, we shall introduce the TA model for the specification of TRs. It is important to note that it is not necessary to define a model for a TR whose duration is zero (i.e., synchronization) because we can synchronize the starting/stopping of two or more TOs by means of complementary actions and broadcast channels.

Rigid Temporal Relations. We show in Figure 5.2 the timed automaton modeling a rigid TR. It starts in the state idle and remains on it until the action event_s is triggered. This action starts the execution of the TR. Once this occurs, the timed automaton stays in the state wait until the duration γ 0 elapses (i.e., t = γ 0 ). Notice that the above behavior represents the delay generated by the TR. Once the delay finishes, the timed automaton moves to the state finished and triggers the action event_e 1 and at the same time-unit the action event_e 2 denoting, respectively, the elapsing of the minimum duration and the stopping of the TR. These events may define the starting or the stopping of other timed automata (e.g., other TOs). We show a summary of the intuitive meaning of each element of the model in Table 5.1. Let us explain the remaining states of the model through an example. Imagine the TR that defines the start time of the texture Light Beam (LB) in Figure 3.3, and its parent (i.e., the structure Group (G)). Moreover, recall that when a structure stops all its children must immediately stop. Then, the TR is "killed"5 by the action kill_p that is triggered by its parent (i.e., structure G) at any state of execution 6 . Furthermore, the timed automaton triggers, at the same time, the action kill in order to suddenly stop other timed automata. As we shall see, the above is important when we use the model for TRs to specify TOs. For example, the action kill is used for the structure G in order to stop its children. Later, we shall introduce the actions skip_p and skip. output action event_e 1 action to notify the elapsing of the minimum duration of the TR output action event_e 2 action to notify the stopping of the TR Flexible and Semi-Flexible Temporal Relations. We next introduce in Figure 5.3 the timed automaton modeling both a flexible and a semi-flexible TR. Recall that the difference between these two types of TRs is that the maximum duration of the former is not bounded (i.e., infinity). Similar to the above model, the timed automaton starts in the state idle and moves to the state wait_min when the action event_s is triggered. It stays in that state until the minimum duration γ 0 elapses (i.e., t = γ 0 ). Once this occurs, the timed automaton triggers the action event_e 1 and goes either (case 1) to the state flexible if the maximum duration γ 1 is infinity (i.e., γ 1 < 0), or (case 2) to the state semi_flexible (i.e., γ 1 ≥ 0) if the maximum duration is bounded. The action event_e 1 may synchronize with other timed automata waiting for the elapsing of the minimum duration of the TR. t r u e , k il l_ p ? , t r u e , e v e n t _ i ? ,

t = γ 1 , τ , t r u e , k i l l _ p ? , t = γ 0 ∧ γ 1 < 0, eve nt_ e 1 !, t = γ 0 ∧ γ 1 ≥ 0 , e v e n t _ e 1 , FIGURE 5 
.3: Timed automaton modeling a flexible temporal interval where t is its clock, and γ 0 and γ 1 are parameters denoting, respectively, its minimum and maximum duration.

In the case of a semi-flexible TR (case 2), the timed automaton waits for either the elapsing of the maximum duration γ 1 (i.e., t = γ 1 ), or the triggering of the action event_i which stops the TR.

In the case of a flexible TR (case 1), it only waits for the triggering of the action event_i to stop. As we shall see later, the action event_i can represent the triggering of an IP or the stopping of other TR. Once the TR finishes, the action event_e2 is immediately triggered in order to notify the stopping of the TR. The remaining actions and states of the timed automaton denote the same as in the model of a rigid TR.

Handling Temporal Relations. Composers usually define the start time of TOs by means of one or more TRs. For instance, in Figure 3.3 the start time of structure G is defined by two semi-flexible TRs. As we explained in Chapter 3, having several TRs defining the starting of a TO is the same as having a TR whose minimum duration is defined by the elapsing of the minimum duration of all TRs and whose maximum duration is defined by the stopping of one of them. Therefore, it is important to have a mechanism to ensure the temporal constraints imposed by several TRs. We define in Figure 5.4 a timed automaton responsible for maintaining these complex temporal constraints that are imposed by n > 1 number of TRs. Therefore, the model is parametric to an n number of TRs. The timed automaton starts in the state idle and waits for either the elapsing of the minimum duration (i.e., action event_s 1 ) or the stopping (i.e., action event_s 2 ) of a TR. It increments the variable counter by one (i.e., counter + +) each time a TR reaches its minimum duration. This behavior is repeated until all TRs have reached their minimum duration (i.e., counter = n).

Once this happens, it moves to the final state and immediately triggers the action event_e allowing for the synchronization with other timed automata (e.g., for starting of listening an IP or for starting a TO). It is important to note that the timed automaton reaches the error state error if a TR stops before all TRs have reached their minimum duration. That is, the temporal property defined by the TRs cannot be satisfied by a possible execution of the scenario. The local variables counter and skip_v are initialized with values 0 and true, respectively. The action kill_p denotes the same behavior as we have already explained and skip_p will be described later.

Interaction Points

Intuitively, interactive points waits for events asynchronously triggered by the environment (e.g., the performer) during the execution of the scenario. We recall that the system should maintain the temporal constraints defined by the TRs each time an IP is triggered. In the model presented below, we take advantage of the shared variables supported by UPPAAL in order to model the asynchronous communication between the environment and the scenario. Additionally, we shall use these shared variables to enhance interactive scenarios with conditionals (i.e., branching behavior).

Roughly speaking, we extend IPs with guards (i.e., conditions). Additionally, the events sent by the environment now carry values which are evaluated with the guards imposed by the composer in order to enable or not the triggering of the IP. Henceforth, we shall call this kind of IPs as guarded IPs. Let us explain this notion through the following example. Assume that the IP for starting the texture F of the scenario in Figure 3.3 can be triggered only if the temperature of the environment is greater than 20 • C. Therefore, the IP only can be triggered if both (1) the event is sent between the minimum and the maximum duration of the TR defining its start time, and (2) the value carried by the event (i.e., the temperature) satisfies the guard (i.e., temperature > 20). Moreover, following the semantics of IPs with no guards, if the IP is not triggered before its maximum duration, it must be triggered automatically at this time (i.e., urgent behavior). Nevertheless, the composer sometimes wants to skip the triggering of the IP if it is not triggered before its maximum duration (i.e., nonurgent behavior). In the case of guarded IPs, they can follow an urgent or non-urgent behavior according to the decision of the composer. Observe that the skipping of the triggering of an IP will cause the omission of the execution of the branch. For instance, imagine that the guarded IP of the texture F described above is not triggered during the valid interval, then the texture F and the TR with the structure G will not be executed. Thus, the starting of the structure will be defined only by the TR with the texture WS.

Once the intuitive notions were introduced, we are ready to present the timed automaton to model a guarded IP. As we can see in Figure 5.5, the timed automaton begins in the state idle and waits for the action event_s in order to move to the state enabled and start listening the events sent by the environment (e.g., the performer). As we have mentioned above, IPs start to listening the external event when all the preceding TRs have reached their minimum duration. Hence, the action event_s is synchronized with the event event_e from the timed automaton in Figure 5.4. Then, the timed automaton remains "listening" for the event until either (1) the action event_e is triggered or (2) the value carried by the event satisfies the condition. Case (1) represents the case in which the IP is not triggered or the value does not satisfy the condition within the interval of time defined by the TRs. The action event_e is synchronized with the action event_e 2 triggered by the timed automaton denoting a TR and representing its stopping (see Figure 5.2 and Figure 5.3). Thus, depending on the behavior defined by the composer (i.e., urgent or non-urgent), the execution of the branch will be omitted (i.e., action skip) or the IP will be triggered automatically (i.e., action event_t). Finally, the timed automaton moves to its final state. On the other side, case (2) represents the case in which the IP is triggered because the event is sent within the interval of time defined by the TRs and the guard is satisfied. For that, we defined the function condition (explained below) in order to verify whether the value carried by the event idle finished true, event!, {msg = val} FIGURE 5.6: Timed automaton modeling the non-deterministic interaction of the environment. The shared variable msg allows the asynchronous communication between the environment and the scenario. The parameter val represents the value attached to the event.

Temporal Objects

Now, we shall introduce the timed automata modeling textures and structures. As we shall see, TOs can be represented as TRs allowing us to create a simple, yet powerful, modular model for interactive scenarios.

Textures and Multimedia Processes. As we explained in Chapter 3, a texture is the same as a TR, but the former has an attached multimedia process that is executed in time by an external application.

In this regard, a texture with an IP defining its duration (i.e., an IP at the end) can be then modeled using the timed automaton for a flexible or semi-flexible TR (see Figure 5.3). Otherwise, it is modeled using the timed automaton for a rigid TR (see Figure 5.2).

Unlike the HTSPN model for interactive scenarios [Allombert 2009], we open the possibility of controlling one or more multimedia processes with the same texture, thereby decreasing the number of textures executed concurrently (i.e., a reduction in the size of the scenario). Intuitively, a multimedia process is modeled as a list of values (parameters) associated with a synchronization time at which they should be sent. Let us explain the above with the multimedia process shown in Figure 5.7. Imagine that the multimedia process controls the brightness of a lamp and it consists of seven parameters that will be sent to an external device. Moreover, each parameter p i is sent at ∆ time after the point p i-1 when i ≥ 1 or after the starting of the texture when i = 0 (i.e., intra-stream synchronization [START_REF] Blakowski | [END_REF].

Brightness 100% 50% 30% 0% p 0 p 1 p 2 p 3 p 4 p 5 p 6 ∆ 1 ∆ 2 ∆ 3 ∆ 4 ∆ 5 ∆ 6 FIGURE 5
.7: Example of a multimedia process controlling the brightness of a lamp.

Before introducing the corresponding timed automaton, we show how to represent the parameters of a multimedia process. For that, we take advantage of the user defined data structures supported by UPPAAL. Roughly speaking, we defined the structure parameter_t which represents a tuple containing the value of the parameter and its synchronization time. Therefore, a multimedia process is a list of ordered parameter_t elements. For instance, the Program 5.2 defines the list process_brightness that represents the multimedia process in Figure 5.7. { 0 ,0 } , { 3 0 ,5 } , { 5 0 ,1 } , { 3 0 ,2 } , { 5 0 , 2 } , { 3 0 ,2 } , { 0 ,5 }}; PROGRAM 5.2: The data structure parameter_t represents the parameters of a multimedia process. The list process_brightness defines the multimedia process in Figure 5.7. Now we are ready to present the timed automaton for the specification of a multimedia process.

As it is presented in Figure 5.8, the timed automaton starts in the state idle and the beginning of the multimedia process is synchronized with the starting of a specific texture by means of the action start. Once this occurs, the timed automaton goes to the state sending in which the parameters of the multimedia process mp (i.e., mp [i].value) begin to be sent respecting their time of synchronization (i.e., t = mp[i].offset). The action send denotes the sending of the corresponding parameter to the external application by means of the shared variable data. Recall that the variable mp represents the multimedia process and is defined as the structure in Program 5.2. The list of parameters is traversed using the local variable i which is initialized in 0 and incremented by one (i.e., i + +) each time a value is sent. The multimedia process stops (i.e., it goes to the final state finished) either if the action stop is synchronized with the stopping of a texture or all parameters have already been sent (i.e., i = limit). The actions kill_p and skip_p denote the same behavior as we have Structures. Intuitively, a structure defines the temporal organization of a set of TOs. For instance, the structure G of the scenario in Figure 3.3 defines the starting of textures WH and LB. In addition, the stopping of the structure produces the stopping of its children regardless of whether they are running. It is important to note that TRs can only be defined between TOs in the same hierarchy level (i.e., scope). In a similar fashion in which textures were defined, we can specify structures as flexible or semi-flexible TRs with an attached set of TOs (i.e., their children) instead of multimedia processes. Roughly, in the case of a structure with an IP defining its duration (i.e., an IP at the end), the structure can be modeled as a flexible or semi-flexible TR depending on its maximum duration (i.e., bounded or infinity) and an IP with urgent behavior. Since the stopping of a structure also must stop its children, we use an auxiliary timed automaton (see Figure 5.9) to synchronize the action kill_p of its children (described above) with the stopping of the structure (i.e., action event_e2). Notice that the kill behavior is propagated down the hierarchy stopping all descendants of the structure. This is possible because the timed automata defined so far are killed when their action kill_p is triggered, and at the same time, they trigger the action kill in order to stop its own children. On the other case, a structure with a rigid duration (i.e., with no IP at the end) is modeled as a flexible TR whose minimum duration represents the duration of the structure and whose maximum duration is infinity. These considerations are necessary because the structure must wait for both its duration and the stopping of all its children. Therefore, we use the timed automaton defined in Figure 5.4 in order to stop the structure by triggering its action event_e when both all its children have stopped and the structure has reached its minimum duration.

already explained. idle finished sending t ≤ mp[i].offset t ≥ 0, start?, {t = 0, i = 0} true, kill_p?, {t = 0} true, skip_p?, {t = 0} t r u e , k i l l _ p ? , { t = 0 } t r u e , s t o p ? , { t = 0 } t = m p [ i ] . o ff s e t ∧ i = l i m i t , s e n d ! , { d a t a = m p [ i ] . v a l u e , t = 0 } t = mp[i].offset ∧ i < limit, send!, {t = 0, data = mp[i].value, i + +}

Hierarchical Interactive Multimedia Scenarios

To conclude, a hierarchical interactive multimedia scenario is a network of Timed Automata representing the execution in parallel of the TOs and TRs define by the composer in the scenario, and whose start and stop times are defined during execution by the synchronization among them. Hence, as we saw before, the whole scenario is modeled as a structure containing TOs and TRs. Additionally, it has an IP at the start that is triggered by the environment, e.g., the performer pressing down the play button.

Automatic Verification of Interactive Scenarios

In this section, we present the automatic translation of interactive scenarios written in I-SCORE to UPPAAL. Moreover, we shall present the verification of some important properties of interactive scenarios using the latter.

Roughly speaking, we implemented UPPAAL templates for each timed automaton presented in Section 5.1 that can be instantiated following the rules explained in the same section. For instance, to create an empty scenario, we need instantiate the timed automaton in Figure 5.3 with the corresponding values for its parameters (e.g., the minimum duration is 0). In addition, we need to instantiate the timed automaton for the IP in order to start the scenario and we also need to define the necessary channels and shared variables for their synchronization. In order to achieve this process systematically, we implemented a parser, called IS2UPPAAL, that reads the XML file generated by I-SCORE with the written scenario and creates, using a bottom-up approach, another XML file accepted by UP-PAAL and containing the corresponding TA model. The reader can find the implementation and documentation of the tools of the framework at https://gitlab.com/himito/TA-Framework-IS.git.

Once the TA model is built, we can use the tool UPPAAL to automatically verify properties of the written scenarios. Let us now show the verification of some important properties using as running example the scenario in Figure 3.3. It is important to emphasize that we can prove more properties by exploiting the expressiveness power of TCTL, the requirement specification language of UPPAAL.

Terminating Scenarios. Composers usually define TRs with no bounded durations that causes sometimes that some TOs are never started or stopped. Thus, the scenario may not finish. We can verify this property with the following formula TCTL:

A <> Scenario.finished
where Scenario is the timed automaton denoting the whole scenario. For instance, the scenario in our running example has several TRs and TOs whose maximum duration is not bounded. Therefore, some TOs may never start or stop, as is the case of the textures F and WS, since it may occur a possible execution of the scenario in which the IPs of these textures are never triggered. We confirm this possible execution trace with the counterexample generated by UPPAAL when proving this property.

Playability. This property is very important because a scenario could be over-constrained by TRs and therefore not playable. For instance, we can prove that the TRs defining the starting of the structure G of our running example are always satisfied in any execution of the scenario by proving

A[] !Control_Start_Group.error
where Control_Start_Group is the timed automaton controlling the satisfaction of the TRs defining the start time of the structure G. Recall that the state error is a state which is reached when a TR stops before the elapsing of the minimum duration of all the preceding TRs of the structure G. As an example, imagine a possible execution of the scenario in which the starting of texture F and stopping of texture WS are very delayed. The above causes that the TRs are not potentially maintained. Again, we prove this assumption with the counterexample generated by UPPAAL when checking this property.

Desired Temporal Properties. As we have seen, composers use TRs to define temporal constraints on the starting and stopping times of TOs. However, sometimes it can be complicated to know the result obtained by adding several TRs because the composing tool (e.g., I-SCORE) does not provide a feedback of the resulting temporal constraint. For instance, if the composer wants that the structure G of our running example always starts 4468 ms after the starting of the scenario, we can prove that this temporal constraint is always satisfied by verifying that A[] (Structure_Group.wait_min imply clk >= 4468)

where Structure_Group is the timed automaton representing the structure G and clk is the clock of the system. Shared Resources. We recall that textures use external applications or devices (i.e., resources) to execute in time the multimedia processes. Therefore, sometimes a resource cannot be used by two or more textures simultaneously. For instance, assume that textures WH and LB of our running example are controlled by a device that can handle only one process at a time. Thus, we must guarantee that these two textures are executed in mutually exclusive manner. We can prove this property by checking

A[] (!Texture_WH.wait || !Texture_LB.wait)

True Parallel Execution of Interactive Scenarios

In our framework, we propose that interactive scenarios can be synthesized into a reconfigurable hardware platform after their verification in UPPAAL. Doing that, we provide a real-time and low-latency performance of interactive scenarios. In this section, we shall introduce the hardware description of the TA model presented in Section 5.1. As we shall see, these modules will allow us to synthesize any interactive scenario into a FPGA.

We recall that a timed automaton is a finite-state machine (FSM) extended with non-negative variables that model the clocks of the system. Since the verification of TA in UPPAAL is an integer based formalism, then the use of integer variables in our implementation does not affect the behavior of the modeled scenario in this tool [START_REF] Waez | [END_REF]]. We chose to implement a Mealy FSM because it adequately expresses the behavior of synchronous systems [Zaffalon 2005]: (1) the outputs depend on the current state and the inputs; and (2) the outputs react instantaneously to the inputs.

Let us start by introducing a mechanism to generate the global clock of the system. As we explained before, our main objective is to execute the scenario on an FPGA. However, the stable clock provided by the FPGA, which is on the order of nanoseconds (ns), can change depending on the device. Therefore, it is appropriated to generate our own clock for the system in order to define a generic way of handling time, for example, milliseconds. We next define an equation that will allow us to know the number of clock cycles needed to obtain an intended clock signal from the FPGA's clock.

#cycles = period_clock_system period_clock_FPGA (5.1)

Let us explain the above equation in the Example 5.1.

Example 5.1 (Frequency Divider)

Assume that we need to generate a clock signal of 2.5 MHz (i.e., a clock with a period of 400 ns) from a clock signal of 50 MHz (i.e., a clock with a period of 10 ns). By applying Equation 5.1, we obtain that a clock cycle of 2.5 MHz is equivalent to 20 clock cycles of 50 MHz. We illustrate this result in Figure 5.10. We create a hardware module in order to generate the clock signal of the scenario from the FPGA's clock. As we illustrate in Figure 5.11, the module takes a clock signal (FPGA Clock) and generates a new clock signal (System Clock) by diving the original signal by a specific number of cycles (# Cycles). On the other hand, the FPGA's clock is used for the FSM defining the behavior of the timed automata. This consideration is very important because we need to guarantee that the sampling period of the scenario is greater than the time needed to update the state of the FSM. We use the SYSTEMVERILOG (SV) language [Sutherland 2006] to describe the hardware implementation of our TA model. Roughly speaking, SV allows for a natural specification of hardware since it combines the features of other hardware description languages (HDLs) such as VERILOG and VHDL with features from specialized hardware verification languages (HVLs), together with features from C and C++.

The TA implementation presented below is based on the work of [START_REF] Altisen | Implementation of Timed Automata: An Issue of Semantics or Modeling?[END_REF]]. Roughly, the global time of the system is captured in the global variable now_clk, the only running clock. Even though the clock is a real value in TA, it may be represented by an integer value when assuming periodic sampling [Krakora 2008]. For each clock of the timed automaton there is one local variable clk. Such variable is set to the variable now_clk whenever the clock is Intuitively, each time that a timed automaton resets its local clocks, it updates the register Clock Variables with the global time of the system. Thus, to know the elapsed time of each local clock, the FSM calculates the difference between the stored value and the global clock. In this way, the system is synchronized with the same clock rate. Local variables of the timed automaton are stored in the register LOCAL VARIABLES. As we shall see, some timed automata may not have clocks or variables. Channels are implemented as wires connected between each module (i.e., timed automaton) with a logic to handle multiple connections (i.e., broadcast synchronization). Notice then that our model does not need special architecture for its implementation. Moreover, stochastic algorithms are not necessary since the transitions of our timed automata are taken by triggering input actions or satisfying guards and location invariants that do not require to choose a value from a time interval.

As an example, we shall illustrate the implementation of the module describing the timed automaton presented in Figure 5.2. Intuitively, the keywords input and output define the inputs and outputs of the module. Moreover, each element defined in the module have a type and a size, e.g., a wire of 32 bits (logic [31:0]). In our approach (see Figure 5.12), all timed automata have an interface allowing synchronize with the environment and other timed automata. As we show in Program 5.3, the module receives a clock signal from the FPGA for controlling the FSM (input fpga_clk). Also, a reset signal (input reset) in order to reset the FSM during the initialization of the system. Finally, as we explained before, each timed automaton is synchronized with the global clock of the system (input now_clk) which is generated by the module in Figure 5.11. Depending on the timed automaton, the interface may have other parameters and input/output actions. Moreover, each timed automaton has a specific number of local clocks and variables. For example, the hardware module of the timed automaton in Figure 5.2 has the parameter duration (i.e., γ 0 ), the input actions event_s, skip_p, Each hardware module describes a different timed automaton. Therefore, the definition of the FSM in each module is completely different. As an example, we show in Program 5.4 the FSM of the module presented above. First, we specify that the FSM has only six states (i.e., locations in the TA formalism): IDLE, WAIT, FINISHED, URGENT, SKIPPED and KILLED. Then, we define the Mealy FSM using the constructor always_ff which allows to define a synchronous system. Therefore, all statements inside the constructor are executed in parallel each time a new cycle of the FPGA's clock starts (fpga_clk) or the reset signal (reset) is triggered. When the reset signal is present, the FSM is reset, then it goes to the initial state IDLE and synchronizes the local clock (i.e., register clk) with the system's clock (i.e., input now_clk). Otherwise, when a clock signal is triggered it moves to another state or remains in the same, depending on the current state and the inputs of the module. For instance, if the FSM is in the state IDLE, then when a clock signal is triggered it moves either:

(1) to the state KILLED if the input action kill_p is triggered; (2) to the state SKIPPED if the input action skip_p is triggered; or (3) to the state WAIT if the input action event_s is triggered. Notice that in (3), the clock variable of the FSM is reset as in the timed automaton model (line 18). The outputs of the FSM corresponds to the output actions of the timed automaton, and as we shown in Figure 5.12, it depends on both the current state and the inputs. The SV constructor always_comb permits to describe combinational logic (i.e., circuit whose output is a function of the input only). For instance, the output event_e1 is only triggered when there is a transition from the state WAIT and the the time defined by the parameter duration is equal to the time elapsed from the reset of the clock variable clk (see line 36).

As the reader can see, our hardware modules have the same parameters and behavior as the templates of our timed automata model. Therefore, we can translate the model verified in UPPAAL into SV code by instantiating the corresponding hardware module of each instantiated UPPAAL template. For instance, if we have an empty scenario in UPPAAL, then the system will be composed of a time automaton for a flexible TR and a timed automaton for the IP. Therefore, in order to translate this specification in hardware, it is only necessary to instantiate the hardware module for the flexible TR and for the IP with the same parameters as the UPPAAL specification. Once the scenario is translated into SV code, it can directly be synthesized into an FPGA for its execution. It is important to note that the only limitation of our approach is the number of Configurable Logic Block provided by the FPGA platform. With the help of tools such as XILINX VIVADO DESIGN SUITE 7 or QUARTUS II 8 , we can simulate the generated SV code. For instance, in Figure 5.13 we show a fragment of the simulation of the scenario in Figure 3.3. Observe that the structure G and its children (i.e., textures WH and LB) are stopped synchronously with the triggering of the corresponding IP. 

Synchronous Interpreter of Interactive Scenarios

In this section, we shall briefly introduce the REACTIVEML programming language and a novel implementation of a synchronous interpreter of interactive scenarios that follows the operational semantics described before. Moreover, we shall present a graphical interface in INSCORE that shows the real state of execution of scenarios through the development of a synchronous observer.

Intuitive Presentation of the REACTIVEML Language

REACTIVEML [Mandel 2005] is a synchronous reactive programming language designed to implement interactive systems such as graphical user interfaces and video games. It is based on the re- active model of Boussinot [Boussinot 1996] that allows for a precise and deterministic semantics of concurrency and some expressive control structures. REACTIVEML is embedded in OCAML, then it combines the power of functional programming with the expressiveness of synchronous paradigm.

As we explained in Section 2.2, the reactive synchronous model provides the notion of global logical time. Then, time is viewed as a sequence of logical instants. Moreover, parallel processes are executed synchronously (lock step) and communicate with each other in zero time. This communication is made by broadcasting signals that are characterized by a status defined at every logical instance: present or absent. In contrast to ESTEREL [Berry 1992], the reaction to absence of signals is delayed, then the programs are causal by construction (i.e., a signal cannot be present and absent during the same instant).

REACTIVEML provides a deterministic model of concurrency with rich control structures. Therefore, programs can await and react simultaneously to several events, compose processes in parallel and modularly suspend or preempt parts of a system. Moreover, the reactive model presents dynamic features such as dynamic creation of processes. Indeed, REACTIVEML provides a toplevel [Mandel 2009] to dynamically write, load and execute programs. All these features open the possibility of enhancing interactive scenarios with live coding (i.e., the creation of TOs and TRs during execution). Furthermore, it provides a mechanism to define the hierarchical behavior of interactive scenarios presented before (i.e., preemption).

In REACTIVEML, data types and algorithmic functions are defined as in OCAML and are considered instantaneous (i.e., the output is returned in the same instant), whereas functions that are executed over several instants are called processes. For instance, a TO can be viewed as a reactive application that is implemented as a process. Roughly speaking, REACTIVEML is defined as a call-by-value lambda calculus extended with process creation (process) and execution (run), waiting for the next instant (pause), parallel definitions (let/and), declaration of signals (signal), signal emissions (emit), awaiting signal emission (await immediate), awaiting a signal value (await) and tests for signal presence (present). Let us explain these constructors with the Program 5.5. The reader can find a more complete interactive tutorial at http://rml.lri.fr/tryrml.

Intuitively, in REACTIVEML two expressions can be evaluated in sequence (e 1 ;e 2 ) or in parallel (e 1 ||e 2 ). In addition, it is possible to write higher processes such as the process killable_p that takes two arguments: a process p and a signal s. This process executes p until s is present. The constructor run executes a process. There are two important control structures in REACTIVEML: the construction "do e until s" to interrupt the execution of e when the signal s is present, and the construction "do e when s" that suspends the execution of e when the signal s is absent.

Signals can be emitted (emit s) and awaited (await s). For instance, the process wait takes two arguments: a signal tic and an integer dur. The purpose of this process is similar to a timer; it waits for the signal tic to be emitted a number dur of times. The expression "await s" waits for s to be emitted and it finishes in the next instant whereas the expression "await immediate s" terminates instantaneously when the signal s is emitted. The expression "present s then e 1 else e 2 " executes e 1 instantaneously if the signal s is present or executes e 2 at the next instant if the signal is absent. The idea of introducing a delay in the else case allows to prevent two processes from seeing different status for a signal at an instant. An important characteristic of the REACTIVEML implementation is the absence of busy waiting: nothing is computed when no signal is present. For instance, the process emit_tic takes two arguments: a float period and a signal tic. It works like a clock; it gets the current time by using the function Unix.gettimeofday from the Unix module, and emit the signal tic whenever the period of time expires. The keyword pause awaits for the next instant. The constructor "loop e end" iterates infinitely e.

REACTIVEML also provides valued signals. They can be emitted (emit s v) and awaited to get the associated value (await s p in e). Different values can be emitted during an instant (multiemission). In that case, it is necessary to define how the emitted values will be combined during the same instant (signal s default v gather f in e). The value obtained is available at the following instant in order to avoid causality problems. For instance, the process add in Program 5.6 declares the local signal num with an initial value 0 and a function that adds two integers. In addition, it defines two processes that are executed in parallel: the process gen that generates a set of values emitted through the signal num at the same instant; and the process print that awaits for the signal num in order to print its value through the variable n. Notice that n will contain the sum of all values generated by the process gen.

Implementation of Interactive Scenarios in REACTIVEML

Now, we are ready to present the implementation of an interpreter for interactive scenarios in REAC-TIVEML. The application is divided into two main modules: Time and Motor. Intuitively, the module Time interfaces the abstract time relative to the tempo (in beats) and the physical time (in ms). We rely on the work in [Baudart 2013a;Baudart 2013b] to implement this module. On the other hand, the module Motor executes the scenario and interacts with the environment by listening external events and sending values to external multimedia processes. In the following we shall describe in more detail these modules. The reader can found the implementation and documentation of the interpreter at https://gitlab.com/himito/ReactiveML_Interpreter. Representation of Time. We recall that REACTIVEML, like other synchronous languages, provides the notion of a global logical time. Therefore, time is viewed as a sequence of logical instants. In order to create an interface between the physical time and the logical time, we implemented the process emit_tic (see Program 5.5) which, intuitively, generates the clock of the system by emitting a signal in a periodic time. Taking this clock signal, we can now define processes to express delays by waiting a specific number of ticks e.g., the process wait defined in Program 5.5.

Temporal Relations. As we have seen, TRs represent delays which are used to specify the start and the duration of TOs. In a rigid TR, the duration of the delay is constant whereas in a flexible TR, the duration of the delay is partially defined by an interval of time whose maximum duration may be infinity. Recall that the environment (e.g., the performer) can interact with the system by triggering IPs. In our implementation, we represent the events triggering IPs as OSC messages that are sent from the environment and transmitted through a signal. An OSC message is represented in REACTIVEML as a tuple (addr,args) where addr is the address and args is the list of arguments with the corresponding type, e.g., ('/light/1',[String 'luminosity'; Int32 90]). We show in Program 5.7 the definition of the OSC message. Our approach represents a rigid TR as a tuple (d,s) where the signal s is emitted when the duration d has elapsed. On the other hand, a flexible or semi-flexible TR is defined as a tuple (min,max,ip) where min and max are, respectively, the minimum and maximum duration of the TR, and ip is the IP that can be triggered during the valid interval. Additionally, the maximum duration can be infinite.

We represent a temporal relation between two TOs as a tuple (from, to, tr) where from and to are the identifiers of the TOs involved in the relation, and tr is the temporal relation defining the delay between them. Program 5.8 presents the definition of TRs in REACTIVEML. Temporal Objects. As we explained before, TOs can be either textures or structures. A texture represents a multimedia process that is executed in time by an external application. For this reason, in our interpreter, OSC messages are sent to external applications in order to start and stop the execution of the corresponding multimedia process. On the other side, a structure executes a set of temporal objects (i.e., textures and structures) with their own temporal organization. We recall also that the whole scenario is itself a structure and that the duration of a TO can be represented as a TR between its start and its stop.

In our approach, a texture is defined as a tuple (id,tr,msg_s,msg_e) where: id is the identifier of the texture; tr is the TR defining its duration; msg_s and msg_e are, respectively, the OSC messages to start and stop the external multimedia process. Similarly, we define a structure as a tuple (id,to_list,tr_list,tr) where: id is the identifier of the structure; to_list is the list of its children; tr_list is the list of the TRs defining the temporal organization of its children; and tr is the TR defining its duration. The definition of TOs in REACTIVEML is depicted in Program 5.9. The execution of a TO is performed by the REACTIVEML process run_generic_to in Program 5.10. It takes as inputs the TO (tobject), the list of TRs defining its start (w_rels), the list of TRs started after the stopping of the TO (s_rels), the signal of its parent preemption (stop_s) and the identifier of the TO (id_tobject). Intuitively, the process first waits for the satisfaction of the TRs defining the start of the TO (process wait_trelations). Then, it executes the TO (process run_tobject ). Once the TO has finished, the process executes the TRs that depend on its stopping (process run_trelations). Notice that we use the higher-order process killable_p in order to kill the processes described above when the parent of the TO stops. Depending on whether the TO is a texture or a structure, the process run_tobject executes a specific process. In the case of a texture, the process run_texture in Program 5.11 is responsible of its execution. Intuitively, it first gets the identifier of the texture (id_texture), the interval that defines its duration (duration), and the OSC messages to start (start_m) and stop (end_m) the external process. Then, it starts the external process by sending the corresponding OSC message. Next, it executes the TR of its duration (process run_trelations) and waits for its ending (process wait_trelations). Finally, once the texture stops, the process sends the corresponding OSC message to stop the external process. Observe that the execution of the texture suddenly finishes if its parent stops, but not without also stopping the external process (construction do/until). We recall that the signal stop_s is "present" when the parent of the TO stops. On the other hand, a structure is executed by the process run_structure in Program 5.12. Intuitively, it first gets the parameters of the structure: the identifier (id_structure); its children (tobjects); the TRs defining the temporal organization of its children (trs_children); and the interval defining its duration (duration). Then, it executes in parallel: (1) the TR defining its duration (process run_trelations); (2) a monitor waiting for the stop of the structure due to the triggering of an IP or for the elapsing of its duration (process wait_trelations); (3) the TRs that define the temporal organization of its children (process run_trelations); (4) a monitor waiting for the end of the internal TRs defining its stop (process wait_trelations); and (5) its children with their corresponding TRs (process run_tobjects_par). Notice that both the structure and its children will stop abruptly when either the parent of the structure stops (i.e., signal stop_s) or an IP defining the duration of the structure is triggered (i.e., signal stop_structure). Otherwise, the structure will finish when both its duration and all its internal relations have finished. PROGRAM 5.12: REACTIVEIS process that executes a structure.

Handling Several Temporal Relations. Recall that one or more TRs can be used to define the start of a TO. Therefore, as we saw before, we need a mechanism in order to interpret the temporal constraint imposed by them. Let us start by presenting the REACTIVEML process run_trelations that runs in parallel a list of TRs (trelations_l). As we can see in Program 5.13, the process Rml_list.par_iter of the REACTIVEIS standard library is used to execute in parallel a specific process depending on the type of each TR of the list (i.e., rigid, semi-flexible or flexible TR). In the case of a rigid TR, the process run_rigid is executed, so it emits a specific signal when the TR reaches its minimum duration. Otherwise, the process waits for the minimum duration of the TR (process run_rigid), and then it executes the process run_flexible in order to wait for the stopping of the TR. Therefore, depending on the maximum duration of the TR, the process run_flexible waits for the elapsing of a bounded maximum duration (process run_rigid) and then emits a specific signal, or it enters a loop in which it does nothing. In both cases, the TR can be stopped by triggering an IP after the elapsing of the minimum duration, i.e., the process run_flexible may be killed by the signal s. Now, we are ready to introduce the process wait_trelations which is responsible for interpreting the meaning of one or more TRs. That is, it waits for the elapsing of the minimum duration of all TRs defining the start or the stop of a TO, and also waits for the stopping of one of them. Recall that a flexible TR stops when either its maximum durations elapses or the IP is triggered. In Program 5.14 we show the definition of the process wait_trelations. Roughly speaking, the process first executes the process sync_minimum in order to synchronize the elapsing of the minimum duration of a list of TRs (trelations_l) defining the starting or stopping of a TO (id_tobject). Next, it gets the OSC messages sent by the environment (line 18) and checks if there is a message that corresponds to the one that triggers the IP. The process remains doing this until the IP is triggered or one of the TRs stops (i.e., the signal max_s is emitted). Observe that the emission of the signal max_s also will stop the other TRs that are still executing. system using the software INSCORE9 for following the real-time execution of scenarios.

Roughly speaking, INSCORE [Fober 2012;Fober 2013] is a software for designing augmented interactive scores. Here, the scores are composed of heterogeneous graphic objects (e.g., symbolic music notation, text, images, videos, files) with both a graphic and temporal dimension. INSCORE also integrates a message driven system that uses the OSC protocol to interact with any OSC application or device (e.g., PURE DATA, MAX/MSP). Therefore, the score can dynamically transform depending on the messages received. Intuitively, our approach is then to implement a synchronous observer [Halbwachs 1993] (i.e., a process that listens the inputs and outputs of other processes without altering its behavior) in REACTIVEML which listens the signals emitted by the interpreter, and according to them, the process estimates and sends to INSCORE the new start and stop times of the TOs in the scenario. For instance, a TO is moved to the right on the time-line if the interpreter has not emitted its start event and the current time is greater than its current start position on the time-line.

We take advantage of the interaction capabilities of INSCORE for the sake of interacting with the interpreter directly from the graphical interface. Therefore, we can define interactive actions to send OSC messages that will trigger the IPs of the scenario. In Figure 5.14 we present a blocks overview of our approach. Roughly, the interpreter, the observer and the OSC client are synchronous processes whereas the OSC server is asynchronous (i.e., the environment sends messages asynchronously). All these processes are REACTIVEIS processes that run in parallel and communicate between them through signals. Some features of the proposed graphical interface are illustrated in Figure 5.15 and explained below. The performer can trigger the IPs of TOs by clicking on them; a single-click refers to IPs at the start whereas double-click triggers the IPs at the end. Moreover, as shown in Figure 5.15b, the performer knows that an IP at the start (resp. at the end) is enabled to be triggered when the border of the TO is dashed (resp. dotted). Additionally, the TOs change their color when they are currently executing (see Figure 5.15a), and the current position of execution is indicated by a vertical line that moves as time passes. As we explained before, the synchronous observer listens the signals emitted by the interpreter and depending on them, it sends OSC messages to INSCORE in order to re-organize and resize the TOs in the graphical interface. For instance, in Figure 5.15c we can see how the structure G (and its children) moves to the left on the time-line (i.e., anticipation of the start date) when its IP is triggered at the time shown in Figure 5.15b, reflecting the true execution state of the scenario in real-time.

Temporal Relations and Interaction Points

We recall that rigid TRs are delays with a defined duration, whereas flexible or semi-flexible TRs are delays whose duration is partially defined by a range of values with a minimum and a maximum duration (potentially infinite). Moreover, during the performance of the scenario, the performer may trigger or not the IPs defined by the composer. It is important to note that the system only allows for the triggering of an IP if this occurs within the interval of time in which the TRs are satisfied. In the following we formalize these notions in CPN.

Rigid Temporal Relations. Intuitively, a rigid interval consists in applying a delay between two points. For instance, between the stopping of a TO and the starting of another one. As is illustrated in Figure 6.1, this delay can be implemented in CPN by using the delay expression @+dur in the inscription of a transition output arc. We recall that @+dur delays the availability of the new token. Therefore, if the transition t1 is fired at time t, then the transition t2 is triggered at time t + dur. Next, we explain in more detail the CPN model of a rigid TR depicted in Figure 6.1. The CPN model has two inputs; a place that indicates the starting of the interval (i.e., the place start) and a place whose token is colored with an integer value (i.e., colset TIME) representing the duration of the interval (i.e., the place duration). Once a token is put in the place start at time t, the transition t2 is fired at time t + dur indicating that the duration of the interval has elapsed. From now on we shall call this module as rigid_m.

Flexible Temporal Relations. Roughly, a flexible TR represents a delay between two points whose duration is partially defined by an interval of possible durations bounded by a minimum and maximum duration. We recall that a flexible TR finishes when either it reaches its maximum duration or an IP defined by the composer is triggered between its minimum and maximum duration. For the sake of simplicity, we decompose a flexible TR into two modules: (1) a module to model the flexible duration of the TR, and (2) a module to handle the triggering of the IP.

Let us present the CPN model to represent a flexible TR in Figure 6.2. The module has three inputs; the place start to indicate the starting of the TR, and the places min dur. and max dur. to specify, respectively, its minimum and maximum duration. Note that the place max dur. has a color FLEX_TIME that allows to define a bounded (i.e., an integer) or an infinite duration. This is possible through the union of color sets provided by CPN. Once a token is put in the place start at time t, the transition t1 is fired and two modules start to be executed concurrently. The module rigid_m1 models the elapsing of the minimum duration and the module rigid_m2 models the elapsing of the maximum duration. Thus, a token will be produced at time t +min in the place stop min and at time t + ma x in the place stop max. Observe that the inscription of the input arc of the place max_dur allows to "start" the module rigid_m2 only if the maximum duration is bounded (i.e., token with color DUR m). From now on we shall call this module as flexible_m.

Next, we present in Figure 6.3 the CPN module to handle an IP. Intuitively, this net accepts an event if this is sent (i.e., a token is put in the place ip) after the starting (i.e., a token in the place start) and before the disabling (i.e., a token in the place disable) of the module, otherwise the event will be ignored. The module stops when there is an accepted event or the module is disabled. We recall that the starting and stopping of this module are imposed by the TRs defining the temporal interval in which the IP can be triggered. We use the guards on transitions in order to ignore the events that were not sent at the current time (i.e., ip_t < time()). Moreover, we use an inhibitor arc from the place disable in order to remove the conflict generated when there is a token in the places disable and ip at the same time. Therefore, the stopping of the module due to the stopping of a TRs has higher priority than the stopping due to the triggering of the event. The reader may have noticed that this behavior is similar to the urgent behavior defined in Chapter 5. From now on, we shall call this module as ip_m. Now, we can use the modules defined above to specify a flexible or semi-flexible TR controlling the temporal interval in which an IP can be triggered. As we illustrate in Figure 6.4, an event that triggers the IP ip_m is accepted only if it is sent between the minimum and the maximum duration of the TR flexible_m. As we explained before, if the IP is not triggered before the elapsing of the maximum duration, it will be automatically triggered (i.e., urgent behavior) at that time. We use the place control in order to limit the number of times that the module can be stopped in the case in which there are two or more TRs defining the temporal interval of the IP. We shall discuss in more detail the usefulness of this place in Subsection 6.1.3. From now on we shall call this module as flexible-ip_m.

Temporal Objects

Recall that the starting and the stopping of a TO are defined by means of TRs. Therefore, the composer may allow the performer to anticipate and delay, during performance, these times by adding IPs to TOs. Moreover, the system must guarantee that the temporal properties of the scenario are maintained after the triggering of an IP. As we shall see, in our approach we model textures as rigid or flexible TRs with an attached multimedia process depending on whether it has or not an IP controlling its duration. Next, we present in more detail the model of TOs in CPN.

Rigid Textures. Intuitively, a rigid texture denotes a texture with no IP controlling its duration. As Flexible Textures. A flexible texture denotes a texture whose duration is determined during performance by triggering an IP. Therefore, the texture stops if either the IP is triggered during the minimum and maximum duration of the texture, or the maximum duration is reached. As it can be seen in Figure 6.6, we define this type of texture as a flexible TR controlling the triggering of an IP (flexible-ip_m). Moreover, it has an attached multimedia process whose starting and stopping events are represented by the transitions t1 and t2, respectively. Therefore, if a texture starts at time t and its minimum duration is d min and its maximum duration is d max , then a token will be produced in the place start process at time t. In addition, a token will be produced in the place stop process either (1) at time p if the IP is triggered at time p, which is greater than t + d min and less than t + d ma x , or (2) at time t + d max if the IP is not triggered before. Structures. As we have explained before, hierarchy is very important for the specification of com-plex scenarios because it allows to group a set of TOs and define their temporal organization in a single temporal object, called structure. In our approach, we define structures as two transitions synchronizing the start and the end of its children (i.e., the set of TOs inside the structure). Therefore, its duration depends on the temporal organization of the sub-scenario. That is, the structure stops when all its children have stopped.

At the time of writing this dissertation, it is still an open problem the modeling of structures whose duration is defined by the triggering of an IP. For that, we would need to implement preemption in CPN in order to stop the children (and the descendants) of the structure at any execution state.

Synchronization of Temporal Relations

As we explained before, the starting time of TOs is defined by the TRs imposed by the composer. Therefore, a TO starts when all these TRs are satisfied. That means that the TO can start from once all its preceding TOs have reached their minimum duration until one of them reaches its maximum duration. If the defined IP is not triggered during the above interval of time, then the TO will start automatically once the above interval finishes. In the following we shall introduce a mechanism to interpret the temporal constraint defined by two or more TRs.

Roughly speaking, we first need to wait for the elapsing of the minimum duration of all TRs in order to start the listening of the IP. Intuitively, we can see this operation as a conjunction operation. As is depicted in Figure 6.7, we synchronize all the places representing the elapsing of the minimum duration of each TR by using a transition (and) which is connected with the place representing the starting of the IP. Secondly, we need that the IP remains listening the events until one of the TRs reaches its maximum duration. Intuitively, we can see this operation as a disjunction operation. For that, we connect the place representing the elapsing of the maximum duration of each TR with the place that disables the IP. Therefore, the TO will start once either the IP is disabled (i.e., a token in the place disable) or the corresponding event triggers the IP (i.e., a token in the place ip). Notice that we limit the number of tokens in the place disable by adding the place control which has a token colored with the value true (initial mark) and a transition limit that only puts a token in the place disable when the token is colored with true. Once a TR reaches its minimum duration, the transition changes the color of the token in the place control by false, causing that tokens are no longer produced in the place disable.

Interactive Scenarios with Data Streams

In this section, we shall present an extension of the CPN model introduced above with mechanisms to handle data streams in interactive scenarios. For that, we take advantage of the colored tokens of the CPN formalism in order to represent audio streams.

The extension we propose provides the notion of asynchronous functional composition. This corresponds to the case where the composed processes are not executed at the same time. Then, it requires to buffer the output data stream of processes in order to hold data until another process read them. In the context of interactive scenarios, the time at which the buffers will be read is only known dynamically during execution. Nevertheless, the duration of the buffers are all bounded by the duration of the scenario which is finite.

As illustrated in Figure 6.8, an audio stream consists of an ordered sequence of values (i.e., frames) which are played with a specific frequency. In our approach, each audio frame is then represented as a colored token of the form (i, v) where i is the index of the audio frame and v is its corresponding value. Moreover, using the notion of temporal relations of interactive scores, a rigid TR is defined between two audio frames (i.e., intra-media synchronization [START_REF] Blakowski | [END_REF]). In the following, we shall describe CPN modules for reading, appending, and reversing audio files which are basic processing operations of audio files. Moreover, we shall show the simulation of an example in CPN TOOLS. 

Reading Audio Files

Intuitively, reading an audio file consists in acquiring audio frames from a file in a determinate frequency (i.e., sampling frequency). We formalize this notion in the CPN module presented in Figure 6.9. The inputs of this module are: the number of frames of the file (place number frames), the sampling period (place period), and the audio file (place file). The reading process starts by putting a token in the place start) and it is stopped by putting a token in the place stop. The outputs of the module are: a buffer containing the audio frames (place output) read and the number of frames that was read (place frames read). Additionally, the module indicates if the end of the file is reached (place EOF) and it allows to synchronize the starting or stopping of other modules by means of the place sync (explained later).

As we explained before, an audio file is defined as sequence of tokens with color (i, v) where i (i.e., the index) and v (i.e., the value) are integers (i.e., color set TIME). The transition t is then responsible for getting a token from the audio file (i.e., an audio frame from the place file) each time that the duration f_dur elapses (i.e., the sampling period). It continue to read the file until either (1) the reading reaches the end of the file or (2) the module is stopped. The condition (1) is controlled by the guard in the transition t (i.e., n <= n_max) which is unsatisfied when the token in the place next has a value greater than the number of frames of the file (i.e., the value of the token defined in the input place number frames). Note that the token in the place next is initialized in one and defines the index of the frame to be read. On the other hand, the condition ( 2) is achieved when a token is put in the place stop.

The inhibitor arc between the place stop and the transition t allows to avoid the conflict generated when there is a token in this place and at the same time an audio frame can be read (i.e., the transition can fire) meaning that the stopping of the module has a higher priority than reading a new audio frame. In addition, we add the place control in order to restrict the module to read a new frame only if the previous one was completely processed (i.e., the token is in the place output). From now on, we shall call this module as read_m.

As we shall show, we now are able to read files and apply some basic audio processing functions such as appending and reversing.

Appending Audio Files

As illustrated in Figure 6.10, appending two audio files is achieved by joining the data stream of both audio files. In our approach, we use two instances of the module read_m as depicted in 6.11. The CPN module reads the first audio file (module read_m1), and once it finishes, it starts the reading of the second file (module read_m2). Observe that the place sync allows us to synchronize the starting of read_m2 with the stopping of read_m1 and, at the same time, respect the sampling period. That means that if the sampling period of the module read_m1 is p and the last audio frame of the first file was read at time t, then the first frame of the second file will be read at time t + p. Notice that now, the number of frames read is the sum of the frames read from the first file and the second file. Moreover, putting a token in the place stop provokes the stopping of both reading modules. Finally, the place index is responsible for maintaining the correct index of the output. That is, if the index of the last frame read from the first file is i, then the index of the first frame read from the second file will be i + 1. As the reader can see, the module will finish when both files are read or a token is put in the place stop. 

Reversing Audio Files

To conclude, we present in Figure 6.13 a CPN module to reverse an audio file. As illustrated in Figure 6.12, intuitively reversing a file is achieved by reading it from the end to its beginning. Roughly speaking, we instantiate two modules read_m; the first one (i.e., module read_m1) reverses the order of the audio frames without sampling it (i.e., the sampling period is 0), and the second one (i.e., module read_m2) reads the inverse file. Thus, the output of the reversing file is the place output of the module read_m2. Note that the number of frames in both modules is the same. Moreover, the transition r and the place next are responsible of reversing the index of each audio frame. For instance, if the number of frames of the file is n m and the audio frame that is currently being reversed by the module read_m1 has a value f and the index n, then the transition t will produce a new token in the place file of the module read_m2 with the same value v but with an index i = n m -n + 1. Finally, the guard on the transition t allows to synchronize the starting of the module read_m2 when the file has been completely reversed, i.e., the index i of the audio frame to be reversed is zero. CHAPTER 7

3.7

Concluding Remarks

We conclude this dissertation by summarizing its contributions and describing possible directions for future research.

Overview

In this dissertation we studied several models for the specification and automatic verification of interactive multimedia scenarios with interactive choices, i.e., scenarios where the performer or the system can take decisions about their execution state with a certain degree of freedom defined by the composer. To do this, we introduced a TA [Alur 1994] based framework allowing for the specification, automatic verification, and real-time execution of interactive scenarios enhanced with interactive points (IPs) guarded by conditions. Moreover, we presented REACTIVEIS, a declarative programming language for the specification, verification and execution of interactive scenarios.

In the framework presented in Chapter 5, we extended IPs with guarded conditions, allowing us to describe branching behaviors in interactive scenarios. Moreover, the formalization of interactive scenarios in TA opened the possibility for the automatic verification of them using mature and efficient tools like UPPAAL [START_REF] Behrmann | [END_REF]]. We showed the verification of some important properties of scenarios such as termination and playability, and we pointed out some drawbacks of the composition stage of the multimedia sequencer I-SCORE.

We presented a tool for automatically building the TA model from scenarios written in I-SCORE. Thus, our framework allows composers to write their scenarios using the intuitive composition environment of I-SCORE, and automatically check the desired properties.

We also equipped our framework with the possibility of synthesizing validated scenarios into programmable hardware. Doing that, we provide a parallel platform for the real-time and low latency execution of interactive scenarios.

The relevance of the programming language REACTIVEIS we presented in Chapter 4 is that it provides a declarative language for the specification of interactive scenarios. Moreover, we showed that REACTIVEIS provides a logic representation of the temporal organization of scenarios. We also showed that the tree-based operational semantics of REACTIVEIS gives an intuitive yet precise description of the execution of interactive scenarios, allowing users with no technical background to understand their semantics without dealing with the underlying theories of the existing models (e.g., events structures, process calculi).

We also endowed REACTIVEIS with a declarative interpretation as formulas in SELL [Danos 1993] and we showed that such interpretation is adequate. Moreover, we showed some important properties of REACTIVEIS such as confluence, monotonicity and determinism. We also illustrated the verification of scenarios using focused proof system for SELL [START_REF] Nigam | [END_REF]].

Aiming at a more dynamic model for interactive scenarios, we proposed a synchronous interpreter using the reactive programming language REACTIVEML [START_REF] Mandel | [END_REF]], which provides features such as dynamic creation of processes. In this way, we brought the possibility for executing live code and prototyping new features easily in interactive scenarios.

Since the execution interface of I-SCORE is very static, we presented a dynamic graphical interface for interactive scenarios using the environment INSCORE [Fober 2013]. We showed that the proposed execution interface interacts with the environment and provides in real-time the actual execution state of scenarios.

Finally, we studied a CPN [Jensen 2009] model for interactive scenarios aiming at formalizing complex data, in particular, audio streams. We also introduced the notion of asynchronous function composition in interactive scenarios. Since the presented CPN model is modular and extensible, we defined CPN modules for the basic processing of audio files, such as reading, appending and reversing.

Future Directions

The following are, in the author's opinion, some interesting directions for future work.

Loops. As we stated in this dissertation, applications such as video games and interactive museum installation increasingly need the notion of loops in order to correctly specify these complex scenarios [de la Hogue 2014]. Due to the controversial debate by the members of the project OSSIA about the true semantics of loops in interactive scenarios and their adaptation in the time-line, we did not have enough time to develop a coherent model for loops. Then, we plan to extend REACTIVEIS and our TA [Alur 1994] framework with the notion of loops specified at the end of the project.

It would be interesting to use the proposed dynamic model in REACTIVEML [Mandel 2005] in order to quickly prototype some ideas. Since loops lead to the dynamic creation of processes which it is not supported by the verification tool UPPAAL [Larsen 1997], we shall need to limit the maximum number of iterations in order to create a finite model of the scenario. Nevertheless, the work [Boudjadar 2013] may bring some ideas on how to deal with this limitation. Tiled Programming. Tiled programming [START_REF] Janin | The T-calculus: Towards a Structured Programing of (Musical) Time and Space[END_REF]] is a recent formalism aiming at combining space and time of multimedia systems into a single framework based on a solid algebraic model. Thus, it would allow us to formalize into the same framework the TRs (i.e., inter-media synchronization) and the multimedia processes (i.e., intra-media synchronization) of interactive scenarios. We have already had our first contact with this promising model and we have found some similarities with our TA model. Therefore, it would be interesting to study how to encode the operational semantics defined in TA into the tiled programming in order to have a unified framework modeling the data flow and the control flow of interactive scenarios.

Validation of Implementations. We plan to validate in COQ [Bertot 2004] that the implementation of the interpreter of REACTIVEIS fully meets its operational semantics. Moreover, one may be interested in validating some properties of the SV [Sutherland 2006] implementation presented in Chapter 5 using a formal specification language like SystemVerilog Assetions (SVA) [START_REF] Cerny | SVA: The Power of Assertions in SystemVerilog[END_REF]]. Also, it would be interesting to study how to apply Model-Based Testing [Utting 2007] techniques in order to generate, using the tool COVER1 , a suite of test cases from requirements for the validation of the TA model of any scenario (see [Poncelet 2015]).

Multimedia Hardware. In this dissertation we proposed a hardware specification of interactive scenarios in order to execute them on FPGAs [Brown 1992]. Therefore, one may be interested in implementing custom modules for multimedia processes in order to build a closed system that does not need to communicate with applications running on standard operating systems (e.g., PURE DATA and MAX/MSP) whose performance may downgrade the performance of the system.

In the lines of [Trausmuth 2006], it would be interesting to develop an application for the automatic translation of DSP programs written in formal languages as FAUST [Orlarey 2004] into hardware. Doing this, it would be possible to execute interactive scenarios and multimedia processes on the same chip. However, there may be no synthesizable programs. Therefore, following the ideas in [Aviziensis 2000], it would be interesting to implement a FAST ETHERNET module in order to provide a reliable, compact, multi-channel and low-rate communication between the reconfigurable platform and external applications.

Data-Flow Programming. Nowadays, composers have increasingly needed to manipulate data streams in their interactive scenarios. Therefore, one may be interested in specifying flow communications between textures and real-time audio processing modules defined in languages with a formal semantics like FAUST [Orlarey 2004].

A possible idea is to implement data-flow modules in synchronous data-flow programming languages (e.g., LUCID SYNCHRONE [Pouzet 2001], LUSTRE [Halbwachs 1992], SIGNAL [Benveniste 1991]) and connected them with the TA model proposed here. To achieve this, one may define a parallel operator to connect timed automata with data flow modules as in [Jiang 2015].
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 22 FIGURE 2.2: Interpretation of time in the synchronous model [Gamatié 2010].
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 24 FIGURE 2.4: Petri net representing a finite-state machine of a coffee machine.
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  colset DRINK = with coffee | tea ; 2 colset USER_DRINK = DRINK timed ; 3 colset COIN = real ; 4 colset USER_COIN = real timed ; coffee andalso p = 1 . 0 ) orelse ( d = tea andalso p >= 0 . 5 ) ; PROGRAM 2.1: Definition of the color sets, variables and functions of the CPN model in Figure 2.7.
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 28 FIGURE 2.8: TA model for a coffee vending machine.

  FIGURE 2.14: Single Output 4-LUT Logic Block, with a D flip-flop.

  FIGURE 3.1: Semantics of TRs.
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 33 FIGURE 3.3:Fragment of a theatrical installation that recreates the atmosphere of a dark forest.5 I-SCORE website: http://i-score.org/.
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 41 FIGURE 4.1: Syntax of REACTIVEIS.

  cond _ = (( Wait ( Start ( Group ) , 2 , 5 ) & Event ( " / mouse 1 " ) ) | 10 Wait ( Start ( Group ) , 5 , 5 ) ) ; 11 _ stop . cond _ = Wait ( Start ( WolfHowl ) , 1 .. the specification of the texture LightBeam is hidden ... 17 }; PROGRAM 4.1: REACTIVEIS program specifying the texture WH of the scenario in Figure 3.3.
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 44 FIGURE 4.4: Valid state trees are homomorphic to program trees.
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 45 FIGURE 4.5: Operation start(S, G, 8) over the state tree S. It adds a new node to S whose start time is 8.
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 46 FIGURE 4.6: Operation stop(S, G, 15) over the state tree S. It updates the stop time of the node G to 15.
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 47 FIGURE 4.7: Semantics of .

  For any REACTIVEIS program P and valid state S, if 〈S i , O〉 I,t S -→ P 〈S i , O 〉
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 410 FIGURE 4.10: Interpretation in SELL of conditions in REACTIVEIS programs.
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 411 FIGURE 4.11: Interpretation in SELL of non-fullfillment of conditions in REACTIVEIS programs.
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  FIGURE 5.1: Proposed framework: from I-SCORE for composition to UPPAAL for verification to generation code for execution. A similar flow is proposed for the development of medical devices in [Pajic 2014].
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 54 FIGURE 5.4: Timed automaton for handling n > 1 temporal relations. The state error is reached when the temporal constraint defined by the TRs cannot be satisfied by a possible execution of the scenario.
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 55 FIGURE 5.5: Timed automaton modeling an interactive point.
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 58 FIGURE 5.8: Timed automaton modeling a multimedia process. The list mp represents the multimedia process and it is defined as in Program 5.2.

  FIGURE 5.9: Auxiliary timed automaton to stop the children of a structure.
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 510 FIGURE 5.10: Obtaining a clock of 2.5 MHz from a clock of 50 MHz.

FIGURE 5 . 12 :

 512 FIGURE 5.12: Block diagram of the proposed hardware implementation of a timed automaton.

  Module interface for the timed automaton in Figure5.2.
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 4 FSM definition of the timed automaton in Figure5.2.
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 513 FIGURE 5.13: Simulation of the hardware implementation of the scenario in Figure 3.3.

  val killable_p : unit process -> ( ' a , 'b ) event -> unit process *) val wait : ( ' a , 'b ) event -> int -> unit process *) 13 14 let process emit_tic period tic = 15 let start = Unix . gettimeofday () in 16 let next = ref ( start +. period ) in 17 loop 18 let current = Unix . gettimeofday () in 19 if ( current >= ! next ) val emit_tic : float -> ( unit , 'a ) event -> unit process *) PROGRAM 5.5: Example of the REACTIVEML synchronous programming language.
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  let process add max = 2 signal num default 0 gather fun x y -> x + y in 3 let process gen = 4 for i = 1 to max do emit num i done ) run print 11 (* val add : int -> unit process *) PROGRAM 5.6: Example of multi-emission of signals. The signal num is defined with a function that adds the multiple values emitted in the same instant. Its initial value is 0.

  message *) 11 type osc_message = string * osc_data list (* path , arguments *) PROGRAM 5.7: Definition of an OSC message in REACTIVEIS.

1||

  (* ReactiveML signal *) 2 type rml_signal = ( unit , unit list ) event 3 4 (* rigid temporal relation *) 5 type rigid_interval = int * rml_signal (* duration , signal *) 6 7 (* duration with infinity *) 8 type flexible_duration = Finite of rigid_interval | Infinite of rml_signal 9 10 (* ( semi -) flexible temporal relation -> minimum , maximum , interaction point *) 11 type flexible_interval = rigid_interval * fl exible _durat ion * osc_message 12 13 (* type of temporal relations *) 14 type interval = 15 Rigid of rigid_interval 16 Flexible of flexible_interv al 17 18 (* temporal relation between two temporal objects *) 19 type temporal_relation = int * int * interval (* from , to , duration *) PROGRAM 5.8: Definition of temporal relations in REACTIVEIS.

  structure -> id , children , temporal relations , duration *) 7 and structure = int * temporal_object list * temp oral_r elati on list * interval 8 9 (* texture -> id , duration , start message , stop message *) 10 and texture = int * interval * osc_message * osc_message 11 12 (* scenario *) 13 type scenario = structure PROGRAM 5.9: Definition of temporal objects in REACTIVEIS.
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  let rec process run_generic_to tobject w_rels s_rels stop_s id_tobject = 2 precendet temporal relations *) 11 run ( killable_p ( run_trelations s_rels ) stop_s ) PROGRAM 5.10: REACTIVEIS process that executes a temporal object.

1

  let process run_texture texture = 2 let ( id_texture , duration , star_m , end_m ) = texture in 3 do 4 emit output ( star_m ) ; (* send start OSC message *) 5 ( run ( run_trelations [ duration ]) || 6 run ( wait_trelations [ duration ] id_texture ) ) ; 7 emit output ( end_m ) ; (* send stop OSC message *) 8 until stop_s -> emit output ( end_m ) done ; PROGRAM 5.11: REACTIVEIS process that executes a texture.

  wait for the stop of the structure due to its duration or an IP *) wait for the end of the internal relations *) 21 run ( wait_trelations ( get_trelations id_structure trs_children To ) \/ stop_s ) done ; emit stop_structure ) || 25 26 (* 5 -run children *) 27 run ( run_tobjects_par tobjects trs_children stop_structure )

FIGURE 6 . 1 :

 61 FIGURE 6.1: CPN modeling a rigid temporal relation.

FIGURE 6 . 2 :

 62 FIGURE 6.2: CPN modeling the duration of a temporal relation.

(FIGURE 6 . 3 :

 63 FIGURE 6.3: CPN model for handling an interactive point.

  FIGURE 6.5: CPN modeling a texture with no IP at the end.

  FIGURE 6.6: CPN modeling a texture with an interactive point at the end.

  FIGURE 6.7: CPN model for the synchronization of TRs.

  FIGURE 6.8: Sampling of an audio stream.

  FIGURE 6.9: CPN module for reading an audio file.

  FIGURE 6.10: Concatenation of two audio files.

  FIGURE 6.11: CPN module for appending two audio files.
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TABLE 2 . 1 :

 21 Some typical interpretations of transitions and places in PNs[Murata 1989].

	Input Places	Transition	Output Places
	Preconditions	Event	Post-conditions
	Input data	Computation Step Output data
	Input signals	Signal processor	Output signals
	Resources needed Task or job	Resources released
	Conditions	Clause in logic	Conclusion(s)
	Buffer	Processor	Buffers

FIGURE 2.6: HTSPN components modeling [Sénac 1995].
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  where the set of outputs is empty at the beginning. S is the initial state of the next time unit and the current time of execution t is incremented by one. Additionally, the program tree remains the same.

	〈S, 〉 S to 〈S , O〉 I,t	I,t
	R START	p ∈ canStart(S, P) 〈P, S, I, t〉 c s (n) 〈S t, O〉 I,t S -→ P 〈start(S t, p, t), O ∪ {m s (n)}〉 S I,t	where n = target P (p)
	R STOP	p ∈ canStop(S) 〈P, S, I, t〉 c e (n) 〈S t, O〉 I,t S -→ P 〈stop(S t, p, t), O ∪ {m e (n)}〉 S I,t	where n = target P (p)
	R OBS	〈S, 〉 S -→ * I,t P 〈S , O〉 S -→ P I,t 〈S, t〉 I,O =⇒

S P 〈S , t + 1〉 FIGURE 4.8: Rules for the internal reduction -→ and the observable reduction =⇒. The semantics of is given in Figure 4.7.

TABLE 4 . 1 :

 41 Subexponentials used in the logical characterization of REACTIVEIS programs.

	Syntax	Meaning	Example
	! t.i F	F is an input from the environment	! t.i evt(mouse1) means that the message
			mouse1 was sent by the environment
	! t.o F	F is an observable action	! t.o msg(m) means that the
			starting/stopping message m was added
	! t.s.p F	F represents information about the state	! t.s.A state(-, -) means that A has not
		of the temporal object p	been started yet

  =⇒ P 〈S , t + 1〉 iff the sequent P , S t , I t -→ S t+1 ⊗ O t is provable in SELL.

	Theorem 4.1 〈Adequacy〉	
	Let P be a REACTIVEIS program. Then, 〈S, t〉	I,O

TABLE 5 . 1 :

 51 Summary of the elements of the timed automaton in Figure5.2.

	Type	Name	Meaning
	parameter	γ i	duration of the TR
	variable	t	elapsed time from the start of the TR
	input action	event_s	action to start the TR
	input action	kill_p	action to suddenly stop the TR by its parent
	input action	skip_p	action to omit the execution of the TR
	output action kill	action to suddenly stop other TRs and TOs
	output action skip	action to omit the execution of other TRs and TOs

  Block diagram of the clock generator.reset. The difference between now_clk and clk represents the clock value. Each channel, used for synchronizing timed automata, is replaced by one logic variable which is triggered synchronously with all the other channels in the model. Following the above, we propose the architecture depicted in Figure5.12.
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	FIGURE 5.11: inputs Next State	State Register	Output Logic	outputs
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  Since INSCORE, PURE DATA and MAX/MSP are applications that support the OSC protocol, they can interact with the interpreter by means of OSC messages.

	Interpreter IS	Synchronous Observer
	OSC Client	OSC Server
	REACTIVEML
	PURE DATA/
	MAX/MSP

INSCORE FIGURE 5.14: Block diagram of the implementation.
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(i.e., action event) satisfies or not the condition. The evaluation of the condition is stored in the local variable cond and used in the location invariant of the following state. If the guard is satisfied (i.e., the location invariant cond = true holds), then the IP is triggered (i.e., action event_t), and at the same time, the action event_e is triggered in order to stop the TRs controlling the temporal interval in which the IP can be triggered. Therefore, action event_e synchronizes with the action event_i in the model for flexible and semi-flexible TRs (see Figure 5.3).

We next show in Program 5.1 the implementation of the function condition. Here, msg is a shared variable storing the value carried by the event sent (i.e., action event) while op_id and value are parameters of the timed automaton defining guards "msg op_id value". For instance, to specify a guard saying that the value of the event (e.g., the temperature) must be less than 20, we set op_id = 2 and value = 20, i.e., msg < 20. PROGRAM 5.1: Definition of the function condition. op_id and value are parameters of the timed automaton defining the guard while msg is a shared variable storing the value of the event sent.

The action kill_p denotes the same behavior as we have already explained. The remaining states are introduced through the following example. Assume that two new textures videoA and videoB control the playing of two different videos whose starting depends on the lightning of a room (i.e., an event that sends either light or dark). Thus, each texture has a guarded IP listening for the same event during the same interval of time. However, the defined conditions are mutually exclusive and only one IP will be triggered while the other one will be omitted. In this regard, we use the shared variable en as a global flag for a set of IPs listening for the same event. The value of en is changed to false when one of these IPs is triggered. Thus, the IPs in the set whose conditions was not satisfied are skipped (i.e., the transition from the state enable to the state skipped with the guard en = false and action event_e).

We recall that the skipping of the execution of a branch causes that all TRs and TOs of the branch will be skipped. For this reason, each timed automaton presented so far models the above behavior by leaving out its execution when the action skip_p is triggered. Furthermore, the timed automaton propagates the skipping of the branch by triggering the action skip that is synchronized with the action skip_p of other timed automata.

Interaction with the Environment. Composers allow the environment (e.g., the performer) to interact with the scenario during performance by adding IPs. This interaction is carried out by sending messages to the system asynchronously. We model this non-deterministic environment using the timed automaton in Figure 5.6. Intuitively, it triggers the action event (i.e., it sends the event) with an attached value (i.e., the parameter val) that is globally communicate by means of the shared variable msg. The action is triggered at a non-deterministic time (i.e., the transition is not guarded by clock constraints or synchronized with input actions) and it is synchronized with time automata representing IPs waiting for this event. Many copies of this timed automaton may be instantiate in order to represent different interactions with the environment. Hence, as we shown in Program 5.10, the TO will start once the process wait_trelations has finished i.e., all TRs have been satisfied.

Real-Time Visualization of Interactive Scenarios

Currently, the graphical interface of the software I-SCORE does not support a good feedback of the real-time execution of scenarios. For instance, TOs always keep in the same position on the timeline. Therefore, the anticipation of the starting time of a TO due to the triggering of an IP cannot be visually represented in the tool. In order to alleviate this problem, we propose below a visualization Nowadays, the design of interactive multimedia systems based on a written scenario is a challenge that requires to handle dynamic and static events (i.e., events triggered by the performer or the system) as well as dynamic and static data. In this chapter, we shall present an extension of interactive scenarios that aims to handle complex data, in particular, audio streams. For that, we use Colored Petri Nets (CPNs) to model complex data and the dynamic aspect of the functional composition of processes. Multimedia streams are often cut into temporal frames to be carried from one process to another, then we model frames as colored tokens that are handled by processes.

We first start by formalizing the operational semantics of interactive scenarios in CPN. Then, we take advantage of the modularity of our model and we shall extend it with CPNs modules for reading, appending and reversing audio files. A formal modeling of data streams in interactive scenarios opens the possibility of reasoning about the resource consumption of a given scenario. The reader can find the implementation in the tool CPN TOOLS and some examples of the modules presented below at https://gitlab.com/himito/CPN_Model_IS.

Formal Semantics

In this section, we present a CPN model of interactive scenarios. In addition, the model described below is modular and parameterizable, allowing to easily extend it. For instance, in the next section we endow interactive scenarios with a formal specification of audio streams. We shall start by introducing CPN modules to model rigid and flexible TRs. As we shall see, the specification of the remaining elements of interactive scenarios (i.e., TOs and IPs) are built on these two simple modules. we show in Figure 6.5, the texture is modeled as a rigid TR (i.e., module rigid_m) with a duration defined by a token in the place duration. Moreover, the starting and stopping of the attached process are represented by the firing of the transitions t1 and t2, respectively. Therefore, if a texture starts at time t and its duration is d, a token will be produced in the place start process and stop process at time t and t + d, respectively. These places allow to represent the current execution state of the texture.