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Part I

Preface

INTRODUCTION Thesis Context

In this thesis, we are interested in problems related to text representation and matching, and several related applications in information retrieval, such as question answering and document retrieval.

Information retrieval (IR) is a field of computer science that allows an IR system (IRS) to select, from a collection of documents those that likely correspond to a user's information need [START_REF] Salton | Information storage and retrieval. reports on analysis, search, and iterative retrieval[END_REF]. More specifically, IR is mainly the activity of obtaining information resources, such as documents, passages and answers, that are supposed to match an information need expressed as a query or a question. IR models are proposed and implemented to cope with the main purpose of IR, retrieving relevant information w.r.t. a query. Most of IR models are based on the same assumption, documents and queries are represented as weighted bag of words (BoW) and the relevance is interpreted as same as lexical matching between query words and document words. These models estimate the relevance score based on the exact matching between words of the input text sequences. Hence, some returned documents by the IRS do not always address the search intent of the user's query. This limitation is due the BoW representations that consider every text sequence as a set of independent words. The main problem resulting from these approaches is the vocabulary mismatch. It consists in using a different vocabulary in the query (or question) and its corresponding relevant results (documents or answers).

To overcome the BoW and exact matching limitations, semantic based approaches using external resources such as WordNet have been proposed [7]. These approaches are resource consuming and lack of genericity. Recently, new approaches based on machine learning algorithms have been used in order to learn vector representations, namely embedding models [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF]8,[START_REF] Pennington | Glove: Global vectors for word representation[END_REF] that leverage the semantic feature of different words in a text, allowing semantic links between text sequences to be expressed via vector operations. In addition, advances in image processing, through neural networks and deep learning [START_REF] Lecun | Deep learning[END_REF], have inspired research in the different fields of text matching [START_REF] Guo | A deep look into neural ranking models for information retrieval[END_REF] to explore several deep models to take advantage of the computational ability and the non-linearity of these models, in order to capture different latent characteristics related to text representation and matching.

Research Issues

In this thesis, we address three main issues related to different text matching tasks: (1) the impact of using embedded representations of words in IR models;

(2) the impact of the neural model's architecture w.r.t. different matching tasks; [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] dealing with the document length wile using neural models for ad-hoc document ranking. In the following, we describe each of these main issues in more details.

Embedded Representations in Text Matching

Recent text matching models largely use the distributed representations of words [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF][START_REF] Pennington | Glove: Global vectors for word representation[END_REF] and sequences [8,[START_REF] Kiros | Skip-thought vectors[END_REF]. These embedded representations, enable the matching models to consider the semantic relatedness between two different texts since similarities between words are computed based on their vector representations. In the context of document retrieval, the proposed models [START_REF] Kusner | From word embeddings to document distances[END_REF][START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF][START_REF] Wang | A comparison of word embeddings for the biomedical natural language processing[END_REF] represent documents and queries by their component word vectors, and their similarities are computed based on vector computations that handle all the word vectors of the query and the document in the same way. This may solve problems related to exact matching. However, several questions may rise on how combining both query word vectors and document word vectors when computing their similarity. Indeed, we believe that there is a key difference between the query words and the document words. In fact, query words that do not appear in the document may have a different impact and contribute differently to the document content, compared to those that are present in this document.

In this thesis, we first analyze the different ways that the distributed representations of words and sequences have been used, in text matching. Then, we propose a different matching strategies, combining the semantic-based word matching with the exact matching, in order to analyze the contribution and impact of query terms in the matching function.

Neural Models and Text Matching Tasks

Deep learning is gaining a large interest in recent NLP and IR. Several models based on different architectures have been proposed to handle a bunch of tasks related to text matching. We distinguish mainly the simple feed-forward models [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF], the convolutional models [START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF] and the recurrent models [START_REF] Cho | Learning phrase representations using rnn encoder-decoder for statistical machine translation[END_REF]. In most of these models, the input sequences undergo the same transformations to construct the corresponding representations, independently from the task being addressed. The nature of the task can be defined w.r.t. the relationship between the input text sequences and their types. Specifically, we distinguish two types of matching: [START_REF] Graves | Speech recognition with deep recurrent neural networks[END_REF] the symmetric matching refers to matching tasks where inputs are of the same nature, such as paraphrase identification and document classification ; [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] the asymmetric matching refers to tasks where inputs are of different natures, such as ad-hoc document ranking and answer sequence selection. Most neural text matching models in the state-of-the-art [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF][START_REF] Pang | Text matching as image recognition[END_REF][START_REF] Singh Tomar | Neural paraphrase identification of questions with noisy pretraining[END_REF][START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF][START_REF] Peng | Attention-based neural network for shorttext question answering[END_REF] have adopted a Siamese architecture [START_REF] Bromley | Signature verification using a" siamese" time delay neural network[END_REF] due to its simplicity. In these models, both input representations are constructed in the same way, from the vectors of their component words. The models do not consider the differences between text matching tasks in general. The complementary relationship between some text sequences, such as the query and the document or the question and the answer, is not taken into account.

In this thesis, we first describe the asymmetry aspect related to some text matching applications, and then propose an approach to take into account the type of the matching task, [START_REF] Graves | Speech recognition with deep recurrent neural networks[END_REF] or [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF], to better process the inputs and perform the matching.

More recently, position-based models [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF][START_REF] Song | P-cnn: Enhancing text matching with positional convolutional neural network[END_REF] and attention-based models [START_REF] Yang | Hierarchical attention networks for document classification[END_REF][START_REF] Parikh | A decomposable attention model for natural language inference[END_REF], have been proposed, taking into account the word position in a text, in the former, and the importance of a word in the text sequences, in the latter. Position information of a word in a text, is one of important features that help text representation learning. However, the importance of a given piece of information among others in a text is not considered in position features, as it is made in the attention models. In these latter, the attention weights help to identify the core information to be considered in a given text sequence, and thus can be used with position features in order to help the model to focus in the most important information while processing the different positions of a sequence. However, none of the proposed neural models for text matching have combined the position information with the attention weights.

In this thesis, we combine the position-based representation learning approach with the attention-based model. We believe that when the model is aware of both word position and importance, the learned representations will get more relevant features for the matching process.

Dealing with Document Lengths in Neural Models

Most neural IR models struggle to deal with the variation of documents length. Long documents may cover several topics which over complicate the matching task and decrease performances of current neural IR models. To overcome this problem, the common solution [START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF] is to cut off the exceed text in order to make the document content shorter and hence the model more effective.

Previous analysis [START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF][START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF] have shown that long documents usually contain relevant parts far from their beginning, and suggest to assess the document relevance at different information granularities, in particular, the word-level and the passage-level. Several passage retrieval models [START_REF] Liu | Passage retrieval based on language models[END_REF][START_REF] Wang | Discriminative probabilistic models for passage based retrieval[END_REF][START_REF] Lv | Positional language models for information retrieval[END_REF] have been proposed in order to deal with the document length problem in IR, but these models are not able to capture the different semantic links along the document, such as the relatedness between different passages of a document and their relevance features. These models are based on simple aggregation functions to combine the passage-level relevance scores.

In our work, we propose a matching approach assess the document relevance at different levels w.r.t the information granularity in a document and address the document length problem.

Main Contributions

The main contribution of this thesis is the definition of text matching models using neural networks and distributed representations of texts. We proceed in three main stages: [START_REF] Graves | Speech recognition with deep recurrent neural networks[END_REF] analyzing the use of distributed word representations in classical IR models, and pointing out how these representations contribute to the performance of different models; [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] studying the matching of short texts using neural networks, and how the different matching tasks are handled by existing models; (3) proposing a neural model that better handle document length variation. At each of these stages, a solution is proposed to solve the problems encountered by existing methods. More precisely, our contributions are as follows:

1. Word embedding in classical IR models. First, we analyze the importance of query terms that are not present in the relevant documents while performing the document-query matching, using the distributed word representations. To do this, we use different document-query matching strategies. The objective is to treat the terms of the query that are absent in a document differently from those that are present in it. We combine the exact matching of classical IR models with the semantic matching of distributed word representations. The matching strategies are evaluated and compared to state-of-the-art models, using different TREC datasets. We specifically use news datasets, such as Robust and AP, as well as the GOV2 web dataset. Results support our hypothesis about the differences between query words.

2. Neural models for text matching. In a second step, we analyze the neural text matching state-of-the-art and identify the main differences between text matching applications. Using the attention-based models [START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF], we made two main contributions:

• Asymmetry Sensitive Architecture for Neural Text Matching. We first describe the asymmetry aspect of several text matching tasks. More specifically, asymmetric tasks include document-query matching as well as question-answer matching, and involve a kind of complementary relationship between the input sequences that the model can leverage. Symmetric tasks, include document classification and paraphrase identification, and aim at identifying if both input text sequences mean the same thing or refer to the same information. To handle the differences of these matching tasks, we propose an asymmetry sensitive architecture enabling to extend different neural text matching models using attention layers. We further extend several well known models, and show the interest of taking into account the nature of the task being addressed, in the matching model.

• Attention-based matching using Multiple positional Vector representations. In a second step, we analyzed the impact of combining position features and attention weights of different words in text sequences, on the matching tasks. Extending the position-based model MV-LSTM [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] with attention layers, within the asymmetry sensitive architecture described above, we proposed made a comparative analysis of the MV-LSTM model with and without the attention features.

Experimental results, in question-answer matching and question pairs identification tasks, show that our asymmetry sensitive architecture enables to enhance the performances of different extended models using the attention layers. Besides, while combining the position features with the attention weights, the model performs better on ranking relevant information.

3. Multi-level Relevance Assessment of Long Documents. Finally, in order to cope with the problem of document length in neural text matching models, we focus on two main aspects, and proceed accordingly: (a) identifying the most important elements in a sequence using attention models; (b) the fact that a long document can deal with several topics and thus can contain different relevant passages. We proposed two main approaches:

• A Multi-level Attention-based Architecture. We consider passagebased document representations, where every document is viewed as a set of its passages that are likely to be relevant, as in [START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF][START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF].

We propose an attention-based architecture to extend several neural text matching state-of-the-art models, in order to perform a multilevel relevance assessment. To do this, we use attention layers at the word-level as well as the passage-level. The attention weights enable us to identify the most important words of every input sequence (query or passage), in the former, and passages to be considered in the matching layer, in the latter.

• An Attention-based Multi-level Matching Model (AM3). Then, we propose AM3, a multi-level neural matching model that exploits three different levels of information granularity: the word-level, the passage-level and the document-level. Considering a long document as a set of passages, our AM3 model focuses on the most important words of the query and the passage, using attention weights. At the word-level, we compute attention weights for the different words in the query and the document. At the passage-level, we first compute a matching matrix between all words of the query and the different document passages. Then, we represent every passage by an embedded vector computed using a set of filters applied to the matching matrix, and we compute attention weights for the different passages to highlight the most relevant ones. Finally, at the document-level, we use an interaction layer in order to compute the final matching score of the whole document.

We evaluate these contributions using a news-wire TREC dataset (Robust), and the experimental results show the advantage of using the passagebased document representation, compared to the use of the document content set to a maximum size. Furthermore, the extended models, within the proposed architecture outperform the corresponding original counterparts.

Thesis Overview and Organization

This document is made of three main parts and a conclusion. The Background part II contains two chapters describing the basic concepts in IR and neural networks; the State of The Art Overview part III contains two other chapters describing the text representation models and the deep models in text matching; the Contributions part IV contains a first chapter describing all the experimental framework that is used in this work, and three other chapters describing our contributions and analysis. Finally, the Conclusion part V gives a general assessment of the work carried out during the preparation of this thesis, and how the proposed models contribute to the resolution of the various issues that we addressed. In the followings, we describe each of the different chapters separately:

• Chapter 1 describes several basic concepts in information retrieval. First, we provide a set of basic definitions (section 1.2), then describe the main text representation methods (section 1.3), and the matching process (section 1.4). Section 1.5 describes the main objective of evaluating an IR system, and a set of evaluation measures and campaigns. Different issues related to text matching are discussed in section 1.6.

• Chapter 2 describes a set of basic concepts about artificial neural networks (NN) and deep learning. We give a set definitions related to these models in section 2.2. In section 2.3, we describe a set of most used neural architectures, and we focus mainly on those used in this thesis. In section 2.4, we describe the NN training process and methods, and give a set of widely used algorithms in section 2.5. In section 2.6, we explain the over-fitting problem of neural models and describe some methods used to solve this problem.

• Chapter 3 concerns text representation approaches. It presents a set of models that are used to learn distributed representations of text, at the word-level (section 3.2) and the sequence level (section 3.3). In section 3.4 we discuss how these representations have been used in different text matching applications. We provide a taxonomy describing several stateof-the-art models that use these representations. Issues related to these representations are listed in section 3.5 and we end with a discussion in section 3.6.

• Chapter 4 gives first a description of the learning to rank (LTR) framework in section 4.2. In section 4.3 we give an overall overview of the deep learning applications in text, in particular for representation learning and matching, and define a unified deep model for text matching, that supports different state-of-the-art models. In section 4.3, we give a taxonomy of deep models for text matching based in two main criteria, the architecture and the representation features. In section 4.4, we discuss several issues related to deep models in text matching.

• Chapter 5 describes the experimental setup and frameworks used in the different experiments. In section 5.2, we describe the different datasets. In section 5.3 we give a list of evaluation metrics that we use to evaluate performance of the different models. In section 5.4, we give an overall description of the different baseline models, specifically those of the classical models, the classical models using word embeddings and the neural models. Finally, in section 5.5, we describe the list of frameworks and technical tools.

• Chapter 6 we perform an empirical analysis of the impact of word embeddings in classical IR models. We based our analysis on the different contributions of query words that are present in relevant documents compared to those that are not. We define three different matching strategies using the semantic similarities between embedded word vectors, in section 6.4. Finally, in section 6.5, we describe the experimental results and analysis, where we evaluate the impact of different parameters used in each of the matching strategies we proposed.

• Chapter 7 explains our main contributions about neural models for short text matching. First, in section 7.2 we propose a matching approach that enables several neural matching models to handle the differences between text matching tasks. We define the asymmetry aspect of several text matching tasks, in section 7.2.1. In section 7.2.2, we describe our approach to better address the different matching tasks, and extend several neural matching models. We describe the training process of the different models in section 7.3. In section 7.4, we analyze results of the different models separately, and perform an empirical analysis of an attention-based model with multiple positional representations, for matching sequences.

• Chapter 8 describes a matching model for ad-hoc ranking of long documents. In section 8.2, we describe our multi-level matching architecture enabling us to extend several text matching models with attention layers, in order to perform a multi-level relevance assessment. Furthermore in section 8.3, we propose AM3 an attention-based matching model, where word-level, passage-level, and document-level signals contribute to the final matching score. Finally, in section 8.4, we describe the experimental part and give a detailed analysis of the obtained results.

• Conclusion and future work are listed in part V.

Part II

Background CHAPTER 1

BASIC CONCEPTS IN INFORMATION RETRIEVAL 1.1 Introduction

Information retrieval (IR) is defined as finding material (usually documents) of an unstructured nature (usually text) that satisfies an information need from within large collections of documents (usually stored on computers) [START_REF] Manning | Introduction to information retrieval[END_REF].

First approaches in IR were proposed for text search [START_REF] Peter | A statistical approach to mechanized encoding and searching of literary information[END_REF]. The main objective of such a task is to find relevant results that satisfy an information need expressed in a query. In order to perform the retrieval task, an IR system (IRS) performs these main steps: once the dataset is indexed, a query and document representations are constructed. Then perform the query-document matching, and finally rank the candidate documents. This process is highlighted in figure 1.1. In this figure, the indexing step creates a token-to-documents list. This index can help finding a document terms. Representations are built first, for both the query and the documents. These representations are then matched and a score is assigned to every document-query pair. These scores are supposed to reveal the relevance of a document w.r.t. the query. Finally, the documents are ranked according to the relevance score and the top k results are returned to the user. If the user is not satisfied with the results, the query may be reformulated [START_REF] Baeza-Yates | Modern information retrieval[END_REF], based on the user's feedback [START_REF] Zhai | Model-based feedback in the language modeling approach to information retrieval[END_REF] or an external resources [START_REF] Dumais | Improving the retrieval of information from external sources[END_REF]. Then a new search iteration is performed in order to return new results that could more satisfy to the user.

In the following, we consider a set of notations defined in table 1.1. We will first present several basic concepts related to the IR process. Mainly the relevance concept, the IR matching models and evaluation, then we end up with some issues that an IRS needs to handle.

Definitions

Sequence

We refer with sequence to the different granularities of the text representation, including sentences, passages, paragraphs and documents. Thus, we consider as 
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a sequence any list of words that follow each other in a precise order, in order to express a given information.

Document

A document is defined in Wikipedia1 as "everything that may be represented or memorialized in order to serve as evidence". Several literal definitions have been provided [START_REF] Briet | Qu'est-ce que la documentation?[END_REF][START_REF] Michael | What is a "document[END_REF]. Documents can be digital or paper. In [START_REF] David | Fixed or fluid?: document stability and new media[END_REF], Levy have provided the main characteristics of a digital document, compared to paper one.

In IR, documents are the central elements of any IRS. In this work, we consider digital document, such that every document is considered as sequence of words

D =< d 1 ...d |D| >.

Query

A query is a sequence of words that are used by the user in order to express his/her information need. Some studies [START_REF] Bernard J Jansen | Real life information retrieval: A study of user queries on the web[END_REF][START_REF] Silverstein | Analysis of a very large web search engine query log[END_REF] have shown that the most common length of a query is about two words [START_REF] Bernard J Jansen | Real life information retrieval: A study of user queries on the web[END_REF], and multiple queries could be used in order to express the same information sought [START_REF] Silverstein | Analysis of a very large web search engine query log[END_REF].

As for the document, the user query is also a sequence of words Q =< q 1 ...q |Q| > with |Q| is much smaller than |D|.

Relevance

The concept of relevance is central to IR. It is defined as a "correspondence in context between an information requirement statement and an item or element, i.e. the extent to which the item covers material that is appropriate to the requirement statement" [START_REF] Cuadra | Experimental Studies of Relevance Judgments[END_REF]. Cooper [START_REF] William | A definition of relevance for information retrieval[END_REF] have given several definitions of relevance from different resources. We can distinguish two main definitions of relevance [START_REF] Mizzaro | Relevance: The whole history[END_REF]: 1) the system relevance (relevance as seen by the IRS) corresponding to the scoring value computed for a given document w.r.t. a given query. 2) the user relevance (relevance according to the user) referring to the satisfaction of his/her information need expressed in the query. The analysis of Mao et al. [START_REF] Mao | When does relevance mean usefulness and user satisfaction in web search[END_REF] highlights the differences between the system relevance of a result and the user satisfaction.

Text Representation

In order to perform the query-document matching, their contents (texts in our case) are first mapped to internal representations. Several text representation models have been used in IR models. In this section, we present two main classes among others: the first one is the classical Bag-of-Words representation used in several exact matching-based models [START_REF] Sparck | A statistical interpretation of term specificity and its application in retrieval[END_REF]. The second class is about distributed representations for semantic-based matching [START_REF] Deerwester | Indexing by latent semantic analysis[END_REF].

Bag-of-Words (BoW) Representations

BoW is the common approach used for representing text in most classical text matching tasks, in general and information retrieval in particular. A BoW is a structurally simple representation constructed without linguistic or domain knowledge skills. It consists in representing every input sequence s using a set of independent words {w 1 , ..., w n }. Where w i is a given word of a sequence s as defined in table 1.1. Hence, every word sequence can be represented based on one-hot word vectors whose dimension are equal to the size of the dataset vocabulary. The only non null value of every vector is either 1 or a real value representing the weight or frequency of each word in the dataset. This kind of representations have been used in several text matching models including text classification [START_REF] David | Text representation for intelligent text retrieval: A classification-oriented view. Text-based intelligent systems: current research and practice in information extraction and retrieval[END_REF], document ranking [START_REF] Sparck | A statistical interpretation of term specificity and its application in retrieval[END_REF][START_REF] Metzler | Combining the language model and inference network approaches to retrieval[END_REF] and question answering [START_REF] Bilotti | Structured retrieval for question answering[END_REF]. While using the BoW representations, the texts similarity is based on exact matching of words of the input sequences, and that consists on leveraging only lexical similarities. This matching approach does not take into account the semantic relatedness of words and their meanings. This leads to a well known vocabulary mismatch problem. In IR, this problem happens when words that are used in the query are different from those used in relevant documents, and where synonyms of the query words can be used instead. Besides, some words of the query can be polysemous and hence, be used in documents that are not relevant to the query. The exact matching does not take into account these aspects, and a document having many or all query words is expected to be relevant. Nevertheless, some documents could contain query words without necessarily being relevant for that query, while other documents could contain no query word and be relevant. To cope with these issues, semantic-based matching approaches have been proposed taking into account synonyms and words of the same context.

Semantic-based Representations

Semantic-based similarities between words could be used to cope with the vocabulary mismatch problem. Several models have been proposed to construct word representations that are capable to better handle the semantic similarities between words and sequences. The commonly called word embedding [START_REF] Bengio | A neural probabilistic language model[END_REF] or distributed word representations, are a vector representation of words used to capture fine-grained semantic and syntactic regularities. These models construct a semantic-based vector space where every word is represented with a real-valued vector. There are two main approaches for building distributed word representations: 1) the global matrix factorization approach, such as Latent Semantic Analysis (LSA) [START_REF] Deerwester | Indexing by latent semantic analysis[END_REF] and GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF], 2) the local context window approach, such as Word2Vec [START_REF] Mikolov | Linguistic regularities in continuous space word representations[END_REF].

LSA [START_REF] Thomas | A solution to plato's problem: The latent semantic analysis theory of acquisition, induction, and representation of knowledge[END_REF] word vector representations are based on a singular value decomposition (SVD) method applied to a document-word matrix. The LSA-based approaches assume that the vectors dimensionality is highly valuable. The main idea behind this assumption is that reducing the dimensionality of the observed data from the number of initial contexts to a much smaller number will produce better approximations of semantic similarities [START_REF] Thomas K Landauer | An introduction to latent semantic analysis[END_REF]. GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF] is a global log-bilinear regression model that combines different aspects about the global matrix factorization methods and the local context window methods. It leverages statistical information by training the model only on the nonzero elements in the global word-word co-occurrence matrix, rather than on the entire sparse matrix.

Differently from matrix factorization-based methods, models based on the local context window method, such as the Word2Vec model [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF] and the Log-BiLinear model [START_REF] Levy | Linguistic regularities in sparse and explicit word representations[END_REF], represent words according to their contexts (neighbors), and learn word vector representations through a neural network architecture. These models have demonstrated the capacity to learn linguistic patterns as linear relationships between the word vectors [START_REF] Mikolov | Linguistic regularities in continuous space word representations[END_REF].

Text Matching Process

Text matching aims to compare two text sequences based on several criteria. It is the core of many tasks. A large set of text matching models are proposed in the literature. We present a generic model to explain the text matching process.

Given two text sequences s 1 and s 2 , a representation function ϕ and a vocabulary space V . Each sequence is represented by a vector ϕ(s i ) ∈ R |V | , if a BoW representation scheme is used; or a matrix ϕ(s i ) ∈ R V ×dim , if a distributed representation scheme is used.

The similarity between the two sequences, named relevance status value (RSV), is then computed as described in function 1.1. This assessment takes into account the importance weights of every term of s 1 in s 2 .

RSV (s 1 , s 2 ) = M (ϕ(s 1 ), ϕ(s 2 )) (1.1)
In case of document retrieval task, documents of the dataset are ranked based on their relevance scores RSV (Q, D) and top k ones are returned to the user by the IRS. Several models have been proposed in text matching literature to compute the RSV value for matched sequences. The classical matching models [START_REF] Stephen | Some simple effective approximations to the 2-poisson model for probabilistic weighted retrieval[END_REF][START_REF] Metzler | Combining the language model and inference network approaches to retrieval[END_REF] are refereed to as tf.idf model, since they rely on word statistics such as the term frequency (tf) and the inverse document frequency (idf). The idf weighting, firstly introduced by Sparck Jones in 1972 [START_REF] Sparck | A statistical interpretation of term specificity and its application in retrieval[END_REF], is based on empirical observations of the global term frequency tf, whereby highly frequent terms in a collection should be given less weight than less frequent terms that are more common and less discriminative. The work that followed in IR [START_REF] Stephen | Some simple effective approximations to the 2-poisson model for probabilistic weighted retrieval[END_REF][START_REF] Metzler | Combining the language model and inference network approaches to retrieval[END_REF][START_REF] Metzler | Generalized inverse document frequency[END_REF] have highly used this perception. Some of the well known tf.idf models are the vector space model [START_REF] Salton | A vector space model for automatic indexing[END_REF], the probabilistic BM25 model [START_REF] Stephen | Some simple effective approximations to the 2-poisson model for probabilistic weighted retrieval[END_REF], and the language modeling LM [START_REF] Michael | A language modeling approach to information retrieval[END_REF]. Recently, several models based on machine learning techniques have been proposed and used in several text matching applications [START_REF] Liu | Learning to rank for information retrieval[END_REF][START_REF] Charu | Mining text data[END_REF][START_REF] Zhang | Neural information retrieval: A literature review[END_REF].

We are interested in classical matching models using distributed representations as well as neural models. A detailed description of these models is provided in the chapter 4.

Evaluation in IR

The quality of the documents ranking performed by a matching model is essential. Indeed, the user usually considers only the first page of ranked documents (the top 10 or 20) by a web search engine [START_REF] Bernard | Analysis of document viewing patterns of web search engine users[END_REF]. If relevant documents are not present in the first page, the user will not be satisfied by the results returned by the system. Several measures and practical benchmarks have been proposed in order to evaluate how effective is an IR approach.

Evaluation Measures

Several evaluation measures are used in order to assess the effectiveness of an IRS. In this section, we present some of widely used measures in IR. We group them according to their use, results-based or ranking-based:

Results-based

Results-based evaluation measures evaluate the overall set of returned documents per query. The objective is to measure how an IRS is capable to find all relevant documents and reject all irrelevant documents.

• Recall & Precision. [START_REF] James W Perry | Machine literature searching x. machine language; factors underlying its design and development[END_REF] Given ρ a set of retrieved documents by a given system, precision P is the fraction of relevant documents that have been retrieved, ρ + , over the total amount of returned documents, while the recall R corresponds to the fraction of relevant documents that have been retrieved among all relevant documents.

P = ρ + ρ + + ρ - (1.2) R = ρ + ρ + + ρ+ (1.3) 
where ρ = ρ + + ρ -is the total number of retrieved documents. ρ -and ρ+ , refer respectively to, a number of irrelevant retrieved documents, and a number of relevant documents that were not found for the given system.

• Acc. The Accuracy is one of the metrics used to evaluate binary classifiers. While in ranking tasks, the objective is to evaluate the ordering of the relevant elements in a list of results, in classification tasks, the evaluation objective is to assess the systems' ability to correctly categorize a set of instances.

For example, as a binary classification application in text matching, we would like the system to predict the correct label (ex: 0 or 1) that reflects an element's relevance. Hence, given a dataset having S positive elements and N negative elements. The accuracy (Acc) of a model M could be defined as in equation 1. [START_REF] Yang | WikiQA: A challenge dataset for open-domain question answering[END_REF].

Acc(M ) = T S + T N S + N (1.4)
where, T S and T N are respectively the number of elements that are correctly classified as positive ones, and the number of elements that are correctly classified as negative ones. Hence, for a total population (evaluation dataset), the closer to 1 is the model's accuracy, the better it is.

The recall, precision and Acc assume that the relevance of each document could be judged in isolation, independently from other documents [START_REF] Charles | Novelty and diversity in information retrieval evaluation[END_REF]. However, in [START_REF] Goffman | A searching procedure for information retrieval[END_REF], Goffman recognized that the relevance of a given document must be determined with respect to the documents that are returned before that document. In another work [START_REF] Manning | Introduction to information retrieval[END_REF], Manning et al. argued that the user cares more about good results that are on the first page or the first three pages. This leads to measuring precision at fixed low levels of retrieved results, such as 10 or 30 documents. Hence, the effectiveness must be assessed in different ranks of the returned results list.

Ranking-based

The ranking-based evaluation measures highlight the results ranks and promote relevant models that return documents at the top of results list.

• P@k. The objective is to compute, at a given rank position k, the corresponding precision value P . It is computed as described in equation 1.2, where only the top k results need to be examined to determine if they are relevant or not [START_REF] Manning | Introduction to information retrieval[END_REF].

• MAP. The mean average precision (MAP) is one of the evaluation measures in widespread use. The MAP computed for a set of n queries corresponds to the mean of the average precision scores for each query in this set.

M AP = n i=1 AP (Q i ) n (1.5) AP (Q i ) = ni k=1 (P @k(Q i ).ε k ) ρ (1.6)
where n i refers to the number of retrieved results for the query Q i . P @k(Q i ) refers to the precision at cut-off k in the corresponding results' list. ε k is an indicator function which is equal to 1 if the item at rank k is a relevant document, 0 otherwise [START_REF] Turpin | User performance versus precision measures for simple search tasks[END_REF]. ρ refers to the number of total relevant documents.

• MRR. The Reciprocal Rank (RR) computes the reciprocal of the rank at which the first relevant document is retrieved for a given query Q i . RR is equal to 1 if a relevant document is retrieved at the 1st rank, or 1 2 if a relevant document is retrieved at 2nd rank and so on. When averaged across all evaluation queries, the measure is called the Mean Reciprocal Rank (MRR).

M RR = 1 n n i=1 1 rank i (1.7)
where rank i refers to the rank position of the first relevant document for the query Q i .

• DCG the Discounted Cumulative Gain (DCG) aims to measure relevant documents ranked highly in the rank list, and penalize highly relevant documents appearing lower in a search result list by means of the graded relevance value which is reduced logarithmically proportional to the position k of the result [START_REF] Järvelin | Cumulated gain-based evaluation of ir techniques[END_REF].

DCG@k = k i=1 ε i log 2 (i + 1) (1.8)
where ε i refers to the relevance value of the result at position i.

Since search result lists vary in length depending on the query, the normalized DCG (nDCG) computes the cumulative gain that the user obtains by examining the retrieval result up to a given ranked position k [START_REF] Järvelin | Cumulated gain-based evaluation of ir techniques[END_REF] .

nDCG@k = DCG k IDCG k (1.9)
where

IDCG@k = |REL k | i=1 
2 ε i -1 log 2 (i+1)
is the ideal discounted cumulative gain, where REL k represents the list of relevant documents in the corpus up to position k, ranked in a descending order of their relevance.

Benchmarks and Campaigns

The Text Retrieval Conference (TREC)2 provides a complete evaluation benchmark to compare the different proposed IR methods. The TREC datasets result from a project initiated by the Defense Advanced Research Project Agency (DARPA)3 , co-organized by the National Institute of Standards and Technology (NIST) 4 . The NII Testbeds and Community for Information access Research (NTCIR)5 is a series of evaluation workshops designed to enhance research in information technology including mainly information retrieval and question answering. A grid of several evaluation campaigns launch, for text processing research, could be found in [START_REF] Paroubek | Principles of evaluation in natural language processing[END_REF].

Text Matching Issues

We can distinguish several limitations related to classical text matching methods. First, the widely used BoW representation approach considers the words of a text as independent elements. However, words of a given text are some how related to each other. We believe that characteristics of the different words in a sequence, such as the sequencing, positions and co-occurrences are some of the most important aspects that could help to distinguish the relevant document from other documents that contain the query words without necessarily being relevant. Besides, the BoW-based matching models [START_REF] Stephen | Some simple effective approximations to the 2-poisson model for probabilistic weighted retrieval[END_REF][START_REF] Bilotti | Structured retrieval for question answering[END_REF][START_REF] David | Text representation for intelligent text retrieval: A classification-oriented view. Text-based intelligent systems: current research and practice in information extraction and retrieval[END_REF] are statistical methods where the query words frequency in a document is the basic asset to compute its relevance. These models are based on the exact matching and consider documents with no query word as irrelevant. However, several documents could be relevant without having any lexical match information with the query. For instance, synonyms of the query words can be used instead of these words themselves. Hence, a semantic-based matching scheme is needed in order to cope with these limitations. To overcome the aforementioned problems, semantic-based methods, such as latent semantics LSI [START_REF] Dumais | Using latent semantic analysis to improve access to textual information[END_REF] and LSA [START_REF] Thomas | A solution to plato's problem: The latent semantic analysis theory of acquisition, induction, and representation of knowledge[END_REF], concept-based methods [7,[START_REF] Gonzalo | Indexing with wordnet synsets can improve text retrieval[END_REF], and wordsense matching [START_REF] Sanderson | Word sense disambiguation and information retrieval[END_REF], can provide a way to represent a text as a set of concepts, where word representations are computed based on a word co-occurrence matrix factorization, or external resource such as thesaurus. These models enable to efficiently leverage statistical information in a text corpus but perform relatively poorly in word analogy tasks [START_REF] Pennington | Glove: Global vectors for word representation[END_REF]. Recently, context-based representation models [START_REF] Mikolov | Linguistic regularities in continuous space word representations[END_REF][START_REF] Levy | Linguistic regularities in sparse and explicit word representations[END_REF] have been proposed. These models enable to learn semantic-based word representations allowing to effectively compute the semantic relatedness between lexically different words and reveal the contextual similarities and links. Hence, these representation models can be used to overcome limitations of the classical BoW and latent semantic models.

Beyond the word-based similarity, IR approaches are confronted with a variety of issues related to the text matching process. First, the gap between the query length and the document length makes it difficult to retrieve the appropriate document for the user query. More specifically, the query is shown [START_REF] Arampatzis | A study of query length[END_REF] to be regularly short and made of a small amount of key words, which leads sometimes to ambiguity problems. In contrast, the document is much longer and could span different topics. Hence, these documents may be entirely or partially relevant. Such that, they may have passages that are likely more relevant to the query than other passages of the same document. Besides, in the same document or word sequence in general, words are not of the same importance, and we need to handle them accordingly in a matching model. Finally, most text matching models handle the sequences being matched in the same way regardless of the nature of the matching task. In chapter 7 we highlight the differences between several matching tasks and the related issue.

To handle the different aspects aforementioned, text representation and matching models need to process input sequences deeper than the simple wordlevel analysis and the lexical similarity assessment. To do so, recent text matching models tend to use automatic and deep learning techniques, to build models for text representation learning and relevance assessment of different results (documents, answers). In chapter 4, we give an overall description of these models and discuss several related issues.

Conclusion

In this chapter, we have viewed the basic concepts in IR, from the input representation to the results retrieval. We have seen the main limitations of the classical BoW representation approach and the exact matching process. In fact, the simplicity of these classical methods does not allow the matching models to capture semantic relatedness as well as the contextual information that are important and could influence the retrieval process. To overcome these limitations, approaches based on word co-occurrences represent a document as a set of concepts. The objective of these approaches is to explore the semantic relatedness between words while performing the text matching process.

The recent IR research interest is focused on using machine learning and deep learning techniques in order to solve several issues related to classical text matching models. Several deep models have been proposed exploiting both the semantic representations and the neural networks. The objective of the neuralbased models is to capture higher level semantic features and relevance signals, for better performing the matching function. In the next chapter, we will present a set of basic concepts about neural models and deep learning aspects.

CHAPTER 2 BASIC CONCEPTS IN NEURAL NETWORKS AND DEEP LEARNING

Introduction

The advances in machine learning have emerged a set of non-linear methods known as deep structured learning, or more commonly deep learning [START_REF] Deng | Deep learning: methods and applications[END_REF]. These new techniques are based on different structures of artificial neural networks, which are composed of multiple processing layers, to learn representations of data with multiple levels of abstraction [START_REF] Lecun | Deep learning[END_REF].

Deep learning methods have affected several artificial intelligence fields such as computer vision [START_REF] Krizhevsky | Imagenet classification with deep convolutional neural networks[END_REF], speech recognition [START_REF] Hinton | Deep neural networks for acoustic modeling in speech recognition[END_REF] and machine translation [START_REF] Sutskever | Sequence to sequence learning with neural networks[END_REF]. Artificial neural networks have been introduced in 1943 by McCulloch and Pitts [START_REF] Warren | A logical calculus of the ideas immanent in nervous activity[END_REF]. It is a bio-inspired1 computational approach, including several models for automatic information processing [START_REF] Christopher | Neural networks for pattern recognition[END_REF][START_REF] Boughanem | Mercure at trec7[END_REF][START_REF] Bengio | A neural probabilistic language model[END_REF]. Besides, the invention of the Graphic Processing Units (GPUs) [START_REF] Nickolls | Scalable parallel programming[END_REF] is one of the most important factors that encouraged and emerged several developments in the deep learning area. Indeed, GPUs rapidly manipulate and alter memory to accelerate the creation of images in a frame buffer intended for output to a display device. Their highly parallel structure makes them more efficient than general-purpose central processing units (CPUs), for algorithms that process large blocks of data in parallel such as DNNs.

In this chapter, we aim to present a set of basic concepts of neural models and deep learning. We introduce key definitions and computational aspects. Following this, we present the mostly used neural model architectures. Finally, we present the training process of neural-based methods and some related issues. 

Main Concepts and Definitions

Notations

Along this chapter, we adopt a set of notations, most of which are described in table 2.1.

Artificial Neurons

The artificial neuron or a formal neuron [START_REF] Jerome Y Lettvin | What the frog's eye tells the frog's brain[END_REF] is a computational unit for non linear data processing. Figure 2.1 shows an abstraction of the functionalities of a biological neuron in a formal neuron. The set of dendrites in the biological neuron are structures that receive electrical messages through the synaptic connections. These messages correspond to a set of input data values received by the artificial neuron, via every x i input connection. The cell body on the biological neuron is the element that process the received electrical messages. This process corresponds to the combination and activation process, and which is represented by the function f in the in the artificial neuron of figure 2.1. Finally, the axon terminal of the biological neuron corresponds to the output y of the formal neuron that will be fed to neurons of another layer returned as a final output value. The neuron model is a mathematical model that receives different input information as a set of digital signals. These inputs are then integrated, using function f , with a set of free and trainable parameters, including the connection weights w i and the input bias b, to produce a single output. This aspect is highlighted in figure 2.2, where we identify several elements that are involved in transforming the input signals vector x = [x 1 , ...x n ] to the single output y.

The Free Parameters

To every neuron, is associated a set of trainable parameters, called free parameters, including the connection weight vector w and the bias b which is a connection weight corresponding to an additional (imaginary) input of value 1. 
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The free parameters are usually referred to as model parameters, and denoted as θ = {b, w} ∈ R × R n .

The Transformation Function

Every artificial neuron includes a function f used to transform the input elements of x to the output y. The function f is in fact composed of two main functions: the aggregation function ψ and the activation function δ, as shown in figure 2.2. The objective of these functions is to combine the different inputs using a linear function, in the former, and to transform this combination using a non-linear function, in the latter. Hence, f can be defined as in equation 2.1.

y = f (x), and f (x) = δ (ψ (x 1 , ..., x n )) = δ n i=1 w i x i + b (2.1)
where w i is the connection weight corresponding to the input x i .

The Activation Function

The activation function, also called transfer function, is used to control the information propagation through a multi-layer network, based on a defined threshold value . Depending on this value and the output value y j , the neuron could have several states:

• y j < : neuron inhibited or inactive;

• y j ≈ : transition phase;

• y j > : neuron active.

In practice, several activation functions are used depending on the application's objective. Every activation function takes a single number and performs a mathematical operation on it to map it to a corresponding interval. Some of the widely used activation functions are Tanh, ReLU, and Sigmoid. In figure 2.3 we show their corresponding curves. In [START_REF] Alcantara | Empirical analysis of non-linear activation functions for deep neural networks in classification tasks[END_REF], presents an overview of activation functions and compare them through an empirical analysis using several deep learning applications.

Artificial Neural Networks

Although a single neuron is able of learning and solving some classification problems, it can not model complex links between data and complex tasks though. Neural networks are highly connected graphs where nodes correspond to artificial neurons working in parallel and vertices correspond to the network connections. Each neuron is an elementary processor that computes an output value based on the information it receives in input, as described in figure 2.2. The connections between the different neurons are weighted and make up the network topology, and which can vary from one model to another. Figure 2.4 shows an example of a simple multi-layer perceptron MLP, with three layers. An MLP [START_REF] Minsky | Perceptrons: An introduction to computational geometry[END_REF], called also a simple feed-forward network [START_REF] Svozil | Introduction to multi-layer feed-forward neural networks[END_REF], consists of neurons that are ordered into layers. Between the input layer and the output layer, there could be several hidden layers all connected in one side only, from current to next layer in the direction of the output.

There are also recurrent architectures where the inputs of a neuron can be its own outputs. These NN architectures are presented in section 2.3 among other widely used models. In figure 2.4, the input layer of the NN corresponds to the input data x, the hidden layer contains a set of computed hidden (intermediate) states h j . The parameters θ ij = {w ij , b i } include a connection weight w ij and a bias value b i , corresponding to the node i connected to the node j. The output layer gives the final computed value(s) by the network. Note that the size of the last layer depends on the application's objective. For example, if the NN is used for a classification objective [START_REF] Richard P Lippmann | Pattern classification using neural networks[END_REF], the output layer may have several nodes, such that each node refers to a corresponding class label. While in regression applications [START_REF] Donald | A general regression neural network[END_REF], the output contains only one node that corresponds to a single score. An NN composed of a succession of layers is refereed to as n-layer neural network with n corresponds to the number of hidden layers, an NN is considered to be deep or shallow w.r.t. the number n. Such that, the NN is considered as deep if n > 1 [START_REF] Deng | Deep learning: methods and applications[END_REF]. Hence, the definition of the deep learning: "A class of Chapter 2 Basic Concepts in Neural Networks and Deep Learning machine learning techniques that exploit many layers of non-linear information processing for supervised or unsupervised feature extraction and transformation, and for pattern analysis and classification." [START_REF] Deng | Deep learning: methods and applications[END_REF].

The objective of every layer in the NN (except the input layer) is to approximate a function f * , based on the transformation function f (equation 2.1) applied at every node of that layer. The training process corrects the parameters θ for a better approximation of the predictions through a set of learning iterations. Hence, the approximated transformation function of a given layer of the MLP is as defined in equation 2.2.

f * (x) = δ (W x + b) (2.2)
where W and b refer, respectively, to the connection weights matrix and the bias vector corresponding to one layer in the MLP.

Some NN Architectures

Several NN architectures have been proposed to address different tasks. In this section, we present mainly those used in this thesis.

Convolution Neural Networks (CNN)

Because the simple MLP neural networks are not able to process data with several dimensions, the CNN models are used to handle data with more than 2 dimensions. In this section, we describe basic characteristics of the CNN networks. Models using these networks for text matching applications are described in chapter 4. The convolutional network is first used in 1989 by Denker et al [START_REF] John S Denker | Neural network recognizer for hand-written zip code digits[END_REF] and Lecun et al. [START_REF] Lecun | Backpropagation applied to handwritten zip code recognition[END_REF] for handwritten character recognition. The follow-up works in image processing [START_REF] Lecun | Convolutional networks for images, speech, and time series[END_REF][START_REF] Egmont-Petersen | Image processing with neural networks-a review[END_REF][START_REF] Krizhevsky | Imagenet classification with deep convolutional neural networks[END_REF][START_REF] Milletari | V-net: Fully convolutional neural networks for volumetric medical image segmentation[END_REF] use a large range of CNN architectures. The trend to use the CNN models is due to their hierarchical architecture allowing a multi-level data processing, within two main types of layers: convolutional layers, and subsampling (more commonly pooling) layers.

The main characteristics of the convolution network are as follows:

• 3D layering of neurons. the layers can be of 3 dimensions, width, height and depth. The neurons of a layer are connected to only a few nodes of the layer before ;

• Local connectivity. the CNN first creates representations of a small parts of the input data sample, then assembles these representations to handle larger areas. This is performed by enforcing the local connectivity pattern, using different filters for a spatially local pattern recognition;

• Sharing weights. since the CNN uses several filters to extract different local patterns from the input image, every filter is slid along the image using the same free parameters. Hence, the number of trainable parameters is reduced, and every filter recognizes a specific pattern with a corresponding weight.

• Convolution and Sub-sampling. The convolutional layer shares many weights through the different filter windows, and the pooling layer sub-samples the output of the convolutional layer to reduce the data rate received from the layer before. A subsampling layer can be a max-pooling function or another aggregation function (avg or sum) that maps a window of the input matrix to a single value.

Every time a convolution layer is applied, the image's size shrinks. Besides, the corner pixels of the image are used only a few number of times during convolution as compared to the central pixels, and this leads to information loss. To overcome this issue, CNN models use a padding function which consist on adding some values, usually zeros, to the image borders to fit in the original input shape.

Recurrent Neural Networks (RNN)

Recurrent neural networks are based on David Rumelhart's work in 1986 [START_REF] David E Rumelhart | Learning representations by back-propagating errors[END_REF]. A RNN is a network with backward (recurrent) and forward connections between the different nodes. These connections form a directed graph along temporal sequence. The recurrent connections bring the information from nodes of the output back to nodes of the input. data of different applications, such as speech recognition [START_REF] Graves | Connectionist temporal classification: labelling unsegmented sequence data with recurrent neural networks[END_REF][START_REF] Kawakami | Supervised sequence labelling with recurrent neural networks[END_REF][START_REF] Graves | Speech recognition with deep recurrent neural networks[END_REF] and text processing [START_REF] Sutskever | Generating text with recurrent neural networks[END_REF][START_REF] Neculoiu | Learning text similarity with siamese recurrent networks[END_REF]. In a RNN, given an input sequence x =< x 1 ...x n >, the hidden layers of the network compute a tensor of hidden state vectors h = [h 1 , . . . , h n ], where every hidden state h t is then used to compute a corresponding output y t , as shown in equation 2.3 [START_REF] Neculoiu | Learning text similarity with siamese recurrent networks[END_REF].

h t = δ (W xh x t + W hh h t-1 + b h ) y t = W hy h t + b y (2.3)
where W xh , W hh and W hy are connection weights corresponding to the inputhidden, the hidden-hidden and the hidden-output connections, respectively. b h and b y are bias corresponding respectively to the hidden and the output layers. δ refers to the activation function.

In case of bidirectional RNN structure, as shown in figure 2.5, the hidden state h t is computed in both the forward an the backward directions [START_REF] Schuster | Bidirectional recurrent neural networks[END_REF]. Hence, the equation 2.3 becomes as shown in equation 2.4, where h t = -→ h t , ←h t is the tensor that is computed by the hidden layers.

- → h t = δ W x - → h x t + W-→ h - → h - → h t-1 + b-→ h ← - h t = δ W x ← - h x t + W← - h ← - h ← - h t-1 + b← - h y t = W-→ h y - → h t + W← - h y ← - h t + b y (2.4)
The RNN models can use their recurrent connections to explore the sequential information of an input sequence. However, error signals flowing backward in time tends to blow up or vanish, resulting in a kind of information oblivion by the RNN. To overcome this problem, Long short term memory (LSTM) cells have been introduced [START_REF] Hochreiter | Long short-term memory[END_REF]. An LSTM cell is a complex node of a RNN with memory. These cells are composed of several gates associated to the activation vector of the neural node. The different gates are regulators that correct and modify the signal being processed by every node, according to the previous information. Hence, every node in the LSTM network has an input gate, an output gate, and a forget gate, thus allow the constant error to flow through the network. A description of the LSTM cells is provided in figure 2.6, where the hidden states h t is computed following the pipeline functions of equation 2.5.

i t = δ (W xi x t + W hi h t-1 + W ci c t-1 + b i ) f t = δ (W xf x t + W hf h t-1 + W cf c t-1 + b f ) c t = f t c t-1 + i t tanh (W xc x t + W hc h t-1 + b c ) o t = δ (W xo x t + W ho h t-1 + W co c t-b o ) h t = o t tanh (c t ) (2.5)
where δ is the activation function of the hidden layer. i, f , o, and c are respectively the input gate, forget gate, output gate and the cell activation vector, all corresponding to the current input x t . Some variations of the LSTM units do not have one or more of these gates or may have other gates. For example, gated recurrent units (GRUs) [START_REF] Cho | Learning phrase representations using rnn encoder-decoder for statistical machine translation[END_REF] do not have an output gate. Further more, a bi-RNN architecture using LSTM cells results in a bidirectional LSTM (bi-LSTM) [START_REF] Graves | Framewise phoneme classification with bidirectional lstm and other neural network architectures[END_REF]. The latter can access long-range context in both input directions, thanks to the LSTM memory cells and the bidirectional processing of the bi-RNN.

Transformers

The Transformer is a deep learning model introduced by Vaswani et al. [START_REF] Vaswani | Attention is all you need[END_REF], used in processing natural language data such as text. A Transformer is designed in a same way than a RNN based solely on attention mechanisms [START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF] and simple feed forward layers, to handle ordered sequences of text. The main difference between the RNN and a Transformer is that the latter does not take into account the information (words or sequences) ordering, allowing for much more parallelization than RNNs during training [START_REF] Vaswani | Attention is all you need[END_REF].

Since their introduction, Transformers have become the basic building block of most state-of-the-art architectures in natural language processing [START_REF] Radford | Better language models and their implications[END_REF]. Since the Transformer architecture facilitates more parallelization during training computations, it has enabled training on much more data than was possible before it was introduced. This led to the development of pretrained systems such as BERT (Bidirectional Encoder Representations from Transformers) [START_REF] Devlin | Bert: Pre-training of deep bidirectional transformers for language understanding[END_REF].

Neural Models Training

In order to train a neural model, an objective function, sometimes referred to as a cost function, or a loss function, is defined to measure the learning error w.r.t. the desired data. This error represents the difference between the desired output (true labels) and the predicted value. Based on this error, the network is trained by updating its free parameters with the objective of minimizing it. To do so, weight updates are made to continually reduce the error until, either a good enough model (with a minimum error rate) is found, or a specific number of training iterations is reached.

Depending on the application's objective, the model can be supervised when true labels are given to adjust the model's parameters; weakly supervised when a few, imprecise or noisy true labels are provided for training the model in a supervised manner; or unsupervised where no truth information is provided for training. The general training process, in case of supervised applications, can be summarized as follows: first, select a set of training samples, then propagate the inputs over all the network, by computing several intermediate results until reaching the final output layer. The latter provides a value that is then used in order to compute the error rate compared to the true label corresponding to every input sample. Finally, the model parameters are updated w.r.t. the error value.

In order to train deep learning models, we need massive sets of training data. Many traditional lines of research in machine learning (ML) are motivated by training data issue. The hand-labeled training datasets are expensive and timeconsuming to be created -often requiring subject matter experts (SMEs) to get accurate true labels. A real-valued error focused on classification which has a strict "yes"/"no" interpretation. It indicates if predictions were correct or not.

Hinge loss max{1 -y ŷ, 0}

It considers that when the prediction and the label have the same sign the prediction is true. It is used for "maximum-margin" classifications, such as SVM.

Logistic error

1 ln 2 ln 1 + e -y ŷ
It converts log-odds to probabilities of correspondence between the prediction and the labels.

Cross entropy -y ln(ŷ)

-(1 -y) ln(1 -ŷ)
It measures the average number of bits needed to identify an event using an optimized function for an estimated probability distribution, rather than the true distribution 

Supervised Training

Supervised learning techniques construct predictive models by learning from a large number of training examples, where each training example has a corresponding true output label called also the ground-truth. In supervised learning, neural models are trained to minimize an error value. This value is measured by the difference between all the values predicted by the trained model and the corresponding true label values. Different cost functions compute different errors for the same prediction, and will therefore have a significant effect on the model performance, depending on the task being addressed, i.e. regression or classification. In this section, we present some widely used error functions. Given an input data vector X, a true labels vector Y corresponding to X, and a prediction vector ŷ = g(x; θ), where g refers to the NN model architecture, and θ represents all the model parameters. The model predicts an output value ŷ for each input x in the training sample. An error associated with ŷ is then computed comparing the prediction to the corresponding true label y. This error is computed using a loss function £(y, ŷ; θ). This function varies from one model to another. Table 2.2 gives a list of widely used loss functions.

In practice, loss values are estimated for the entire set of different samples in the training/evaluation dataset, and the value to be considered is called mean error. This value is computed by averaging the different loss values observed over all the different samples (examples) of the dataset and computed with the same loss function.

Weakly-Supervised and Unsupervised Training

To overcome the problem of truly labeled training data unavailability, several solutions have been used to generate reliable training data. Many methods have found that, unlabeled data when used in conjunction with a small amount of labeled data [START_REF] Chapelle | Semisupervised learning[END_REF], or using weak labels [START_REF] Hoffmann | Knowledge-based weak supervision for information extraction of overlapping relations[END_REF], that may be noisy or of lower quality but larger-scale, can produce considerable improvement in learning the model's accuracy.

The recent trend in ML research and deep learning applications tends to use weak labels to train finite models, for classification [START_REF] Rasiwasia | Scene classification with lowdimensional semantic spaces and weak supervision[END_REF] and for regression [START_REF] Tian | Wetext: Scene text detection under weak supervision[END_REF] objectives. The weak labels are automatically generated and computed rather by a pre-trained model [START_REF] Dehghani | Learning to learn from weak supervision by full supervision[END_REF] or by a model assumed to be effective [START_REF] Dehghani | Neural ranking models with weak supervision[END_REF]. In [START_REF] Zhou | A brief introduction to weakly supervised learning[END_REF], Zhou gives an overview of different weak supervision types.

Unsupervised Training

Differently from the supervised and weakly-supervised learning methods, the unsupervised learning methods aim to train a model in order to predict accurate results such that no true labels are provided. The objective is to directly infer the properties of the dataset density without providing correct answers or degree-of-error for each observation [START_REF] Hinton | Unsupervised learning: foundations of neural computation[END_REF]. Compared to supervised methods, the unsupervised learning the error is in general computed w.r.t. the input compared to its predicted representation, in a representation learning process, or by minimizing the distances between elements of the same group, in a clustering objective.

Note that in this thesis our work is not concerned by the weakly-supervised and unsupervised approaches, we propose only supervised models.

Training Algorithms

Several algorithms can be used to train NN models. In the following, we give a broad definition of the most used ones.

Backpropagation

The backpropagation is an algorithm used to train neural networks. It can be seen as an application of a chain computation rule or chain reminder that uses a backward differentiation [START_REF] Lecun | Deep learning[END_REF]. Rumelhart et al. [START_REF] David E Rumelhart | Learning representations by back-propagating errors[END_REF] have proven that this algorithm can effectively train multi-layer neural networks undoubtedly, which was a major catalyst for subsequent research in training neural networks with backpropagation [START_REF] Lecun | Handwritten digit recognition with a back-propagation network[END_REF][START_REF] Anthony | Back-propagation neural networks for modeling complex systems[END_REF][START_REF] Hecht-Nielsen | Theory of the backpropagation neural network[END_REF]. It is based on the gradient (derivative) of an objective function £ with respect to the connection weights W of a multilayer NN. The backpropagation process is applied repeatedly to propagate gradients through all nodes of the NN, starting from the output all the way to the input (backward pass) [START_REF] Lecun | Deep learning[END_REF].

Formally, let g be the NN model to be trained. Given an input data sample x, a corresponding true label value y, and the predicted output value ŷ = g(x). The backpropagation method aims to learn a mapping function g : x → y, based on a differentiable objective function £ (ŷ, y) that computes the error value at each iteration, to better approximate the true association of every element in the input space X to the corresponding element in the output space Y .

Gradient Descent

Gradient descent, also called gradient backpropagation, is one of the most popular algorithms for optimizing neural networks. Gradient descent is a way to minimize the cost function £(θ) by updating the parameters in the opposite direction of the gradient ∆£ w.r.t. the free parameters θ. A learning rate α is then used to determine the size of the steps taken to reach a local or global minimum optimized error value. Hence, the parameters θ are updated at each training iteration t as shown in equation 2.6.

θ t = θ t-1 -α∆£(θ) (2.6)
There are three variants of the gradient descent algorithm, which differ in the number of input examples (samples) used to compute the gradient of the cost function £. Depending on the quantity of examples given, usually, there is a trade-off between the quality of the parameters update and the time required to perform an update.

• Batch Gradient Descent (GD). is computed on all input examples and their corresponding labels, then perform a single update, at every iteration. The GD algorithm can be very slow and even impossible for data sets that do not fit in the memory.

• Stochastic Gradient Descent (SGD). differently than the GD, it uses the cost gradient of only one example at each iteration. At each iteration, the model parameters are updated using a learning example drawn at random, which makes the algorithm faster.

• Mini-batch Gradient Descent (MGD). combining the GD and SGD, the MGD updates the model's parameters for each minibatch (training subset) of the input data. Hence, the MGD reduces the variance of parameter updates (relative to SGD), which can lead to more stable convergence.

Over-fitting and Regularization

The over-fitting happens when the model contains more parameters than can be trained with the dataset that is used (train set), ie: the model's complexity is not effective to the training data [START_REF] Moody | The effective number of parameters: An analysis of generalization and regularization in nonlinear learning systems[END_REF]. Hence, the resulting model struggles to generalize or produce accurate results in an unknown dataset (validation set).

During training, the weights grow in size in order to handle the specifics of the examples seen in the training data. The large weights make the network unstable, resulting in large differences in the outputs corresponding for minor variation or statistical noise on the expected inputs [START_REF] Reed | Neural smithing: supervised learning in feedforward artificial neural networks[END_REF]. In order to avoid overfitting situations and poor performances when making predictions, we need to update the learning algorithm to encourage the network to keep the weights small and penalize the large weights. This is called weight regularization and it can be used as a general technique to reduce over-fitting of the training dataset and improve the generalization of the model. Traditionally, regularization is conducted by including an additional term in the cost function of a learning algorithm. In [START_REF] Jin | Neural network regularization and ensembling using multi-objective evolutionary algorithms[END_REF], several illustrative examples on weights regularization have been compared. Several regularization techniques have been suggested in the literature, such as early stopping, dropout, weight decay and curvature-driven smoothing, as described in [START_REF] Christopher | Neural networks for pattern recognition[END_REF]. In the following, we describe three regularization methods that are widely used in different deep learning applications.

• Early stopping. [START_REF] Yao | On early stopping in gradient descent learning[END_REF][START_REF] Raskutti | Early stopping and non-parametric regression: an optimal data-dependent stopping rule[END_REF] While using this method, the available data samples are divided into three subsets: training, validation, and testing sets. The error on the validation set is monitored during the training process and when the validation error increases for a specific number of iterations, the training is stopped, and the weights at the minimum of the validation error value are returned.

• Dropout. [START_REF] Srivastava | Dropout: a simple way to prevent neural networks from overfitting[END_REF][START_REF] Hinton | Improving neural networks by preventing coadaptation of feature detectors[END_REF] This method consists on randomly omitting, with a defined probability value, a part of the feature detectors (nodes) on each training example. It aims to prevent complex co-adaptations of the different units on the training data. In [START_REF] Hinton | Improving neural networks by preventing coadaptation of feature detectors[END_REF], Hinton et al. have performed an empirical study evaluating several dropout rates in different layers of a NN for images classification, and showed that a dropout values of 0.2 and 0.5 enable to highly reduce the classification errors relative to different existing methods.

• Batch Normalization. [START_REF] Ioffe | Batch normalization: Accelerating deep network training by reducing internal covariate shift[END_REF] This method makes the data normalization a part of the model's architecture. It performs the normalization for each training mini-batch. The objective of this method is to improve the training and reduce the impact of the changes in the distribution of network activations, due to the changes in the network parameters. Hence, make the network training converges faster.

Conclusion

In this chapter, we presented some basic concepts on neural networks and deep learning.

The data availability and accessibility have encouraged researchers to study the current world in different areas. The resulting research work have came up with several training tips and strategies (sections 2.4 and 2.5) to enhance and develop deep learning applications.

In this thesis, we are interested in application of these new technologies in different text matching applications. We describe and discuss several models for representation learning and matching in Part III of this document.

Part III

State of The Art Overview CHAPTER 3 TEXT REPRESENTATION MODELS

Introduction

Multiple issues and weaknesses have been mentioned while using the classical BoW representations in different text matching tasks [START_REF] Hanna | Topic modeling: Beyond bag-of-words[END_REF][START_REF] Kao | Natural language processing and text mining[END_REF][START_REF] Croft | Search engines: Information retrieval in practice[END_REF], such as the large features dimension, highly sparse representations, lack of semantics and the vocabulary mismatch. Another important issue is related to short queries that can be ambiguous [START_REF] Krovetz | Lexical ambiguity and information retrieval[END_REF]. These as are the major limitations that have encouraged research in NLP to focus on dense representations capable of capturing semantics and context information.

Vector space models have already been used in distributional semantics [START_REF] Burghard | On distributed representation in word semantics[END_REF]. Since then, we have seen the development of multiple models used for estimating continuous representations of words in order to overcome the limitations of the BoW representations. Refereed to as word embedding (the most used), distributional semantics or distributed representations, these representations are based in a language model theory [START_REF] Bookstein | Probabilistic models for automatic indexing[END_REF][START_REF] Paul | A probabilistic approach to automatic keyword indexing[END_REF] to learn to predict words by knowing their contexts. Some of them [START_REF] Bengio | A neural probabilistic language model[END_REF] use neural networks and hence, are called neural network language models (NNLM). The NNLMs, as a variety of distributional semantics models, have shown [START_REF] Baroni | Don't count, predict! a systematic comparison of context-counting vs. contextpredicting semantic vectors[END_REF] their effectiveness, in word analogy and semantic relations tasks, compared to Latent Semantic Analysis (LSA) [START_REF] Deerwester | Indexing by latent semantic analysis[END_REF][START_REF] Thomas | Latent semantic analysis[END_REF]. Bengio et al [START_REF] Bengio | A neural probabilistic language model[END_REF] were the first to propose a neural language model by introducing the idea of simultaneously learning a language model that predicts words based on their contexts. This idea has since been adopted in many studies. Some of the widely used models for distributed word representations in text matching tasks, including NLP and IR applications, are the Word2Vec model [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] and GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF]. The success of distributed word representations has also led to work on learning distributed representations for larger text units, including paragraphs and documents [8]. Other works [START_REF] Nguyen | Learning concept-driven document embeddings for medical information search[END_REF][START_REF] Ni | Semantic documents relatedness using concept graph representation[END_REF][START_REF] Bordes | Translating embeddings for modeling multirelational data[END_REF]] make use of external semantic resources, in conjunction with the distributed word vectors, in order to learn accurate representations for words and sequences of words. These methods are out of the scope of this thesis, more details about these models can be found in the work of Nguyen et al [START_REF] Nguyen | Modèles neuronaux pour la recherche d'information: approches dirigées par les ressources sémantiques[END_REF]. The main motivation of using the distributed representations of words as well as of sequences, in text matching applications, is that simple vector calculus reflect semantic relatedness between words and sequences. For instance, distances between word vectors are semantically significant, since word embedded vectors are learned so that words belonging to the same context have similar vectors [START_REF] Mikolov | Linguistic regularities in continuous space word representations[END_REF]. The same applies to sequence vectors [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF][START_REF] Kiros | Skip-thought vectors[END_REF], where sentences that share semantic and syntactic properties are thus mapped to similar vector representations [START_REF] Kiros | Skip-thought vectors[END_REF].

In the following sections, we use the notations defined in Table 3.1. We assume that words are the smallest unity of a text, and do not consider the character-based representation models [START_REF] Joulin | Bag of tricks for efficient text classification[END_REF][START_REF] Wieting | Charagram: Embedding words and sentences via character n-grams[END_REF]. We detail the main works related to distributed text representations and their different levels of granularity. Specifically, word representation models and sequence representation models are presented, in sections 3.2 and 3.3 respectively. Several text matching models that are based on distributed representations of words and sequences, are presented in section 3.4.1. Finally, in section 3.5, we discuss several issues related to the learning and the use of distributed representations of words and sequences.

Distributed representations of words

In this section, we present some models for learning distributed word representations. These models are grouped into two different classes [START_REF] Pennington | Glove: Global vectors for word representation[END_REF], methods based on matrix factorization and methods based on local context windows.

Matrix Factorization Methods

The matrix factorization (MF) approach is used to factor analysis procedures [START_REF] Elmer | The cyclic jacobi method for computing the principal values of a complex matrix[END_REF][START_REF] Gene | Singular value decomposition and least squares solutions[END_REF]. One of the most used and simpler factorization methods for text representation is the singular value decomposition (SVD) [START_REF] Miller | Computer solution of linear algebraic systems[END_REF]. In text mining, this method is used to handle the semantic aspects of a large text collections, and construct dense representations. Such as the LSI [START_REF] Deerwester | Indexing by latent semantic analysis[END_REF], the LSA [START_REF] Thomas K Landauer | Handbook of latent semantic analysis[END_REF] and the PLSI [START_REF] Hofmann | Probabilistic latent semantic indexing[END_REF] latent models. These models use a large term-document or termcontext occurrence matrices to capture statistical information of different words in a corpus. These matrices are decomposed using the SVD method, in order to capture the most important latent concepts for indexing huge amount of text data, and hence construct a semantic-based dense representations for words and sequences.

Differently from the aforementioned latent space-based methods, other methods such as, HLA [START_REF] Lund | Producing high-dimensional semantic spaces from lexical co-occurrence[END_REF], COALS [START_REF] Douglas Lt Rohde | An improved model of semantic similarity based on lexical co-occurrence[END_REF] and HPCA [START_REF] Lebret | Word emdeddings through hellinger pca[END_REF] use word-word cooccurrence matrices, where both rows and columns correspond to words and the entries correspond to the number of times a given word occurs in the context (window) of another given word. Recently, Pennington et al. [START_REF] Pennington | Glove: Global vectors for word representation[END_REF] have proposed the global vectors for word representation, namely GloVe. This model is a word representation learning method that combines the MF technique, using a word-word matrix ; with the local context window of every word. This method exploits the "global" log-bilinear regression model [START_REF] Field | Discovering statistics using SPSS[END_REF], which is a statistical technique used to analyze the relationship between more than two categorical variables. GloVe leverages statistical information about a text dataset, by training the model only on the nonzero elements of the co-occurrence matrix, rather than on the entire sparse matrix or on individual context windows of a large corpus. It combines the global and the local contexts during training to learn the embedded representations of words. This process is highlighted in the objective function of equation 3.1 [START_REF] Pennington | Glove: Global vectors for word representation[END_REF].

£ = V i,j=1 f (x ij ) (e(w i ) • e(w j ) + b i + b j -log x ij ) 2 (3.1)
where x ij , e(w i ) and e(w j ) are co-occurrence number, and the embedded representations of words w i and w j , respectively. b i and b j are bias values associated to e(w i ) and e(w j ), respectively. V is the dataset vocabulary, and f (x) is a weighting function defined as follows:

f (x) = (x/x max ) α if x < x max 1 otherwise (3.2)
where α is a defined parameter, such that rare and highly frequent co-occurrences are not overweighted.

Local Context Window Methods

Differently from the matrix factorization methods, the local context-based approach aims to learn word representations based on the occurrence window called local word context. The neural network language model (NNLM) [START_REF] Bengio | A neural probabilistic language model[END_REF] is the origin of context-based methods for learning word representations, and it is a probabilistic language model where word probabilities are computed using a neural network architecture. The NNLM simultaneously learns distributed representations embeddings for input words, and the probability function for the corresponding context windows using its word vectors. NNLM uses a language model such that, given a sequence s =< w 1 ...w |s| >, where w t ∈ V is the word at position t. The objective is to learn a function f that computes the probability to get words of a given context window c =< w t-n+1 • • • w t > of length n in s, using a NN architecture. The NNLM computes the probability of getting a sequence of words knowing a current word w t , using a NN that takes in input the sparse vector of every vocabulary word.

The NNLM is trained to optimize a loss function £ for all the words of the sequence1 s and their corresponding context windows c. As defined in equation
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The neural network connections where θ refers to all the parameters of the NN used to compute the probability P .

The results obtained by the NNLM model have led Collobert et al. [START_REF] Collobert | Natural language processing (almost) from scratch[END_REF] to use the full symmetric context window of a word, in order to learn its representation vector, rather than just predicting its preceding context words. In their model [START_REF] Collobert | Natural language processing (almost) from scratch[END_REF]

, Collobert et al. use a symmetric context window c =< w t-n+1 • • • w t • • • w t+n-1 >.
Hence, the context of a word w t refers to n words before and n words after.

Following the success of previous NNLM methods, Mikolov et al [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF][START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] proposed an effective embedding method, called Word2Vec, for computing distributed representations of words. Figure 3.1 shows a general architecture of the Word2Vec model, where x corresponds to the NN input vector, h is the hidden layer of dimension dim, and y is the output vector. Two different configurations of this architecture have been adopted in [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF]. Specifically, the CBOW and the Skip-Gram architectures are both based on the architecture of the NNLM. Mikolov et al. have adapted several techniques to improve the learning effectiveness and the quality of the outcome representations.

The CBOW model [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] is similar to the model of Collobert and Weston [START_REF] Collobert | Natural language processing (almost) from scratch[END_REF], and is trained to predict a word w t based on the words in its symmetric context c. First, words of the context c are aggregated (sum or average) and fed to the model. After training, the vector representation is provided by the hidden layer h of the NN. Differently from the CBOW architecture, the Skip-Gram model [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] is trained to predict the symmetric context, given the word w t in the center. In both configurations of the Word2Vec (CBOW and SkipGram), for each wordcontext pair (w t , c), the ith element in the output layer of the NN (figure 3.1), and is computed as shown in equation 3.4.

y i = e IN (c).e OU T (w t ) = E IN . c.E OU T . w t (3.4)
where E IN , E OU T ∈ R |V |×dim are the NN connection weights related to the hidden layer h of size dim, and consist on the embedding spaces. c and w t are respectively the context and the current word vectors, with { c, w t } ⊂ R |V | . In case of the CBOW configuration, w t is the central word to be found; and c is its corresponding context having n words before and n words after. Vectors of these words are aggregated in a single input vector x = w∈c w and fed to the NN (figure 3.1). While in the Skip-Gram model, the objective is to predict a word w j which consists on a word from the context window of the central word w t . Hence, for each central word w t , the network will iterate 2 × n times with the same input x = w t in order to predict all the words w j ∈ {w t-k , ..., w t-1 , w t+1 , ..., w t+k } of the context window [START_REF] Rong | word2vec parameter learning explained[END_REF]. Each predicted w j is expected to be of the same semantic context as the previous predicted words.

Following several results and analysis of the context-based distributed word representations, some authors have been interested in the adaptation of the Word2Vec model [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] to the task being addressed. For instance, the cross-lingual embedding models [START_REF] Vulić | Monolingual and cross-lingual information retrieval models based on (bilingual) word embeddings[END_REF][START_REF] Coulmance | Trans-gram, fast cross-lingual word-embeddings[END_REF][START_REF] Upadhyay | Crosslingual models of word embeddings: An empirical comparison[END_REF], the DESM [START_REF] Nalisnick | Improving document ranking with dual word embeddings[END_REF] composed of the two different embedding sub-spaces IN and OUT (figue 3.1), and the relevance-based embedding model [START_REF] Zamani | Relevance-based word embedding[END_REF] for query expansion. In the scope of this thesis, we have made a large use of the previously proposed embedded word representations, specifically Word2Vec [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] and GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF], in order to exploit the semantic aspects of words and sequences in a text.

Distributed Representations of Sentences

The distributed word representations have been the basis of several works on text matching applications, such as question answering [START_REF] Zhou | Learning continuous word embedding with metadata for question retrieval in community question answering[END_REF][START_REF] Lu | Hierarchical question-image co-attention for visual question answering[END_REF][START_REF] Yang | anmm: Ranking short answer texts with attention-based neural matching model[END_REF] and document retrieval [START_REF] Zheng | Learning to reweight terms with distributed representations[END_REF][START_REF] Ganguly | Word embedding based generalized language model for information retrieval[END_REF][START_REF] Diaz | Query expansion with locally-trained word embeddings[END_REF], by exploiting the word-level semantic relatedness between words within different contexts.

Several models have been proposed to construct embedded representations for sentences and documents. We can divide the different models into two main categories [START_REF] Nguyen | Modèles neuronaux pour la recherche d'information: approches dirigées par les ressources sémantiques[END_REF], according to the approach which is used to generate the embedding of the input text: 1) aggregated [START_REF] Kenter | Siamese cbow: Optimizing word embeddings for sentence representations[END_REF][START_REF] Hill | Learning distributed representations of sentences from unlabelled data[END_REF][START_REF] Arora | A simple but tough-tobeat baseline for sentence embeddings[END_REF][START_REF] Boom | Representation learning for very short texts using weighted word embedding aggregation[END_REF], where the proposed models construct the embedded vector of a text based on the component word representations, and apply aggregation functions to build the sentence representation. 2) non-aggregated [8,[START_REF] Kiros | Skip-thought vectors[END_REF][START_REF] Zamani | Estimating embedding vectors for queries[END_REF][START_REF] Zhao | Unsupervised discrete sentence representation learning for interpretable neural dialog generation[END_REF][START_REF] Logeswaran | An efficient framework for learning sentence representations[END_REF], in this class, models directly obtain a representation vector of a text sequence without using a summationbased combination of component word vectors, and a non linear method is used.

Aggregated Representations

Models of this class use a linear function that combines word vectors of an input sequence to construct its corresponding representation vector. This class includes models that are based on the simple Averaged Word Embedding (AWE) approach [START_REF] Yin | Convolutional neural network for paraphrase identification[END_REF][START_REF] Vulić | Monolingual and cross-lingual information retrieval models based on (bilingual) word embeddings[END_REF][START_REF] Zheng | Learning to reweight terms with distributed representations[END_REF][START_REF] Kusner | From word embeddings to document distances[END_REF]. The AWE method consists on using the sum or average of the embedded vector representations of component words in a given sequence, to produce a global vector representation. Such that, for a given sequence words s = {w 1 ...w m }, the corresponding embedded representation e(s) is computed as in equation 3.5.

e(s) = 1

i β i wi∈s

β i e(w i ) (3.5)
where β i is the weight of word w i , and e(w i ) its embedded vector. Note that in case of a simple average function is used β i = 1, ∀w i ∈ s, and hence i β i = m Several models are based on equation 3.5 to estimate embedded representations for word sequences. For instance, Kenter et al. [START_REF] Kenter | Siamese cbow: Optimizing word embeddings for sentence representations[END_REF] have proposed the Siamese Continuous Bag of Words (Siamese CBOW) model. This method aims at learning embedded word vectors and aggregating them using an average function, in order to construct embedded representations for input sentences. A cosine similarity function is then used to match the different sentence vectors.

During training, the model optimizes the word embeddings to better compute the whole sentence representations. The Siamese CBOW [START_REF] Kenter | Siamese cbow: Optimizing word embeddings for sentence representations[END_REF] is based on a supervised set up, and learns to predict sentences occurring next to each other in the training dataset. Differently from the supervised Siamese CBOW model [START_REF] Kenter | Siamese cbow: Optimizing word embeddings for sentence representations[END_REF], Hill et al. [START_REF] Hill | Learning distributed representations of sentences from unlabelled data[END_REF] have proposed the Sequential Denoising Auto-Encoder2 (SDAE), built with an LSTM-based encoder-decoder architecture, and which is a supervised method for learning sentence embedding from an unlabelled dataset. This model is trained to optimize the embedded word vectors. The final sentence representation is computed by aggregating component word vectors, using a linear combination. The SDAE model first introduces some noise by swapping some bi-gram word vectors of an input sequence, then is trained to reconstruct the original sentence.

Without using a neural architecture, Arora et al. [START_REF] Arora | A simple but tough-tobeat baseline for sentence embeddings[END_REF] have proposed a strong new baseline for sentence embedding learning. This method consists on a simple weighted average of the word vectors of a given sequence, as described in equation 3.5. The averaged vector representation is then modified using a principal component analysis (PCA) [START_REF] Pearson | on lines and planes of closest fit to systems of points in space[END_REF] or the singular value decomposition (SVD) [START_REF] Miller | Computer solution of linear algebraic systems[END_REF] method. The authors first construct all the sentence vectors by averaging their word embeddings, then compute a singular vector for every sentence, in order to optimize the different representations and reduce the sentence vocabulary space. Another similar approach is proposed by De Boom el al. [START_REF] Boom | Representation learning for very short texts using weighted word embedding aggregation[END_REF], and that is also based on averaging weighted word vectors of a given sequence. Given the pair of sentences to be matched, the model first computes initial averaged embedding vectors for both of them using same word weights. After that, the weights are updated using a gradient descent process, which is expected to minimize the error corresponding to similar sentences, in order to learn better coefficients for the average function.

The simple averaged embedding treats all words with the same importance in the combination. Although some works [START_REF] Vulić | Monolingual and cross-lingual information retrieval models based on (bilingual) word embeddings[END_REF][START_REF] Zheng | Learning to reweight terms with distributed representations[END_REF] have considered terms weighting (equation 3.5), Zamani et al. [START_REF] Zamani | Estimating embedding vectors for queries[END_REF] have argued that aggregating word vectors of a long sequence could result in imprecise representations of the corresponding semantic content. Links such as, the dependencies and similarities between different words, sequences, and paragraphs in a text are not taken into account. To cope with this limitation, non-aggregated representation models have been proposed.

Non-Aggregated Representations

Non-aggregated representation learning approaches do not use AWE functions. These methods construct a latent vector for every sentence using a function that learns to map the initial word representations (pre-trained embeddings or sparse one-hot vectors) to a latent representation of the whole sentence.

One of the most popular models for computing sequence embeddings is the ParagraphVector of Le [8] which is derived from the previous work Word2Vec [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF] for learning embedded word representations. The ParagraphVector model considers a paragraph3 as an atomic unit instead of a combination function of its component words. Hence, it extends the Word2Vec model's architecture with an additional input token dedicated for learning paragraph embeddings. It is based on maximizing the average log probability of getting an in-context word, given the other words of its context and the sequence containing them. Differently from this model, the Skip-Thought model [START_REF] Kiros | Skip-thought vectors[END_REF] preserves the semantic compositionality principle4 while learning distributed representations of input sentences. Skip-Thought consists on an encoder-decoder neural network [START_REF] Cho | Learning phrase representations using rnn encoder-decoder for statistical machine translation[END_REF][START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF]. Its encoder is a recurrent network (RNN) that produces a vector representation of the source sentence and the decoder is another RNN that sequentially predicts the words of adjacent sentences. The underlying assumption [START_REF] Kiros | Skip-thought vectors[END_REF] is that, in the content of a sentence, anything that leads to a better reconstruction of neighbouring sentences is also essential to the representation of the current sentence. In [START_REF] Ai | Improving language estimation with the paragraph vector model for ad-hoc retrieval[END_REF], Ai et al. propose the enhanced paragraph vector (EPV-DBOW) by adapting the original ParagraphVector from [8] to IR tasks. It includes three modifications of the original ParagraphVector: (1) the word frequency in the collection, used in the ParagraphVector, is replaced in EPV-DBOW by the document frequency. (2) to avoid over-fitting short documents, an L2 regularization parameter is used in EPV-DBOW, and takes into account the document length.

(3) EPV-DBOW first uses the document to predict the target word, then the target word to predict its context in that document. Another model [START_REF] Logeswaran | An efficient framework for learning sentence representations[END_REF] is proposed by Logeswaran and Lee, and is called Quick Thought (QT). QT learns the sentence representations while learning to predict the context in which a sentence appears, among other contrastive sentences. QT uses an encoderdecoder architecture, where the encoder computes an embedded representation of the input sentence, then the decoder attempts to find the embedded vectors corresponding to its component words.

Based on a classical language model, Zamani and Croft [START_REF] Zamani | Estimating embedding vectors for queries[END_REF] have proposed a theoretical framework for estimating query embedded representations based on the individual embedded vectors of all vocabulary words. Specifically, the model provides a way to learn query embeddings using a softmax or sigmoid transformations of the vocabulary word vectors, to compute a maximum like-lihood probability estimating the query representation vector. Wu et al. [START_REF] Wu | Word mover's embedding: From word2vec to document embedding[END_REF] have proposed the word mover's embedding (WME) model for constructing distributed representations for different length sequences and documents. Extending the word mover's distance (WMD) [START_REF] Huang | Supervised word mover's distance[END_REF], the WME model considers the distance between two documents as the minimum transportation cost between the two documents. This model learns document representation vectors by generating a random document from which the distance is calculated using the WMD. This process is repeated dim times for every document in the dataset resulting in a vector representation of dimension dim.

Recently, Park et al. [START_REF] Eunjeong | Supervised paragraph vector: distributed representations of words, documents and class labels[END_REF] have proposed a supervised paragraph vector (SPV) for learning distributed representations for words, documents and class labels. The original ParagraphVector model [8] generates a single representation for a given sequence which is then used for all tasks. Hence, Park et al. [START_REF] Eunjeong | Supervised paragraph vector: distributed representations of words, documents and class labels[END_REF] assume that different tasks may require different representations. The objective is to propose a task-specific representation learning algorithm which extends the paragraph vector model to a supervised method. The SPV model uses class labels along with words and documents, and obtains corresponding representations with respect to the particular classification task, enabling to obtain the representations of words, documents, and class labels. SPV [START_REF] Eunjeong | Supervised paragraph vector: distributed representations of words, documents and class labels[END_REF] uses a simple MLP network of three layers. Each neuron in the input layer refers to one word. The main difference of the SPV from the ParagraphVector [8] is that the documents class label information is used in input. The learning process of the ParagraphVector assumes that a document vector can be derived by predicting sequences of its constituent words. While the training of the SPV model assumes that a class vector can be derived by predicting sequences of its content.

Text Matching Using Distributed Representations

The distributed representations of words and sequences are used in order to overcome the weaknesses of the classical BoW representations, and the exactmatching models. They enable to use a non-exact matching where distances represent semantic links between the matched words or sequences. We identify two main ways of using distributed representations of words and sequences: (1) models for direct matching including classical and neural models that leverages the distributed representations of words and sequences in order to better match texts; (2) models for query expansion that leverage the embedded word representations in order to find better candidate words for expanding the user query. In this work, we focus more on models of the class (1), and describe in more details several models of this class.

Direct Matching

We refer with "direct matching" to all models using distributed representations for the purpose of text matching except expansion-based methods. Direct matching methods, include: (a) classical text matching models that use either BoW representations [START_REF] Stephen | Some simple effective approximations to the 2-poisson model for probabilistic weighted retrieval[END_REF][START_REF] Bookstein | Probabilistic models for automatic indexing[END_REF], word embedding representations [START_REF] Kenter | Short text similarity with word embeddings[END_REF][START_REF] Huang | Supervised word mover's distance[END_REF], or sequence embedding representations [START_REF] Ai | Improving language estimation with the paragraph vector model for ad-hoc retrieval[END_REF][START_REF] Ai | Analysis of the paragraph vector model for information retrieval[END_REF]; (b) neural text matching models [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF][START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF][START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF][START_REF] Xiong | End-to-end neural ad-hoc ranking with kernel pooling[END_REF][START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF], where most of the proposed models use the distributed representations in the same way. First, construct distributed representations for the input texts being matched, based on vectors of their component words, then a NN with a succession of different layers extracts interaction characteristics and computes the similarity matching score. The neural text matching models are detailed in chapter 4. In this chapter, we consider classical models (a) and we focus on models involving distributed representations of words and sequences. The objective is to analyze how these representations have been considered.

Embedded representations of words can be incorporated in different ways in classical text matching models. One way is to represent input texts (e.g. queries and documents, questions and answers) as sets of their word vectors (BoV), then integrate the word representations into existing matching models. For example, the neural translation language model (NTLM) [START_REF] Zuccon | Integrating and evaluating neural word embeddings in information retrieval[END_REF] leverages the neural word embedded representations to enhance a classical translation model [START_REF] Berger | Information retrieval as statistical translation[END_REF] for query-document matching. In the NTLM model, a probability P (q i |D) that a query term q i appears in a document D is considered as a translation process where the probability P (q i |d j ) enables to get the term q i via a term d j of the document. ie: translate every term in the input query to a given term in the document, as described in equation 3.6.

P (q i |D) = dj ∈D P (q i |d j ) × P (d j |D) (3.6) 
where P (d j |D) is the probability that the word d j appears in the document D. The probability P (q i |d j ) denotes the translation process and is computed using the corresponding word vectors as follows:

P (q i |d j ) = cos q i , d j w∈V cos w, d j (3.7)
where w is a word from the vocabulary space V . q i and d j are respectively a query word and a document word vectors. Another way to use the embedded word representations in text matching is to assign importance weights to word vectors of the input text sequences. For instance, Zheng and Callan [START_REF] Zheng | Learning to reweight terms with distributed representations[END_REF] have proposed a model for weighting query terms based on their distributed representations. For a given query Q, the authors first compute a features vector t i associated to every word q i ∈ Q. Such that, t i is the difference between the word vector and the mean vector of all the query words. As shown in equation 3.8.

t i = q i -Q (3.8) Q = 1 |Q| |Q| j q j (3.9)
where Q and q i are the averaged query vector and the vector of a query word, respectively. The model then uses an l1-norm regularization method, in order to learn an importance weight for the features vector t i of every query word. First, a true weight r i is estimated, and represents a binary score corresponding for every query word based on relevance judgments. Then, a new weight is computed based on the true weight r i . The weighted key words of the query are then used on the Indri5 query language model to rank documents of the collection.

Ganguly et al. [START_REF] Ganguly | Word embedding based generalized language model for information retrieval[END_REF] propose a generalized language model for text matching based on embedded word vectors. They assume that, in a query-document matching task, the query words that are not used in relevant documents pass through a noisy channel that gives them a new lexical and semantic form. This transformation is expressed using semantic similarities between word vectors. The relevance score is computed with a linear combination of the different word transformations, using words from the document and the collection. Guo et al. [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF] proposed a document-query matching model based on cosine similarities between all the words in the query with all the document words. The matching process is considered as a non-linear transport problem from all document terms to all query terms. Hence, the relevance score is computed based on the transport flows from the document to the query.

Word representation models often have poor performance when the matching is performed across all the documents of the collection [START_REF] Bhaskar Mitra | A dual embedding space model for document ranking[END_REF]. When it comes to classical matching models using word embeddings, the analysis made by Mitra et al [START_REF] Bhaskar Mitra | A dual embedding space model for document ranking[END_REF] have shown that good results in re-ranking tasks do not imply automatically good performance on large document collections. In order to overcome this limitation, more complex processing is needed to represent the information contained in a text sequence. One possible strategy to construct an embedded representation for a whole text sequence, is to derive a dense vector from the embedded vectors of its component words. In IR, the query and the document can be compared based on their embedded word vectors using a variety of similarity measures, such as the cosine similarity function [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF][START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF]. Nalisnick et al [START_REF] Nalisnick | Improving document ranking with dual word embeddings[END_REF] and Mitra et al [START_REF] Bhaskar Mitra | A dual embedding space model for document ranking[END_REF] have used an AWE method to construct query and document vectors, such that individual words are represented with the Word2Vec [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] embedding model. They analyzed the characteristics of the Word2Vec representations for estimating the relevance of a document according to a query. They highlighted that it is more appropriate to calculate the IN-OUT similarity between words of the query Q and words of the document D. In other words, the query terms are represented in the E IN space and the document terms in the E OU T space (equation 3.4). The relevance of the document w.r.t. the query is then computed using an averaged cosine function of equation 3.10.

DESM(Q, D) = 1 |Q| q i,IN ∈Q q i,IN D OU T q i,IN D OU T (3.10) D OU T = 1 |D| dj ∈D d j,OU T d j,OU T || (3.11)
where q i,IN and d j,OU T are respectively the vector representation of the query word q i in the embedding space E IN and the vector representation of the document word d j represented in the embedding space E OU T .

Ai et al. [START_REF] Ai | Analysis of the paragraph vector model for information retrieval[END_REF] have analyzed the usefulness of the ParagraphVector model [8] in classical text matching models. Unlike in [START_REF] Ai | Improving language estimation with the paragraph vector model for ad-hoc retrieval[END_REF], They showed that integrating the ParagraphVector model with a traditional LM approach produces unstable performance and limited improvements. Another model that uses a LM is proposed by Peters et al. [START_REF] Peters | Dissecting contextual word embeddings: Architecture and representation[END_REF]. In their model, the authors used a bidirectional language model bi-LM [START_REF] Peters | Deep contextualized word representations[END_REF], that combines the forward and backward language models to jointly maximize the likelihood on both directions. Such that, given a sequence s, the bi-LM of s is computed by combining the likelihood of the forward and the backward contexts of every word in s, as shown in equation 3.12.

p(w i |s) = N i=1 log p(w i |w 1 , . . . , w i-1 ; - → θ ) + log p(w i |w i+1 , . . . , w |s| ; ← - θ ) (3.12)
where -→ θ and ←θ are the LM parameter in the forward and backward directions, respectively. Experimental results have shown that the bi-LM combined with the pre-trained word embeddings outperforms the original bi-LM [START_REF] Peters | Deep contextualized word representations[END_REF] which is based on the character-level embeddings. Recently, Al-Sabahi et al. [START_REF] Al | Document summarization using sentence-level semantic based on word embeddings[END_REF] proposed a modified BM25 model for document summarization using word embeddings. Namely MBM25EMB, this model extends the BM25 model [START_REF] Stephen | Some simple effective approximations to the 2-poisson model for probabilistic weighted retrieval[END_REF] with word embeddings to build sentence vectors from their word vectors. Documents are then represented as sets of their sentence vectors, that are computed by averaging their weighted word embeddings. The parameters tf and idf of the original BM25 [START_REF] Stephen | Some simple effective approximations to the 2-poisson model for probabilistic weighted retrieval[END_REF] model are computed differently in the embedding space. Specifically, the frequency (tf ) of a given term in a sentence is measured by the maximum cosine similarity value between this term and all other terms in that sentence. The sentences are then weighted according to the MBM25EMB model in order to construct the summary of a long document. The experimental results show that the MBM25EMB model performs comprehensively better compared to different text summarization state-of-theart methods.

Query Expansion

The query expansion process [START_REF] Earl | On relevance, probabilistic indexing and information retrieval[END_REF] is a reformulation technique that aims to enrich the query content with additional words, usually taken from the vocabulary. The added words, called expansion candidates, are supposed to help the matching model to find relevant documents and resolve the ambiguity of short queries. When the embedded word representations are used for query expansion, instead of matching the query and the document directly in the latent space, word vectors are used to find good candidates for expanding the user query. The selection of candidate words is general is based on a global vocabulary, where similarities between word vectors are used to select the right terms, then the extended query is used to retrieve documents using a classical IR model. Several methods [START_REF] Diaz | Query expansion with locally-trained word embeddings[END_REF][START_REF] Roy | Using word embeddings for automatic query expansion[END_REF][START_REF] Kuzi | Query expansion using word embeddings[END_REF][START_REF] Zamani | Estimating embedding vectors for queries[END_REF] have been proposed for estimating the relevance of candidate terms to the query. Most of these methods share a common procedure: first, every candidate term is compared individually to each term of the query using their vector representations, then the scores are aggregated for each candidate. Top k candidate terms are then added to the final query. Some models [START_REF] Rekabsaz | Word embedding causes topic shifting; exploit global context![END_REF] can use additional filtering methods, such as the co-occurrence matrix of the selected candidates with the query words.

In the context of this thesis, we do not propose expansion-based models. The objective of this paragraph is to highlight the query expansion approach as a particular use-case of the embedded word representations in text matching applications.

Issues Related to Distributed Representations

In this chapter, we described several models for distributed text representation learning, namely at the word granularity level [START_REF] Mnih | A fast and simple algorithm for training neural probabilistic language models[END_REF][START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF][START_REF] Lebret | Word emdeddings through hellinger pca[END_REF][START_REF] Pennington | Glove: Global vectors for word representation[END_REF] as well as at the sequence level, that can be either a sentence [8,[START_REF] Kiros | Skip-thought vectors[END_REF][START_REF] Zamani | Estimating embedding vectors for queries[END_REF] or an entire document [8,[START_REF] Nguyen | Learning concept-driven document embeddings for medical information search[END_REF][START_REF] Wu | Word mover's embedding: From word2vec to document embedding[END_REF]. Using distributed representations in text matching models leads to several questions. First of all, the training of these representations is such an important step. The main question is about using pre-trained representations or train the embedding models on our own corpus. Several works [START_REF] Kusner | From word embeddings to document distances[END_REF][START_REF] Zheng | Learning to reweight terms with distributed representations[END_REF][START_REF] Zamani | Estimating embedding vectors for queries[END_REF] are satisfied with using publically available pre-trained embedding models, such as Word2Vec [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF] and GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF]. The common argument is that the pre-trained representations are learned using sufficiently large corpora and the vocabulary is sufficiently rich. Besides, the fact of training a distributed representation method is in itself a complicated task given the number of parameters to be tuned, depending on the embedding model that is used, such as the word context window size, the embedding space dimension, the algorithm to be used (Skipgram, CBOW, GloVe, ...). In general, a context window size is taken between 5 and 10 as suggested by Mikolov et al. [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF][START_REF] Mikolov | Linguistic regularities in continuous space word representations[END_REF] and the embedding dimension varies from 200 to 400 where the most used dimension is 300 ; Other authors prefer to train the representation models in the target corpus [START_REF] Ganguly | Word embedding based generalized language model for information retrieval[END_REF][START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF][START_REF] Kuzi | Query expansion using word embeddings[END_REF], in a general large text collection [START_REF] Kenter | Short text similarity with word embeddings[END_REF][START_REF] Rekabsaz | Toward incorporation of relevant documents in word2vec[END_REF] or more specifically in a domain specific corpus [START_REF] Taghipour | Semi-supervised word sense disambiguation using word embeddings in general and specific domains[END_REF][START_REF] Wang | A comparison of word embeddings for the biomedical natural language processing[END_REF]. This option leads to learning new embedding spaces, and have to deal with the issues related to the embedding training. More specifically, the dataset pre-processing and the architecture of the NN that is used to learn these representations. In [START_REF] Avraham | The interplay of semantics and morphology in word embeddings[END_REF], it was found that the data pre-processing, such as word lemmatization, before training word embedding models is effective, and leads to capture semantic similarities, especially for rare words. Frej et al. [START_REF] Peters | Dissecting contextual word embeddings: Architecture and representation[END_REF] presented a detailed empirical study of how the choice of the neural architecture (e.g. LSTM, CNN, or self attention) influences both, the end task accuracy and the qualitative properties of the learned representations.

Second, another important issue is related to rare words in the corpus. Indeed, to train the word embedding models [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF][START_REF] Pennington | Glove: Global vectors for word representation[END_REF], a minimum word frequency is used. Hence, rare words in the dataset are not present in the learned space. These words, called out of vocabulary (OOV) words, cause a problem when they are used in the text sequences being matched, such as a user query or a question, and/or in relevant results, such as documents and answers. To solve the OOV words problem, some methods [START_REF] Kusner | From word embeddings to document distances[END_REF][START_REF] Nalisnick | Improving document ranking with dual word embeddings[END_REF] tend to simply ignore them, while other methods [START_REF] Kenter | Short text similarity with word embeddings[END_REF][START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF] consider the these words as an important matching signals, and define a specific token for every OOV word. These tokens are represented using a random embedding vector and used in the matching process.

Discussion

The distributed representations of words and sequences have impacted several works in text matching applications. These representations have improved research results when used in some classical models [START_REF] Ganguly | Word embedding based generalized language model for information retrieval[END_REF][START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF][START_REF] Kuzi | Query expansion using word embeddings[END_REF][START_REF] Kusner | From word embeddings to document distances[END_REF][START_REF] Zheng | Learning to reweight terms with distributed representations[END_REF][START_REF] Zamani | Estimating embedding vectors for queries[END_REF], but the performances are limited. Several studies [START_REF] Iacobacci | Sensembed: Learning sense embeddings for word and relational similarity[END_REF][START_REF] Yaghoobzadeh | Intrinsic subspace evaluation of word embedding representations[END_REF] have evaluated the impact of using distributed representations of words in different text matching tasks. These studies have argued that word embeddings do not solve lexical ambiguity problems, such as polysemy, since all the meanings of the same word are represented by the same vector, regardless of its different contexts. Besides, context criteria alone are not sufficient to calculate the approximation or matching characteristics of two different texts, in text matching applications. The similarities computed with these representations may lead to an inappropriate exploitation of certain semantic relatedness. For example, Mrkšić et al. [START_REF] Mrkšic | Counter-fitting word vectors to linguistic constraints[END_REF] have shown that the word "cheaper" is found in words closer to the word "expensive", using the representation vector GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF], in this case, these similarity feature is not appropriate for finding words to expand a user query that is for example about "cheap apartments for rent".

Although recent models [START_REF] Macavaney | Contextualized word representations for document re-ranking[END_REF][START_REF] Dai | Deeper text understanding for ir with contextual neural language modeling[END_REF] consider contextual word representations, such as EMLo [START_REF] Peters | Deep contextualized word representations[END_REF] and BERT [START_REF] Devlin | Bert: Pre-training of deep bidirectional transformers for language understanding[END_REF], but these representations use a taskspecific architectures that include the pre-trained representations as additional features [START_REF] Peters | Deep contextualized word representations[END_REF], or require fine-tuning [START_REF] Devlin | Bert: Pre-training of deep bidirectional transformers for language understanding[END_REF], in the target corpus to well perform in the task being addressed. Analyses made by Tenney et al. [START_REF] Tenney | What do you learn from context? probing for sentence structure in contextualized word representations[END_REF] and Qiao et al. [START_REF] Qiao | Understanding the behaviors of bert in ranking[END_REF] have shown several limitations related to the use of these representations. For instance, in [START_REF] Tenney | What do you learn from context? probing for sentence structure in contextualized word representations[END_REF], the empirical analysis have shown that contextualized embeddings outperform their non-contextualized counterparts better on syntactic tasks in comparison to semantic tasks, suggesting that these embeddings encode syntax more so than higher-level semantics. In [START_REF] Qiao | Understanding the behaviors of bert in ranking[END_REF], Qiao et al. have evaluated the performance of the contextualized word representations learned with the BERT model [START_REF] Devlin | Bert: Pre-training of deep bidirectional transformers for language understanding[END_REF], and showed the effectiveness of these representations in a question-answering focused passage ranking tasks, and the interaction-based sequence matching model. However, this analysis [START_REF] Qiao | Understanding the behaviors of bert in ranking[END_REF] have revealed that on TREC ad-hoc ranking, the evaluated ranking models using BERT representations, even further pre-trained on a large ranking dataset, perform worse than classical learning to rank and several neural text matching models that are pretrained on user clicks. Furthermore, in [START_REF] Macavaney | Contextualized word representations for document re-ranking[END_REF] the contextual embeddings yield great ranking performance improvements, but they come with a considerable cost at inference time when incorporated in a document retrieval model. Such that, the classical word embedding, in particular GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF], is shown to be more effective in terms of time than the BERT [START_REF] Devlin | Bert: Pre-training of deep bidirectional transformers for language understanding[END_REF] and ELMo [START_REF] Peters | Deep contextualized word representations[END_REF].

Distributed representations of sequences [8,[START_REF] Nguyen | Learning concept-driven document embeddings for medical information search[END_REF][START_REF] Wu | Word mover's embedding: From word2vec to document embedding[END_REF][START_REF] Kiros | Skip-thought vectors[END_REF][START_REF] Zamani | Estimating embedding vectors for queries[END_REF] are also limited in terms of performance. The exploitation of these representations with classical models [START_REF] Ai | Improving language estimation with the paragraph vector model for ad-hoc retrieval[END_REF][START_REF] Nalisnick | Improving document ranking with dual word embeddings[END_REF][START_REF] Bhaskar Mitra | A dual embedding space model for document ranking[END_REF] helped sometimes improving the results. However, the latent features of the sentence vectors are not explicit and do not refer to concrete information about the dataset. Unlike the classical tf-idf signals where every feature refers to a significant statistical aspect about words and documents of the collection, such as the word frequencies, the discrimination discrimination, importance weights, and so on. In [START_REF] Ai | Analysis of the paragraph vector model for information retrieval[END_REF], Ai et al. have analyzed the usefulness of the ParagraphVector model [8] in classical IR models. They have shown that this sequence embedding model is not suitable for represent-ing long documents, since it tends to over-fits short documents, which leads to privileging short documents when the ParagraphVector representations are used in a retrieval model. Besides, the AWE-based sequence representations is not suitable for representing the semantic information inside long sequences (paragraphs and documents), and can produce an insignificant vector representation due to aggregating a large amount of semantic word representations [START_REF] Zamani | Estimating embedding vectors for queries[END_REF].

In order to cope with the limitations of distributed representations of words and sequences used in classical IR models, it would be preferable if the matching model could automatically extract matching signals, and then combine them, in a way that structural and semantic information could be leveraged.

Conclusion

In this chapter, we have discussed several text representation models that are used to represent single words and sequences. Along this chapter, we have seen how text representation approaches have evolved in order to better represent different texts. In particular, the embedded word vectors have been used in order to leverage non-exact matching information. Different models for embedding sequences of words and whole documents have been proposed. The aim of these models is to better represent semantic information in a word sequence. However, these representations have shown limited performances when used with classical matching models, and more powerful methods are needed in order to build text representations and better perform the matching function.

CHAPTER 4 DEEP LEARNING IN TEXT MATCHING APPLICATIONS

Introduction

Neural networks are known for their ability to build, in a latent space, distributed representations that are able to capture semantics of different types of information (e.g. images, sound, text). In recent years, deep neural networks have led to remarkable progress in several research areas such as speech recognition, computer vision, and text mining tasks, including several IR tasks [START_REF] Guo | A deep look into neural ranking models for information retrieval[END_REF]. In text processing, the neural models are used to construct distributed (embedded) representations of words and sequences, as well as to perform the matching process.

We have seen, in chapter 3, that the distributed representations of words are not capable of solving several linguistic issues such as, words polysemy [START_REF] Iacobacci | Sensembed: Learning sense embeddings for word and relational similarity[END_REF][START_REF] Yaghoobzadeh | Intrinsic subspace evaluation of word embedding representations[END_REF], and performances are limited document ranking due to several factors related to the training of these representations [START_REF] Roy | Using word embeddings for information retrieval: How collection and term normalization choices affect performance[END_REF]. Although, the distributed representations of sequences and documents [8,[START_REF] Nguyen | Learning concept-driven document embeddings for medical information search[END_REF][START_REF] Wu | Word mover's embedding: From word2vec to document embedding[END_REF] have been proposed, these methods struggle to handle the semantic information when comparing different texts [START_REF] Ai | Analysis of the paragraph vector model for information retrieval[END_REF]. The text representations are generally learned independently from the matching task. The recent interest in text matching [START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF][START_REF] Yin | Convolutional neural network for paraphrase identification[END_REF][START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF][START_REF] Zhao | Unsupervised discrete sentence representation learning for interpretable neural dialog generation[END_REF] tends to use a set of neural approaches to learn end-to-end models that better perform the task being addressed. In these models, features are automatically learned using a NN structure and no (or few) features engineering is needed. This differs from the models described in the previous chapter 3 that do not rely on relevance characteristics for learning the matching function. The deep neural networks (DNN) are used in matching applications in order to overcome some issues related to the classical learning to rank (LTR) framework [START_REF] Liu | Learning to rank for information retrieval[END_REF][START_REF] Li | Learning to rank for information retrieval and natural language processing[END_REF], where an important human effort is needed in order to prepare a set of matching features. Hence, the basic objective of using DNNs is to enhance those methods and reduce the human intervention, such as the features engineering, on different ranking systems.

In this chapter, we will first discuss a set of basic aspects of machine learning and their use in text matching applications, mainly the LTR method and some related issues (section 4.2). We will then discuss the use of DNN models in different text processing tasks. Specifically, we will present (section 4. of deep models proposed for text matching applications. Furthermore (section 4.4), we will discuss the main issues related to the use of DNN architectures in text IR and different text matching applications in general. To do so, let us consider the notation previously defined in table 3.1 and extend it with some additional elements that are needed in this chapter.

Machine Learning for Information Retrieval

Machine learning (ML) has been used in IR applications since the 1980's [START_REF] Sally | Applications of machine learning in information retrieval[END_REF].

In this section, we give a weaver description of the way machine learning methods have been used in IR for ranking.

In general, ML algorithms are used in two main ways in IR: (1) for text representation learning [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF][START_REF] Kiros | Skip-thought vectors[END_REF], where the input representations are optimized during training. (2) for matching [START_REF] Liu | Learning to rank for information retrieval[END_REF][START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF], where a ranking function is learned from handcrafted features. Most ML models for IR are focused on learning ranking functions [START_REF] Duh | Learning to rank with partially-labeled data[END_REF][START_REF] Cao | Learning to rank: from pairwise approach to listwise approach[END_REF][START_REF] Burges | Learning to rank using gradient descent[END_REF][START_REF] Chen | Ranking measures and loss functions in learning to rank[END_REF][START_REF] Li | Learning to rank for information retrieval and natural language processing[END_REF][START_REF] Szummer | Semi-supervised learning to rank with preference regularization[END_REF], and are refereed to as Learning To Rank (LTR) models.

Let F be a feature space that contains a set of predefined feature functions (tf, BM25, document's section...) 1 . Hence, in the LTR framework, the input space corresponds to X ⊂ R |F | , where every element x i ∈ X is a vector of weighted features. This vector gives weights, computed by the different feature functions in X, relatively to the text sequences being matched (e.g. querydocument or question-answer). Let y i ∈ Y refers to the true relevance label (e.g. relevance judgment). The LTR model is trained to optimize the function Φ, called hypotheses, in order to learn the parameters θ to better combine features of F w.r.t. every input x i .

In IR, the input space X contains features computed to different text pairs (e.g. document-query), and the true label y i corresponds to the relevance judgment.

LTR Algorithms

Literally, all the existing LTR methods can be grouped [START_REF] Liu | Learning to rank for information retrieval[END_REF] into three approaches: the pointwise approach, the pairwise approach, and the listwise approach. In the following, we consider the query-document matching task and describe the different LTR algorithms accordingly. To do so, consider a query Q and a set of candidate documents {D 1 , ..., D m }. Let Φ be the LTR model to be trained, and Y the output space.

• Pointwise. In the pointwise approach [START_REF] Chu | Gaussian processes for ordinal regression[END_REF][START_REF] Chu | New approaches to support vector ordinal regression[END_REF][START_REF] William S Cooper | Probabilistic retrieval based on staged logistic regression[END_REF], the model's input is a features vector x i corresponding to a pair (D i , Q), and y i ∈ Y is the relevance label that the model Φ is trained to approximate, such that Φ(x i ) = y i .

Note that the pointwise approach does not consider the interdependency among the returned documents [START_REF] Liu | Learning to rank for information retrieval[END_REF], and thus the position of a document in the final ranked list is invisible to its loss function.

• Pairwise. In the pairwise approach [START_REF] Bartell | Learning to retrieve information[END_REF][START_REF] Burges | Learning to rank using gradient descent[END_REF][START_REF] Cao | Adapting ranking svm to document retrieval[END_REF], Φ takes a pair of features vectors, x i and x j corresponding to (D i , Q) and (D j , Q), respectively. Such that, D i is more relevant to Q than D j . Hence, the model Φ is trained to learn a preference function f (x i ) f (x j ), where refers to the preference and f computes the relevance score of a document based on its features vector.

In this case, the loss function measures the inconsistency between the truth preference and the model's preference, and the objective is to rank the relevant document better than the irrelevant one. However, this approach processes document pairs related to the same query independently. Such that, for a set of features vectors {x i , x j , x t , x z } corresponding to a set of documents {D i , D j , D t , D z } related to the same query Q, where D i is preferred over D j , and D t is preferred over D z , the pairs (x i , x j ) and (x t , x z ) are handled independently and we can not figure out what is the preferred document in (D i , D t ).

• Listwise. The listwise models [START_REF] Cao | Learning to rank: from pairwise approach to listwise approach[END_REF][START_REF] Qin | Learning to search web pages with query-level loss functions[END_REF][START_REF] Qin | Query-level loss functions for information retrieval[END_REF] consider the entire set of documents {D 1 , ..., D m } related to Q. Hence, the model's input corresponds to a set of feature vectors {x 1 , ..., x m }. The model Φ is then trained to approximate the true labels {y 1 , ..., y m } corresponding each one to a relevance score associated to every document D i w.r.t. the query Q.

The aforementioned LTR algorithms differ in their learning objectives, and every objective function takes into account the application's purpose.

Related Issues

The LTR models, have already achieved great success in many IR applications [START_REF] Chu | Gaussian processes for ordinal regression[END_REF][START_REF] Chu | New approaches to support vector ordinal regression[END_REF][START_REF] Qin | Learning to search web pages with query-level loss functions[END_REF][START_REF] Burges | Learning to rank using gradient descent[END_REF][START_REF] Duh | Learning to rank with partially-labeled data[END_REF][START_REF] Chen | Ranking measures and loss functions in learning to rank[END_REF][START_REF] Szummer | Semi-supervised learning to rank with preference regularization[END_REF], mainly in the modern Web search engines like Google2 or Bing3 . In the followings, two main issues to cope with when designing LTR model:

• Features engineering. Another aspect is the feature selection and filtering. These features can help improve the efficiency of training the LTR models [START_REF] Geng | Feature selection for ranking[END_REF]. However, their preparation is a difficult process, since they are hand-crafted. Indeed, the major obstacle in LTR is the availability of high quality relevance features. Most existing LTR models rely on hand-crafted features. These features are time consuming, since their construction involves an important human efforts. Specifically, one needs to, first, select a set of important features, then compute their weights (manually or automatically) for every example in the dataset. This process is often data-specific, and could require domain experts in order to perform the features selection in some cases (ex. describing scientific documents).

Although several studies [START_REF] Wei | Feature subset selection and ranking for data dimensionality reduction[END_REF][START_REF] Geng | Feature selection for ranking[END_REF] have proposed different automated feature selection methods, the features engineering is still an expensive step and requires a complicated procedures.

• Training objective. In [START_REF] Liu | Learning to rank for information retrieval[END_REF], Liu et al. have discussed several issues about the objective functions used in different LTR algorithms. In fact, the LTR methods for IR use ML techniques in order to perform the ranking of relevant documents. However, the loss functions that are used by these models, mainly the pairwise and listwise approaches, take into account only part of the ranking objective in IR. To deal with this limit, Liu et al. [START_REF] Liu | Learning to rank for information retrieval[END_REF] suggested to adopt loss functions based on the IR true evaluation measures. Such that, this true loss for ranking could be defined at the query level and consider the position of relevant results. The statistical consistency further discusses whether the minimization of the expected risk, defined with the loss function, can lead to the minimization of the expected risk defined with the true loss function.

To cope with these issues, particularly the features engineering, it would be of a great value if the LTR ranking model could, in one hand, automatically learn the useful relevance features, and in the other hand, learn the relevance function which is capable of accurately identifying the relevant items within a diverse and a noisy dataset. Deep learning models [START_REF] Hinton | Deep neural networks for acoustic modeling in speech recognition[END_REF][START_REF] Krizhevsky | Imagenet classification with deep convolutional neural networks[END_REF][START_REF] Goldberg | Neural network methods for natural language processing[END_REF] provide a set of powerful computational methods that could give more potential for learning several complicated tasks in text matching, than the traditional shallow models. Essentially, these models enable to learn efficient abstract representations from raw data [START_REF] Bhaskar Mitra | An introduction to neural information retrieval[END_REF]. Such that, input data samples are represented by distributed structures, where the real values refer to weights of latent features that are automatically captured by the NN. Hence, these models can be used as alternatives in order to avoid the problems of the feature engineering in the traditional LTR framework. Due to their potential benefits, and along with the expectation that similar successes with deep learning could be achieved in IR [START_REF] Craswell | Report on the sigir 2016 workshop on neural information retrieval (neu-ir)[END_REF], DNNs are used to develop several deep models to handle different tasks in text representation learning and matching.

In the following section, we will discuss how deep models are used to handle text matching applications, and present a set of deep learning models for text matching applications.

Deep Learning for Text Matching

DNN models have been used in diverse IR and NLP tasks. This interest is motivated mainly by the accurate learning of distributed representations, such as the distributed vectors of words [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF][START_REF] Pennington | Glove: Global vectors for word representation[END_REF], and the structured arrangement of them [8,[START_REF] Kiros | Skip-thought vectors[END_REF] for natural language expressions such as sentences and documents, and effectively utilizing these representations in matching tasks [START_REF] Bhaskar Mitra | A dual embedding space model for document ranking[END_REF][START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF][START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF][START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF]. Several NN models have been proposed to model end-to-end text processing tasks. These models have been discussed in multiple tutorials and surveys [START_REF] Li | Deep learning for information retrieval[END_REF][START_REF] Dilek Onal | Neural information retrieval: at the end of the early years[END_REF][START_REF] Guo | A deep look into neural ranking models for information retrieval[END_REF], where the neural models use neural networks order to automatically extract different matching signals and better combine them. These models are used in several text matching applications, for instance:

• Ad-hoc Search, such as document retrieval [START_REF] Xiong | End-to-end neural ad-hoc ranking with kernel pooling[END_REF][START_REF] Dehghani | Neural ranking models with weak supervision[END_REF][START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF] and passage retrieval [START_REF] Schneider | Smart-md: Neural paragraph retrieval of medical topics[END_REF].

• Question Answering applications, such as answer sentence selection [START_REF] Yu | Deep learning for answer sentence selection[END_REF][START_REF] Rao | Noise-contrastive estimation for answer selection with deep neural networks[END_REF][START_REF] Wang | Inner attention based recurrent neural networks for answer selection[END_REF] and community question answering [START_REF] Qiu | Convolutional neural tensor network architecture for community-based question answering[END_REF][START_REF] Zhou | Answer sequence learning with neural networks for answer selection in community question answering[END_REF].

• Classification tasks, such as document classification [START_REF] Lai | Recurrent convolutional neural networks for text classification[END_REF][START_REF] Yang | Hierarchical attention networks for document classification[END_REF] and paraphrase identification [START_REF] Yin | Convolutional neural network for paraphrase identification[END_REF][START_REF] Yin | Abcnn: Attention-based convolutional neural network for modeling sentence pairs[END_REF] The different neural models for text matching applications are divided into two main groups [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF], specifically representation-focused models and interactionfocused models.

Unified Model Formulation

Before describing models of the different groups, let us first define a unified model formulation, adapted from [START_REF] Guo | A deep look into neural ranking models for information retrieval[END_REF], and that we further use to describe different neural matching models. Consider the framework described in figure 4.1, where a matching model is composed of two main parts: the representation part builds distributed representations of the input sequences, and can use several models described in section 3.3; the matching part compares the representations built in the representation part.

We first define the input space of a neural model for text matching as X = S (Q) ∪ S (D) , where S (Q) is the generalized query space, containing the first sequence of the pair of sequences to be matched (e.g. query or question); S (D) is the generalized document space containing the second sequence of the pair (e.g. document or answer). In the input space X, for every generalized query sequence

s (Q) i ∈ S (Q) , we define T i = s (D) i1 • • • s (D) ini ⊆ S (D) a set of n i sequences.
Let y i be a set of true labels corresponding to the input example s

(Q) i and the set y i = {y i1 , • • • y ini } of sequences. Such that, y ij is the relevance label corresponding to the input s (D) ij w.r.t. s (Q) i .
The objective of a neural model for text matching is to learn the optimal model Φ * by minimizing a set of prediction errors. These errors are computed using a defined loss function £, corresponding to every true label y ij compared to the predicted value ŷij . As described in equation 4.1. where the estimated output label ŷij is computed by the matching model Φ that could be abstracted as in equation 4.2. where e : V → E is an embedding function that maps every word in a vocabulary V to a real valued structure in the embedding space E4 . Hence, ψ is a representation function of input sequences, and that could be an aggregation-based (section 3.3.1) or not (section 3.3.2).

Φ * = argmin i j £ Φ; s (Q) i , s (D) ij , ŷij , y ij ( 4 
Φ def = g ϕ(s (Q) i ), ϕ(s (D) ij ) = ŷij (4.

Representation-focused vs Interaction-focused

In this part, we describe and compare a set of representation-focused models [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF][START_REF] Shen | A latent semantic model with convolutional-pooling structure for information retrieval[END_REF][START_REF] Severyn | Learning to rank short text pairs with convolutional deep neural networks[END_REF][START_REF] Palangi | Deep sentence embedding using long short-term memory networks: Analysis and application to information retrieval[END_REF][START_REF] Chen | Gated convolutional neural network for sentence matching[END_REF][START_REF] Kim | Semantic sentence matching with densely-connected recurrent and co-attentive information[END_REF] and the interaction-focused models [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF][START_REF] Lu | A deep architecture for matching short texts[END_REF][START_REF] Pang | Text matching as image recognition[END_REF][START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF][START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF]. To describe the main differences between representation-focused and interaction-focused models, we consider two general architectures describing models of every class, as shown in figure 4.2.

In the followings, we highlight the different components of every framework. where e (w t ) is an embedded word vector of the sequences s. The representations φ(s

Representation-focused Models

(Q) i
) and φ(s

(D)
ij ) are then fed to the matching function g, and that can be a NN (e.g. CNN or RNN) or a simple matching function (e.g. cosine). φ combines the lower level features computed by the function ψ. This latter computes lower level (e.g. letter-level or word-level) features.

Several existing neural models for text matching could be put in this category. Huang et al [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF] proposes a deep structured semantic model (DSSM) for ad-hoc web search. The DSSM network consists of two symmetric deep branches whose parameters are shared for both input sequences -specifically a query Q and a document D. All hidden layers of the DSSM model are stacked MLPs, used to compute intermediate semantic representations. Based on the general representation-focused model of figure 4.2a, in the DSSM model, the embedding space E contains a set of representation vectors learned in the letter-level. Called [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF] word hashing. This model aims to reduce the dimensionality of the initial BoW term vectors that use all the dataset vocabulary. The intermediate representation function ψ corresponds to a concatenation of the different letter n-gram vectors of an input sequence (document and query). The representation function φ corresponds to the set of stacked MLP layers used to compute the semantic representations of input sequences [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF]. While the matching layer g corresponds to the cosine simimarity function.

The work of Shen et al [START_REF] Shen | A latent semantic model with convolutional-pooling structure for information retrieval[END_REF] extends the DSSM model by introducing a convolution neural network (CNN) into the DSSM architecture. In this model, called Convolutional Latent Semantic Model (CLSM) or convolutional DSSM (C-DSSM), instead of having a simple MLP layer in the representation function φ, a convolution layer is used to map the sparse initial representations computed by ψ into a semantic-based representations. The convolution layer transforms the tri-grams of the different words in the input sequences, into a latent vector then a max-pooling layer is used to extract the most significant local characteristics, and construct fixed length global vectors for the input sequences. In other models, the representation function φ (figure 4.2a) could be a CNN of multiple convolution and pooling layers, as in the convolutional LTR model of Severyn and Moschitti [START_REF] Severyn | Learning to rank short text pairs with convolutional deep neural networks[END_REF] and the ARC-I model architecture of Hu et al. [START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF]. For instance, the convolutional LTR model [START_REF] Severyn | Learning to rank short text pairs with convolutional deep neural networks[END_REF] first, the function ψ concatenates the different word vectors then the function φ computes the embedded representation corresponding to every input sequence using a CNN layer. In the matching part, a first similarity signal called x sim is computed using a learnable matching matrix M . This signal is aggregated, in a same features vector X = ϕ(s

(Q) i )||x sim ||ϕ(s (D)
ij ||x tf idf with the computed representations, where x tf idf are tf-idf features relating the input sequences, and || refers to a concatenation. The resulting vector X is then fed to the matching function g which corresponds to an MLP layer, to build an LTR-like classifier.

In other cases, the representation function φ (figure 4.2a) is made of a recurrent NN. For instance, Sutskever et al. [START_REF] Sutskever | Sequence to sequence learning with neural networks[END_REF] proposed an end-to-end model that learns to predict a target sentence supposed to be similar to a given input sentence, represented by its component word embeddings, using an LSTM encoderdecoder model. The MV-LSTM model of Wan et al. [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] uses a bi-LSTM layers in the function ϕ to learn position-based representations for every input sequence. The Skip-thought model [START_REF] Kiros | Skip-thought vectors[END_REF] uses a GRU5 layers to learn the sequence-to-vector mapping function ϕ, by predicting forward and backward sentences of a given current sentence. Some recent recurrent-based models [START_REF] Kamath | Predicting and Integrating Expected Answer Types into a Simple Recurrent Neural Network Model for Answer Sentence Selection[END_REF][START_REF] Kim | Semantic sentence matching with densely-connected recurrent and co-attentive information[END_REF] combine representation signals computed by the hidden states of the recurrent networks of function ϕ, with external signals to strengthen the final representations. For example, in the RNN-Similarity model [START_REF] Kamath | Predicting and Integrating Expected Answer Types into a Simple Recurrent Neural Network Model for Answer Sentence Selection[END_REF], Kamath et al. proposed to integrate sequence-level features, such as expected answer types (e.g. location, human, entity or number) in the field of sequence answer selection. These features are based on the semantic information of the input question, and used in order to learn the matching as well as the representation functions of the final model. Differently from RNN-Similarity model [START_REF] Kamath | Predicting and Integrating Expected Answer Types into a Simple Recurrent Neural Network Model for Answer Sentence Selection[END_REF], in the DRCN model proposed by Kim et al. [START_REF] Kim | Semantic sentence matching with densely-connected recurrent and co-attentive information[END_REF], each layer of the representation learning branches (figure 4.2a) provides a concatenated information of attention-based features as well as hidden features of all the preceding recurrent layers, in order to enable preserving the original and the attention-based information about the input sequences. All the information, from the bottommost word embedding layer to the uppermost recurrent layer, are concatenated in the same features vector and fed to a fully connected layer to compute the final matching score. Furthermore, both of the recurrent and a convolution layers could be combined [START_REF] Chen | Gated convolutional neural network for sentence matching[END_REF][START_REF] Zhou | Recurrent convolutional neural network for answer selection in community question answering[END_REF] in the same representation function φ, for capturing the context dependencies with convolutional layers, taking into account the sequencing of information by the recurrent layers.

Interaction-focused Models

In the interaction-focused framework, the model attempts to learn different matching features given the initial distributed representations of the input sequences being matched. The objective in this framework is to make the inputs interact earlier in the model [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF], in order to extract matching signals in a lower level compared to the representation-focused models. The general framework that can illustrate the architecture of such models is presented in figure 4.2b, where representation part computes initial representations of the input sequences, by combining their component word vectors in the function ψ. In the matching part, the layer ⊗ refers to the function that extracts interaction features from the word-level, and the function ξ refers to the subsequent layers that compute relevance features of a higher levels. Hence, the matching function g can be redefined as in equation 4.5.

g ϕ(s (Q) i ), ϕ(s (D) ij ) = ξ (M ) (4.5)
where M is a word-level matching matrix computed as in equation 4.6, and which varies depending on the different models of the state-of-the-art. ξ is an interaction function applied to the word-level signals, as highlighted in figure 4.2b.

M = ⊗ ϕ(s (Q) i ), ϕ(s (D) ij ) (4.6)
where ⊗ is a matching function (e.g. cosine). Three different types of NN architectures could be used to learn the interaction function ξ of figure 4.2b. In case a CNN model is used [START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF][START_REF] Pang | Text matching as image recognition[END_REF], the objective is to learn a contextual features. Hence, a sliding window c Q×D is defined and moved in the matrix M , corresponding to a combination of two sliding windows, c (Q) and c (D) , considered in the input sequences, s (Q) i and s (D) ij respectively, at the same time. In case an MLP architecture is used [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF][START_REF] Xiong | End-to-end neural ad-hoc ranking with kernel pooling[END_REF], the objective is to learn different interactions between the matching features from the word-level. Finally, in case a recurrent architecture RNN is used [START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF][START_REF] Wan | Match-srnn: Modeling the recursive matching structure with spatial rnn[END_REF], the objective is to learn sequence and structure-based features. Hence, the matrix M is considered as an ordered sequence of information. Regardless the function ξ, the input texts can be represented in different ways, including classical one-hot word vectors [START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF], pre-trained embedded representations [START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF], or representations that are updated (learned) during the model's training [START_REF] Pang | Text matching as image recognition[END_REF].

One of the models that use a CNN architecture to learn the function ξ is the ARC-II model proposed by Hu et al. [START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF]. This model uses an interaction matrix M computed using a product scheme between input query and document matrix representations. These representations are constructed by accumulating the component sequence word vectors. The intuition is to capture the interactions between words in a latent space rather than the word-word co-occurrences in the whole corpus. This intuition is supported by the effective performance of ARC-II [START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF] on different text matching tasks, such as sentence completion, question answering and paraphrase identification. In [START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF], Mitra et al. emphasize the importance of lexical matching in deep neural models for IR. They showed that representation-focused models tend to perform less when faced with rare terms. They also argued that web search requires both exact and non-exact (semantic-based) matching. Indeed, this type of search involves the use of several rare terms in some queries [START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF], and these are not necessarily used in the training collections of the latent representation spaces, and the exact matching will be more accurate to find the appropriate documents. Based on this motivation, the authors proposed a neural IR model, called DUET architecture, that incorporates both lexical and semantic matches. The DUET model consists of two parallel parts: the local model for exact matching that seeks to learn interaction signals between two texts; and the distributed model for semantic matching, based on the latent representation of texts. Final matching scores are computed by aggregating scores given by both the local and distributed parts of the DUET model [START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF].

Some other models define the interaction function ξ using an MLP network. For example, the DeepMatch model proposed by Lu and Li [START_REF] Lu | A deep architecture for matching short texts[END_REF] applies a deep MLP to the interaction matrix M corresponding to a word-word co-occurrence matrix. This model considers a hierarchical decisions for matching at different levels of abstraction. Local decisions, which capture the interaction between semantically related words, are combined through the different hierarchical layers of the NN, to learn the global matching decision. The DeepMatch model is trained [START_REF] Lu | A deep architecture for matching short texts[END_REF] using triplet sequences s

(Q) i , s (D)+ ij , s (D)- ij , where s (D)+ ij , s (D)- ij ∈ T i , and s (Q) i is more similar to s (D)+ ij than to s (D)- ij
. The objective is to maximize the similarity values computed by g (equation 4.5) for the positive pairs versus the negative ones, as described in the hinge-loss function of equation 4.7.

£ s (Q) i , s (D)+ ij , s (D)- ij = max 0, + g ϕ s (Q) i , ϕ s (D)- ij -g ϕ s (Q) i , ϕ s (D)+ ij (4.7)
where = 0.1 is a parameter used to control the training margin. In [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF], Guo et al. proposed a deep relevance matching model (DRMM). They show that the deep learning methods built for semantic matching, would not be well suited to ad-hoc research. The latter concerns basically the relevance matching rather than the semantic matching. Based on this main difference, DRMM model computes the word-word interactions between input sequences, using the matching function ⊗ (equation 4.6) corresponding to a cosine similarity, then the word-level matrix M is transformed into histograms. Every matching histogram regroups local interactions according to their signal strength levels rather than their position.

In other cases, the matching function g (equation 4.5) uses mainly a recurrent NN. For example, in the work of Wan et al. [START_REF] Wan | Match-srnn: Modeling the recursive matching structure with spatial rnn[END_REF], the authors propose the Match-SRNN model for position-based matching between input sequences. In the Match-SRNN model, given the input sequences s ij . This interaction is computed based in a combination of the prefix and the current word of every sequence. The matching matrix M is then fed to a the interaction function g that corresponds to a spatial RNN followed by an MLP layer to compute a final matching score. Another RNN-based architecture is proposed by Fan et al. [START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF]. The authors highlighted that the main limitations of the document-wide models is that they perform a competition between long and short documents; while the passagebased models leverage simplified aggregation strategies of local signals but cannot well capture complex relevance patterns. To overcome these limitations, the authors proposed a Hierarchical Neural Matching model (HiNT) which consists of two stacked components [START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF]. Specifically, the local matching layer that uses an RNN architecture to compute a passage-level matching patterns; and the global decision layer that uses a second RNN architecture that performs interactions between the different passage-level signals to compute the document-level relevance features. The objective of the HiNT model is to assess, automatically, the relevance of long documents in the right information granularity, the wordlevel, the passage-level or the whole document. The local layer uses a spatial GRU [START_REF] Wan | Match-srnn: Modeling the recursive matching structure with spatial rnn[END_REF] applied to a query-passage matching matrices. Then the global decision layer uses a hybrid network architecture to select signals from both passage and document level and compute the final matching score.

Attention-based vs Position-based

In some particular cases, specific assumptions about the input elements could be considered in the representation learning functions. Specifically, the attention aspect that assumes that some elements are likely to be more important than others in a given sequence; and the position of these elements in that sequence. Hence, we distinguish the attention-based models and the position-based models, among others that we refer to as general-features-based models.

Attention-based Models

The "attention" concept, resulting from machine translation [START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF], has brought a significant gain in several NLP applications, including sentiment classification [START_REF] Yang | Hierarchical attention networks for document classification[END_REF][START_REF] Parikh | A decomposable attention model for natural language inference[END_REF] and paraphrase identification [START_REF] Yin | Abcnn: Attention-based convolutional neural network for modeling sentence pairs[END_REF]. Attention-based models, identify the core information to be considered in a given sequence and allow focusing on some discriminated elements. The main idea is as follows: Given an input sequence s =< w 1 ...w |s| >, the attention model is expected to learn a coefficient vector α that determines how much attention should be given for each element in w t . The elements in s will be then weighted accordingly. Hence, the attention vector α = [α 1 , ..., α |s| ] is used in order to perform an optimal weighting process according to the task to be performed. Where every weight value α t represent the amount of attention to be given to the word at position t of the sentence. These values are computed [START_REF] Yang | anmm: Ranking short answer texts with attention-based neural matching model[END_REF] as described in equation 4.8.

α t = exp(V T .w t ) |s| t=1 exp(V T .w t ) (4.8) 
where V is a model parameter and represents the attention coefficients vector for the input sentence, and V T its transposed vector. Several authors have proposed attention-based models for text matching. For instance, Zichao Yang et al [START_REF] Yang | Hierarchical attention networks for document classification[END_REF] propose a hierarchical attention network for document classification. The model combines a word and a sentence attention levels in a recurrent model architecture. The input text is first represented using word embeddings, then a first bidirectional GRU (bi-GRU) layer is applied to compute a representation vector for the input text. This vector is then passed through an MLP layer in order to construct an intermediate representation vector that will be used to learn attention coefficients of the different words. A second bi-GRU layer is used to compute the sentence level representation and learn the corresponding attention coefficients. The same process as in the word level is repeated in the sentence level. The final score is then computed based on these representations. Liu Yang et al [START_REF] Yang | anmm: Ranking short answer texts with attention-based neural matching model[END_REF] propose an attention-based neural model (ANMM) for question-answer matching. The input question and answer sequences are represented by their embedded word vectors. Then an interaction matrix is computed using the cosine similarities. The ANMM uses a neural architecture with a value shared weighting scheme, and a gating function where the question words are used to compute attention scores for the final matching signals. The shared weighting scheme [START_REF] Yang | anmm: Ranking short answer texts with attention-based neural matching model[END_REF], called bin-sum, aims at using the same connection weights for some nodes of the fully connected layer, where signals are in the same interval that represents the matching signal strength. Recently, Peng and Liu [START_REF] Peng | Attention-based neural network for shorttext question answering[END_REF] proposed an attention-based convolutional neural model for short text matching. The model is made of two modules that work in parallel: the word-level and phrase-level. The model combines the word overlap feature of the input text sequences, represented as word vectors, with the features learned by the NN, to compute the relevance probability of the answer. First, matching matrices are computed for both the word-level and the phrase-level, using the cosine function, then a pooling layer is applied to both the matching matrices, in order to select the most important matching signals from the word level and the phrase level in parallel. Then, attention weights are computed at word and phrase levels, using the ReLU activation function for the input text representation. Finally, the word-level and the phrase-level score vectors are concatenated and fed to a hidden fully connected layer, to compute the final output probability.

Position-based Models

Differently from the attention-based approach, in the position-based models [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF][START_REF] Hui | Positionaware representations for relevance matching in neural information retrieval[END_REF][START_REF] Song | P-cnn: Enhancing text matching with positional convolutional neural network[END_REF] the matching function is provided with the positional information corresponding to the different words in the input sequences being compared.

The word position is already considered, implicitly, in convolutional and recurrent models for text matching. In convolutional models [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF][START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF], the convolution layers process selected windows or n-grams of the input text in order to extract contextual features. In recurrent models [START_REF] Kiros | Skip-thought vectors[END_REF][START_REF] Sutskever | Sequence to sequence learning with neural networks[END_REF][START_REF] Palangi | Deep sentence embedding using long short-term memory networks: Analysis and application to information retrieval[END_REF], the words ordering of a given input sentence is processed in the different gates of the a RNN node (section 2.3.2). However, only the hidden activation vector corresponding to the last input word, is considered as the embedding vector of the whole sentence. Position-based models [START_REF] Hui | Positionaware representations for relevance matching in neural information retrieval[END_REF][START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] consider the position of every individual word in a given text, as an important factor to determine its weight. In the model proposed by Hui et al. [START_REF] Hui | Positionaware representations for relevance matching in neural information retrieval[END_REF], a semantic matching matrix is first computed for the embedded word vectors of the document and the query. This matrix is then distilled, by selecting the k most significant matching signals along the document dimension. The objective is to localize the relevance matching over all the matrix entries. This matrix is then fed to the DRMM model [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF] architecture as input, to compute the final matching score. Wan et al. [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] proposed the MV-LSTM model for matching sentences using representations computed at different positions of every sentence. The model uses bi-LSTM networks (section 2.3.2), where every hidden state computes a different representation for the input sentences. Hence, each input sentence acquires a different representation at every position. For example, consider the input sentence s =< w 0 w 1 ...w |s| >, where w t is the word w at position t. ij , the MV-LSTM [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] computes interaction matrices based on the bidirectional representations of each sentence. These matrices are then fed to a pooling layer that extracts k strongest interaction signals. Called k-Max pooling, this process is used in several neural text matching models [START_REF] Kalchbrenner | A convolutional neural network for modelling sentences[END_REF][START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF][START_REF] Severyn | Learning to rank short text pairs with convolutional deep neural networks[END_REF][START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF]. It aims at removing the noisy features from the interaction tensor.

Recently, Song et al. [START_REF] Song | P-cnn: Enhancing text matching with positional convolutional neural network[END_REF] proposed the positional convolution neural matching model (P-CNN). This model considers positional influence and interaction in multiple levels for text matching. The P-CNN first encodes the signals of positional information at the word level, the phrase level, and the sentence level. Then, a position-to-similarity mapping layer is defined to transform word-level positional information into local matching signals. At the phrase-level, a CNN layer with position-sensible filters is used. A final matching function is then used to aggregate positional information, from the word and phrase levels, and compute a final matching score.

Discussion

Several issues are related to the use of deep models in text matching applications. We identify two main factors, the data and the models. In the following, we are going to discuss some issues related to every factor.

The type of data that is required in text matching applications, such as question answering and ad-hoc retrieval, consists mainly of three parameters: (1) a set of generalized queries, (2) a set of generalized documents, (3) relevance judgments (explicit human decisions or implicit such as click data). These three elements are more than required in order to design deep models in text matching applications. It is also useful to distinguish between deep neural models that focus on ranking long documents, from those designed for short text matching (e.g., for the question answering task, or for document ranking where the document representation is based on a short text field like title). The challenges in both of them are different, and DNN models need to be designed accordingly [START_REF] Cohen | Adaptability of neural networks on varying granularity ir tasks[END_REF]. In one hand, when computing similarity between pairs of short texts, the vocabulary mismatch problem is more likely to happen than when retrieving long documents which could contain thousands of words and query words are more likely to be used [START_REF] Liu Tieyan | Letor: Benchmark dataset for research on learning to rank for information retrieval[END_REF]. In another hand, long documents may contain mixture of many topics and the query matches may be spread over the whole document. The neural ranking model must effectively aggregate the relevant matches from different parts of a long document [START_REF] Zamani | Neural ranking models with multiple document fields[END_REF][START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF].

Another issue is related to the adaptability of neural models for the different applications of text matching. Indeed, the structures of deep models designed for text matching are often tailored to perform on specific datasets [START_REF] Cohen | Adaptability of neural networks on varying granularity ir tasks[END_REF]. In addition, IR tasks deal with text of variable length, from short sequences (in case of answer selection) to long documents. This issue makes it inappropriate to directly adapt a deep model, designed for short text matching application, to the ad-hoc document retrieval.

Finally, text matching applications are different according to the task being addressed. In recent studies [START_REF] Guo | A deep look into neural ranking models for information retrieval[END_REF][START_REF] Belkacem | Asymmetry sensitive architecture for neural text matching[END_REF], a new classification of neural text matching sate-of-the-art is provided. The different neural models for text matching could be divided according to the way of handling the different inputs to perform the task being addressed. In a previous work [START_REF] Belkacem | Asymmetry sensitive architecture for neural text matching[END_REF], we have introduced the asymmetry aspect regarding the different text matching applications in IR, and how the input sequences could be processed in order to perform the target task. This aspect will be discussed in more details latter in chapter 7.

Conclusion

In this chapter, we reviewed several neural text matching models, and provided a road-map of using the deep neural networks in different text matching applications.

The trend to use deep models in text matching is motivated by several limits of the classical LTR methods, mainly the features engineering which is costly and time consuming. Hence, the deep models designed for text leverage the computational ability of NNs to automatically compute and combine relevance signals. We defined a unified neural matching model that we used to describe different state-of-the-art models. All the different neural matching models described in this chapter handle different matching tasks independently of the nature of the data and the task itself. However, the analysis made in [START_REF] Cohen | Adaptability of neural networks on varying granularity ir tasks[END_REF] show that models designed for short text matching are inappropriate for ranking long documents. Finally, we described the models based on positional features and those putting a specific attention on particular words in a text sequence. We noticed that the positional features enable to enhance state-of-the-art results, as well as attention models do. However, to the best of our knowledge, there is no model that has considered both positional features and attention weight in the same model. This chapter closes the state-of-the-art part of this document. In the following part, we will detail our contributions made during the preparation of this thesis, to solve several problems and issues discussed in this part. In particular, concerning the exploitation of distributed representations in IR, as well as the use of deep models in text matching applications.

Introduction

In this chapter, we describe the experimental setup used to evaluate the different contributions and baselines. This setup includes the datasets, the evaluation metrics, the frameworks and technical tools used to perform the different experiments. We also describe the different baseline models that we considered to compare the performances of our models to the state-of-the-art results.

Datasets

In this work, we focus on two main tasks, short text matching and ad-hoc document ranking. Therefore, we used different datasets to run our experiments.

WikiQA

WikiQA is a set of question and sentence pairs, provided by Microsoft Research [START_REF] Yang | WikiQA: A challenge dataset for open-domain question answering[END_REF]. The questions have been collected from Bing query logs, and have an average length of more than 7 words. Each question is associated with a Wikipedia page that potentially contains the answer. The candidate answers have an average length of more than 25 words. They correspond to selected sentences from the summary section of the corresponding Wikipedia page that provides the most important information about every question's topic.

Table 5.1 gives some statistics about the WikiQA dataset. The original corpus contains 3047 questions and a total of 29258 sentences. It includes several questions that have neither correct nor wrong answers. These questions have been filtered in the version we use in our experiment and which is provided by MatchZoo1 . Hence, the new WikiQA version that we used includes 2477 questions and a total of 24590 sentences. Such that for every question there is at least one correct answer and at least one wrong answer. A sample of the WikiQA dataset is given in table 

QuoraQP

The QuoraQP 

Ad-hoc Document Ranking Datasets

We used two different types of the Text REtrieval Conference (TREC) 

News Datasets

We used two different datasets:

• Associated Press (AP). This is a set of news papers containing over 165K documents of different years (1988)(1989)(1990). In our experiments, we only used documents of the AP-1988 and AP-1989, which correspond to the common use in IR literature, and for which relevance judgments are provided for 150 different queries.

• Robust04. This contains documents of the TREC 2004 Robust Track4 . The dataset consists of news papers documents in discs 4 and 5 of the TREC data excluding documents of the Congressional Record set. This dataset contains over 528K documents and 250 judged queries.

Web Dataset

We used one Web dataset which is the GOV2 dataset. This dataset is used in the TREC Terabyte Track 5 . It contains a large proportion of the crawlable pages from .gov, in both HTML and text formats. Text documents may come from original PDF, Word or Postscript files. The GOV2 collection is 426GB in size and contains over 25 million documents. The GOV2 dataset includes 100 queries and the corresponding relevance judgments for the different associated documents.

Evaluation metrics

We have used different metrics in order to evaluate the performance of our proposed models as well as the different baselines. Several evaluation measures have been previously defined in section 1.5.1. In this section, we cite the different measures that we used in our experimental process, and give a brief reminder of their definitions and the reasons for our choice.

• MAP. Our aim is to evaluate for each query the distribution of relevant documents in the set of returned results.

• nDCG@k. We used this measure at different ranks, 1, 3, and 5 in the evaluation with a question-answering task; and at 5, 10 and 20 while evaluating with the ad-hoc document ranking task.

• P@k. The precision at different ranks is used to promote the relevant documents of a ranked results list. We evaluated the precision at different ranks, 1, 3, 5, 10, and 20.

• MRR. We used this measure for evaluations in the question-answering task. We assume that the user is likely to be satisfied if the correct answer is found in the top of results list.

• Acc. In our experiments, we only used this measure while evaluating the neural models in the paraphrase identification task. We evaluated the models ability to correctly find all the positive question-pairs.

Baseline models

While evaluating our different contributions, we considered several baseline models, namely classical and neural models.

Classical models

We considered two classical models that have already proven their effectiveness in different text matching applications. In the following, we give a brief description of the different models. We provided more details part III.

• BM25. is a probabilistic weighting model defined by Robertson et al. [START_REF] Stephen E Robertson | Okapi at trec-3[END_REF].

• LM. we used the language model of Metzler [START_REF] Metzler | Combining the language model and inference network approaches to retrieval[END_REF].

5 https://www-nlpir.nist.gov/projects/terabyte/

Classical models with word embeddings

We compared our models to some models where the word embedded representations have been used to enhance the classical ones.

• RM-Cent. [START_REF] Kuzi | Query expansion using word embeddings[END_REF] is a query expansion model using word embedded representations.

• NWT. [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF] is a model where all terms of the query are compared indifferently to all terms of the document, using cosine similarities with learned weights.

Neural models

We have also considered a set of neural models from the MatchZoo6 framework.

• ARC-I, ARC-II. [START_REF] Hu | Convolutional neural network architectures for matching natural language sentences[END_REF], are two convolutional models for sentence matching. ARC-I is a representation-focused model and ARC-II is an interactionfocused model.

• DSSM. [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF], is a model made of two symmetric deep MLP structures to compute semantic representations for the input sequences.

• CDSSM [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF], is an extension of the DSSM model [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF] with a convolutional layer.

• DRMM [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF], a histogram-based model for ad-hoc retrieval.

• DUET [START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF], a convolutional model composed of two parallel modules running together, the local model and the distributed model.

• MatchPyramid [START_REF] Pang | Text matching as image recognition[END_REF], a hierarchical convolution-based model for short text matching.

• MV-LSTM [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF], a position-based recurrent model for sequence representation and matching.

• ANMM [START_REF] Yang | anmm: Ranking short answer texts with attention-based neural matching model[END_REF], is an attention-based neural model for short text matching.

• KNRM [START_REF] Xiong | End-to-end neural ad-hoc ranking with kernel pooling[END_REF], is an end-to-end neural matching model for ad-hoc retrieval.

Tools and frameworks

We used different tools to perform the experimental and evaluation processes.

Here, we give a brief description of those tools.

• MatchZoo. [START_REF] Fan | Matchzoo: A toolkit for deep text matching[END_REF] is a framework for implementing, experimenting and comparing neural-based text matching models. This framework is developed with Python using different deep learning libraries such as Keras 7 and TensorFlow 8 , in addition to other libraries that are developed mainly for the different text matching processing steps, such as the matching tensors computation. Two main versions of the MatchZoo framework are provided. Specifically, the MatchZoo.1.09 release which is a software-like module, where models could be run using a command line; and the Match-Zoo.2.x10 which is still under development and is a library-like package.

In our experiments, we only used the first one (MatchZoo.1.0) which is a first stable release, on which we have run several models, modified some of them and added new ones.

• INDRI. [START_REF] Strohman | Indri: A language model-based search engine for complex queries[END_REF] is a text search engine developed as a part of the Lemur Project11 . This tool, designed for academic purpose, and is used to preprocess, parse and index different text datasets. INDRI can parse TREC newswire datasets and web collections. It allows running a set of baselines and returning the results in the TREC standard format. We used INDRI to parse and index the different datasets that we used in the experiments, as well as to run different classical baseline models, such as BM25 and LM.

• Pyndri. [START_REF] Van Gysel | Pyndri: a python interface to the indri search engine[END_REF] is a python interface to the INDRI search engine. It is designed as an integrated Python library dedicated to IR research. Pyndri12 offers read-only access at two levels in a given INDRI index, the dictionary and tokenized document collection, as well as the queries evaluation on the constructed index. In our experiments, we first indexed the different datasets using INDRI, in order to have an homogeneous data pre-processing (tokenization, lemmatization ...), then used Pyndri for accessing the different indexes.

• Trec eval 13 . [START_REF] Buckley | trec eval program[END_REF] is the standard tool used by the TREC community for evaluating a ad-hoc retrieval models. Given the results file (run) produced by the model being evaluated and a standard set of judged results, this package provide a list of performance values in terms of different metrics, such as MAP, nDCG and precision.

Conclusion

In this chapter, we described all the experimental set up that we adopted during the preparation of this thesis. Mainly, we described the different datasets, evaluation measures, baseline models and finally the technical tools. Instead of using MatchZoo to run the different neural baselines, one could use the original implementation corresponding to every model. In our case, we used MatchZoo since the different baselines are implemented using the same libraries and use datasets of a same format.

CHAPTER 6 QUERY WORDS IMPACT IN DOCUMENT RANKING USING WORD EMBEDDINGS

Introduction

In the previous chapters 1 and 3, we discussed several limitations of the models using the classical BoW representations, mainly the vocabulary mismatch. To solve this problem, recent approaches [START_REF] Zamani | Embedding-based query language models[END_REF][START_REF] Kuzi | Query expansion using word embeddings[END_REF][START_REF] Zamani | Relevance-based word embedding[END_REF][START_REF] Wu | Word mover's embedding: From word2vec to document embedding[END_REF] rely on the use of distributed representations of words [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF][START_REF] Pennington | Glove: Global vectors for word representation[END_REF], enabling a semantic-based matching.

Most of the models described in section 3.4 compare all query terms with all document terms in the same way. These models do not distinguish between query terms that are present in the document and those that are not. We believe that the absence of a query word in a relevant document is an important factor in the matching process, because query terms that are absent in the relevant document can appear in another semantic form in that document.

In this chapter, we analyze the impact of query terms that are not present in the relevant documents, on the document-query matching using embedded word vectors. To do so, we experiment different document-query matching strategies. We combine the exact matching of classical IR models with the semantic-based matching of distributed word representations. We studied three different matching strategies:

• Comparison of all query terms with all document terms in the same way.

• Comparison of the terms of the query with those of the document, according to their presence/absence in that document.

• Discriminatory comparison of the query terms with the document terms, based on their presence in that document and their similarities based on exact matching.

The chapter is organized as follows: in section 6.2, we give an example of a query and two candidate documents, where the relevant document does not contain as much query words as the irrelevant one. In section 6.3, we describe the classical query-document matching, that is then extended, in section 6.4, ... A senior police official, speaking on condition of anonymity, said hundreds of women had been smuggled across the border in recent years. ... In some cases, people have paid smugglers who promised them an escape from Bangladesh's grinding poverty, according to newspapers. The smugglers, known as ``manpower agents,'' promise jobs as servants and manual laborers in prosperous Middle Eastern nations.

Often the victims end up as nothing more than slaves in households or on farms. ...Bangladesh and the Indian state of West Bengal in an effort to stop the smuggling. ... Dhaka newspapers said 200 women and children had been rescued from the smugglers and 15 men had been charged with human trafficking since Jan. 1. ... The Dainik Bangla, a Bengali-language newspaper, said last October that police suspect some children have been smuggled out of Bangladesh for more macabre purposes. … </TEXT> </DOC> <DOC> <DOCNO> AP881014-0043 </DOCNO> <FILEID>AP-NR-10-14-88 0327EDT</FILEID> <FIRST>r a PM-AlienHouse 10-14 0479</FIRST> <SECOND>PM-Alien House,0493</SECOND> <HEAD> House Functioned As Debtors Prison For Illegal Aliens </HEAD> <DATELINE>FULLERTON, Calif. (AP) </DATELINE> <TEXT> More than six dozen illegal aliens, including three tearful children, were found by authorities in a house that served as a debtors prison for immigrants who could not pay their smugglers.

... Immigration and Naturalization Service and 14 were suspected of being the smugglers, authorities said.

All the aliens were from Mexico and owed from $300 to ``whatever the market would bear'' to the smugglers, known as coyotes, Tom Gaines, an assistant district director for the INS, said Thursday.

... Twelve of those arrested were arraigned Wednesday on conspiracy and illegal immigrant smuggling charges. Two are juveniles and will be deported, authorities said.

INS officers raided the home Sunday as part of a four-month investigation into an alleged alien smuggling ring, Gaines said. ... The smugglers just had guards at every door. It was plain intimidation to keep them there. '' In similar cases, illegal aliens who cannot pay their smugglers try to get word of their plight and need of money to relatives, authorities say. ... </TEXT> </DOC> Q: Combating Alien Smuggling to propose different matching strategies using word embeddings. In section 6.5, we describe the experimental setup and the evaluation results.

Motivation

In most IR models using word embeddings, the absence of query words in the relevant documents is often addressed by mean of the query expansion [START_REF] Kuzi | Query expansion using word embeddings[END_REF][START_REF] Zamani | Embedding-based query language models[END_REF][START_REF] Rekabsaz | Word embedding causes topic shifting; exploit global context![END_REF], but the words in the new query are processed in the same way. Other models [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF][START_REF] Ganguly | Word embedding based generalized language model for information retrieval[END_REF][START_REF] Nalisnick | Improving document ranking with dual word embeddings[END_REF] compute the query-document similarity score by using all interactions between the words in the document and those in the query. The presence/absence of query words in a document is not explicitly considered in these models. Figure 6.1 shows a concrete example where a relevant document has several missing query words compared to an irrelevant document, where more query words have been used. Let us consider the query Q ="Combating Alien Smuggling", for which the document AP880312-0074 is relevant, and we refer to it as D + 1 ; and the document AP881014-0043 is irrelevant, and we refer to it as D - 2 . Both D + 1 and D - 2 are taken from the AP TREC dataset. Using the BM25 model implemented in INDRI, the system ranked the document D + 1 at position 179 while the irrelevant document D - 2 is ranked at first position of the list. In figure 6.1, we show some snippets of documents, D + 1 and D - 2 . We used three different colors to highlight the query words and the occurrences of their stems in each document. We can notice that, the relevant document D + 1 contains only one query word for which the stem is "smuggl". While the irrelevant one D - 2 contains more query words, of stems "smuggl" and "alien". This example highlights the fact that the occurrence of all query terms in a document does not imply that this document is relevant.

Classical Query-Document Matching

In tfidf models based on the standard BoW representation, the relevance score sc assigned to a document D w.r.t. a query Q is generally computed [START_REF] Lv | Lower-bounding term frequency normalization[END_REF] based on the exact match between every query term q i and document term d j , as shown in the general equation 6.1.

sc(Q, D) = qi∈Q∩D M tf idf (q i , D) (6.1)
M tf idf (q i , D) is the weight corresponding to the query word q i in the document D, and is computed using a classical tfidf or any IR model. This approach assumes that the query terms contribute to score sc only if they are present in the document, while those that are not, even if they contribute to the description of the information sought by the user in the query. These terms are not considered in this approach, which results in some information missing. To cope with this limitation, distributed representations of words [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF][START_REF] Pennington | Glove: Global vectors for word representation[END_REF] can be used. These representations enable to exploit the semantic similarities between two words lexically different w i and w j , such that the semantic relatedness is translated by a function sim computing a distance between the corresponding vectors w i and w j .

In the following sections, we describe different matching strategies, described in an earlier work [START_REF] Belkacem | Impact de la présence/absence des termes de la requête dans le document sur le processus d'appariement document-requête en utilisant word2vec[END_REF], and allowing to exploit the semantic links between the vectors of the query words and those of the document, based on the occurrence of the query words in the documents.

Matching Strategies Using Semantic Word Similarities

One simple way is to compare all query terms with all the terms of the document using their representation vectors, as in [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF][START_REF] Roy | Representing documents and queries as sets of word embedded vectors for information retrieval[END_REF]. Thus, the importance of every term in the document is assessed w.r.t. the terms of the query, as described in equation 6.2:

sc(Q, D) = dj ∈D qi∈Q M tf idf (d j , D) × sim(q i , d j ) α (6.2)
M tf idf (d j , D) is the weight of the document term d j , sim(q i , d j ) is a normalized semantic similarity between the terms q i and d j term. α is a parameter used to control the impact of the semantic similarity sim(q i , d j ).

Based on the comparison of all query words with all document words in equation 6.2, we can transform this equation to better highlight the aspect of presence/absence of query terms in the document (equation 6.3) and/or on the exact or lexical matching between the terms (equation 6.4). In both these strategies, we consider a normalized word similarity function sim(q i , d j ).

Presence/Absence Split

In this strategy, we intend to observe the contribution of query terms that are not present in the document to the assessment of the document's relevance score. We decompose the equation 6.2 into two parts: the first part deals with the terms of the query that are present in the document while the second part deals with the terms of the query that are not in the document. This process is shown in equation 6.3:

sc(Q, D) = λ × dj ∈D qi∈Q∩D M tf idf (d j , D) × sim(q i , d j ) α + (1 -λ) × dj ∈D qi∈Q\D M tf idf (d j , D) × sim(q i , d j ) α (6.3)
where λ is used to control the impact of each part in the equation.

Exact/Semantic Matching Split

We have decomposed the first part of the equation 6.3 into two components, as shown in equation 6.4. In this equation, we can separately observe the impact of the following elements:

• The exact matching of the query terms and the document terms, which is described by the first part of equation 6.4 ( qi∈Q∩D M tf idf (q i , D));

• The semantic matching between the query terms in the document and its other terms, which is described by the second part of equation 6.4

( qi∈Q∩D dj ∈D\{qi} M tf idf (d j , D) × sim(q i , d j ) α );
• The semantic similarity between terms of the query that are not in the document with the terms of the document, which is expressed in the third part of equation 6.4 ( dj ∈D qi∈Q\D M tf idf (d j , D) × sim(q i , d j ) α ).

.

sc(Q, D) =λ 1 × qi∈Q∩D M tf idf (q i , D)+ λ 2 × qi∈Q∩D dj ∈D\{qi} M tf idf (d j , D) × sim(q i , d j ) α + (1 -λ 1 -λ 2 ) × dj ∈D qi∈Q\D M tf idf (d j , D) × sim(q i , d j ) α (6.4) λ 1 + λ 2 ≤
1 are parameters used to control the impacts of the different items cited above.

Relations Between the Different Matching Strategies

In the previous matching strategies, note that if λ = 0.5 in equation 6.3 and if λ 1 = λ 2 = 1/3 in equation 6.4 then the equations 6.3 and 6.4 are equivalent to the equation 6.2. Consider the matching function as defined in equation 6.5:

sim(w i , w j ) = 1 if w i = w j 0 otherwise (6.5)
If the similarity between the query terms and the document terms is computed by the equation 6.5, then the equation 6.1 will be a special case of each of the matching strategies described by the equations 6.2, 6.3, and 6.4. Indeed, when λ = 0.5 in the equation 6.3 and λ 1 = λ 2 = 1/3 in the equation 6.4, the equations 6.2, 6.3, and 6.4 become similar to 6.1.

Experiments

Evaluation methodology

Since the overall experimental framework of this work was described in chapter 5, we will briefly recall the experimental set up used in order to evaluate the different matching strategies and compare them. We used two traditional models to compute the M tf idf function in each of the equations, 6.1, 6.2, 6.3 and 6.4, namely the BM25 [START_REF] Stephen E Robertson | Okapi at trec-3[END_REF] where following the common use in IR, parameters k 1 and b are set to 1.2 and 0.75 respectively; and the language model of Metzler et al. [START_REF] Metzler | Combining the language model and inference network approaches to retrieval[END_REF] where λ D = 0.2 and λ C = 0.4. We used the three TREC datasets described in table 5.5. The AP 88-89 is used to set the parameters λ, λ 1 , λ 2 and α of the different matching strategies defined in section 6.3. Performances are reported using Robust04 and GOV2.

Parameter Setting and Impact Analysis

We use the cosine function to compute the similarity sim between every document term d j and query term q i . For the embedded word representations, we used the pre-trained Word2Vec1 model, where each word is represented by a vector of 300 dimensions. Out of vocabulary terms are simply ignored. We conducted experiments on the dataset AP 88-89 to set the different hyperparameters. The parameter α takes values in {1, 2, ....20} (above 20 the performances were unchanged), the parameters λ, λ 1 and λ 2 take values in {0.1, 0.2...0.9}. We used trec eval to evaluate our model's performances in terms of MAP, P @5, P @10 and P @20 as well as the nDCG@20. The analyses of the equations 6.2 and 6.4 were similar to the one of the equation 6.3 for which we describe the impact of the different parameters that are used. Figure 6.2 shows the evolution of performance, in terms of MAP and P @5, using the BM25 model to compute M tf idf in the equation 6.3. In this figure, each curve corresponds to a value of α.

We notice that MAP and P @5 gradually evolve in line with the increase in the value of λ for α ∈ {1, 2}. For α ∈ {3, 4, 5, 6} the performances are stable for the values of λ ∈ {0.4, 0.5, 0.6} then decrease slowly for λ > 0.6. For α = 7 the values of MAP and P @5 become more stable with λ ≥ 0.4.

This analysis shows the impact of the λ parameter used to analyze the influence of query terms that are not in the document on the matching process. In the equation 6.3, λ = 0.4 gives the best results, explaining the importance of query terms that are not in the document in the matching process. For α ∈ {1, 2, 3, 4} the performance is worse than for α = 7, because the semantic similarity had more impact on the matching process. According to Zamani and Croft [START_REF] Zamani | Relevance-based word embedding[END_REF] of context [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF], they can lead to the use of irrelevant terms in document-query matching (e.g. the terms secured and dangerous have a great semantic similarity but dangerous is not relevant for the query "security transport"). Based on the above analysis, we have defined the parameter values that correspond to the compromise between the performance in terms of P @5 and the MAP, leading to the following configuration: α = 7 in both equations 6.2 and 6.3; and λ = 0.4 in the equation 6.3. For the equation 6.4, we use the following configuration: α = 5, λ 1 = 0.5 and λ 2 = 0.3.

Results and discussion

As explained in section 6.3, we analyze the contributions of query terms, that are missing in the document, to the semantic-based matching process. In the following, we evaluate the different matching strategies to answer different research questions (RQ), where the labels eq6.2, eq6.3, and eq6.4 correspond to the different matching strategies defined by the equations 6.2, 6.3, and 6.4, respectively.

RQ1: How parameter α impacts the performances of the three matching strategies?

We first analyze the behavior of each of the defined matching strategies, according to the different values of the α parameter. The figure 6.3 shows the evolution of the performances, in terms of MAP and P @5, of the different matching strategies.

In figure 6.3, according to the different curves, we can notice that all the equations behave in the same way with a slight difference in performance. The most important difference is that for α ∈ [START_REF] Yang | WikiQA: A challenge dataset for open-domain question answering[END_REF]8], the performances of equations eq6.3 and eq6.4 are slightly better than the results of the equation eq6.2. However, for α > 8 the performances of all the different matching equations decrease, because the contribution of the semantic similarity between words, sim(q i , d j ), is largely reduced due to the exponent value. These results show, in one hand, that for the different equations 6.2, 6.3 and 6.4, the parameter α has the same impact; and in the other hand, the distinction between the query words that are in the document and those that are not (equations 6.3 and 6.4), has led to some improvement in the MAP and P @5 values compared to the indifferent processing of all the query terms (equation 6.2).

RQ:2 What is the impact of a similarity threshold?

As suggested in several state-of-the-art analysis [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF][START_REF] Rekabsaz | Exploration of a threshold for similarity based on uncertainty in word embedding[END_REF][START_REF] Rekabsaz | Word embedding causes topic shifting; exploit global context![END_REF] that use the cosine similarity between word vectors, defining a threshold value to control the impact of this similarity is important. Hence, we evaluated the different matching strategies using a minimum threshold of the semantic similarity between words ε ∈ {0.0, 0.1, ..., 1.0}. The objective is that the similarities taken into account must be greater than the ε value. For this purpose, the similarity between a query word q i and a document word d j is computed as defined in the equation 6.6.

sim ε (q i , d j ) = sim(q i , d j ) if sim(q i , d j ) > ε 0 otherwise (6.6)
where sim(q i , d j ) is the cosine similarity between the representation vectors of q i and d j . Figure 6.4 shows the performances evolution of the different matching equations, according to the different values of ε, using the BM25 model in M tf idf as defined in the section 6.3.

In this figure, we find that the ε threshold has a negative impact on the performance of each of the proposed matching strategies. We can see a similar behaviour of all strategies. For a low threshold value ε ∈ [0.0, 0.2], the performance values gradually decrease as the values of ε become larger, ε ∈ [0.3, 1.0]. We used the α parameter to regularize the impact of the semantic similarity between words. Consequently, the small similarities (when sim ε (q i , d j ) ≈ 0) are omitted, due to the property of the α power function near 0, and which have lead to a drop in performance, when an important values of ε is used.

RQ3: How the matching strategies are effective compared with classical models?

We also compared the different matching strategies that we propose with traditional IR models. Tables 6.1 and 6.2 show the results obtained on two datasets, Robust04 and GOV2, using BM25 and LM respectively, to compute the value of M tf idf in each of the matching equations eq6.2, eq6.3 and eq6.4. We reported the performances in terms of MAP, P @5, P @10, P @20 and nDCG@20 of each equation. The values in bold type represent the best performance over the different models. Results labelled with (+) or (-) show the significance2 in, respectively, improvements or decrease in performance compared to the corresponding baseline model. W/L/T refer to the number of queries whose performance is improved (Win), deteriorated (Loss) or remained unchanged (Tied) by the corresponding matching strategy, w.r.t. the corresponding baseline.

In both tables 6.1 and 6.2, when considering the Robust 04 dataset, the different matching strategies perform better than the classical baselines, BM25 and LM. The improvements are significant, concerning MAP and P @5 with BM25 and in terms of P @20 with ML. The matching strategies eq6.2 and eq6.3 outperform the BM25 model with more than 2% in terms of P @5. The matching strategy eq6.4 outperforms the BM25 model with more than 4% in terms of P @5. In the GOV2 dataset, both equations eq6.2 and eq6.3 outperform traditional models, BM25 and LM, in terms of only P @5. When the LM model is used to compute values of M tf idf , the differences are not significant.

RQ4: How does the different query terms contribute to the relevance assessment?

In order to explain the results obtained in the different datasets, we analyzed the impact of the different query terms in the computation of the score of relevant documents in every dataset. Let sc t (D, Q) be the total relevance score computed for a document D according to the query Q defined as in equation 6.7. Note that in this analysis, we only consider documents that are judged as relevant.

sc t (D, Q) = sc a (D, Q) + sc p (D, Q) (6.7) • sc a (D, Q) = qi∈Q, qi / ∈Q∩D dj ∈D sim(q i , d j )
is the score calculated according to the terms of the query that are absent in the document;

• sc p (D, Q) = qi∈Q∩D dj ∈D sim(q i , d j ) is the score calculated according to the terms of the query that are present in the document. sim(q i , d j ) is the cosine similarity between the terms q i and d j .

First, we are going to analyze the proportion of relevant documents that are concerned with the problem of query words absence in the AP 88-89 dataset used to set the different parameters of the studied matching strategies. Figure 6.5 shows the percentages of contribution of the query terms that are present in the document, refereed to with sc p , and the terms that are absent in the document, noted s a , when computing the total score refereed to with sc t for the relevant documents in the collection AP 88-89. Remember that we used this dataset to set the different parameters in each of the matching strategies we proposed. In this figure, each bar represents a relevant document whose score is computed by the equation 6.7. We can see that the scores of the majority of relevant documents (green area) are significantly affected by the similarities between the query terms that are absent in the documents and the terms of these documents. Now, let us analyze the relevance scores of the test datasets, Robust04 and GOV2. Figure 6.6 shows the contribution percentages of the query terms that are present in the document, sc p , and the terms that are not, sc a , to the computation of the total score sc t for the relevant documents in each of the GOV2 (figure 6.6a) and Robust04 (figure 6.6b) collections. In figure 6.6, we see that the scores of the relevant documents in the Robust04 dataset (figure 6.6b) are influenced by the similarities of the query terms that are not in the document (score sc a ) in a consistent way. This explains the improved research results obtained by the different matching strategies we proposed (tables 6.1 and 6.2). However, in the GOV2 dataset (figure 6.6a), the scores of relevant documents are not significantly influenced by the similarities between the query terms that are absent in the relevant documents and the terms of these documents (sc a ). In the Robust04 collection, nearly 12% of the relevant documents do not contain any query terms, so processing query terms that are missing in the relevant documents accordingly has worked well. Differently from the GOV2 collection that contains only 1.1% of relevant documents without any query term. This explains the non-influence of the split of the query terms according to their presence/absence in the documents of the GOV2 dataset.

RQ5: How the proposed matching strategies perform in comparison to state-of-the-art models?

In this analysis, we evaluate how much the different matching strategies are effective compared to traditional model and some state-of-the-art models, where embedded word representations have been used to enhance traditional IR models.

In table 6.3, M BM 25 and M LM refer to the use of model BM25 and LM respectively to compute M tf idf in equations eq6.2, eq6.3 and eq6.4. RM-Cent corresponds to the model of Kuzi et al. [START_REF] Kuzi | Query expansion using word embeddings[END_REF] which is a query expansion model using the embedded representations of words. NWT refers to the model of [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF], where all terms of the query are compared indifferently to all terms of the document. In this table, we report the results of the different approaches to the state of the art as presented in the corresponding articles for RM-Cent [START_REF] Kuzi | Query expansion using word embeddings[END_REF] and NWT [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF]. The values in bold type represent the best performance over the different models In table 6.3, we can notice that the matching strategies we studied outperform the state-of-the-art models in terms of P @5 in the Robust04 dataset and in terms of nDCG@20 in the GOV2 dataset. In all the matching strategies, we exploit all semantic interactions between the word vectors of the document and the word vectors of the query. Differently from models that process all query terms indiscriminately, RM-Cent [START_REF] Kuzi | Query expansion using word embeddings[END_REF] selects the most suitable terms for expanding the query, then the resulting query is used in a classic language model, to rank documents of the dataset; and the NWT model [START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF] where word vectors are used to capture semantic similarities between document terms and all query terms without distinction. Although the matching strategies that we propose are not more effective than all the baselines, the results support our intuitions about the importance of query words that absent in relevant documents, in the relevance assessments.

Conclusion

In this chapter, we have analyzed the document-query matching process using word embedding in classical IR models. We proposed different matching strategies based on the presence/absence of query terms in the document. We used semantic similarities between document and query terms to address the vocabulary mismatch between the document and the query. The results show that explicitly taking into account query terms that are not used in the document improves the matching process, and provide better results than traditional models based only on exact matching. The results are comparable to those of some state-of-the-art models in the Robust04 dataset. However, using the GOV2 collection, the different matching strategies do not provide a clear improvement, as the documents in this collection differ to the one in Robust04. In particular, documents in GOV2 are longer and they contain most of the query terms (which is shown by the analysis in the section 6.5.3).

The embedded representations of words are also used in neural matching models, in order to construct representations of whole sequences being matched. In the next chapter, we present our work on text matching with neural models.

CHAPTER 7 NEURAL MODELS FOR SHORT TEXT MATCHING USING ATTENTION-BASED MODELS 7.1 Introduction

We define the nature of a text sequence according to its length, that can be short or long, and its usefulness that can be providing or seeking for information. Our objective in this chapter is two folds: the first is to handle two different matching tasks according to their nature; the second is to study and evaluate the impact of some word-level features, such as position and attention, in matching different sequences. To do so, we first define the nature of the matching task, based on the type of the inputs and the relationship between them. We distinguish two types of matching, the symmetric matching and the asymmetric matching. In the symmetric tasks, such as document classification [START_REF] Pang | Text matching as image recognition[END_REF], we assume that inputs and outputs are interchangeable. In the asymmetric tasks, such as question-answer matching [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF], the inputs are different and are not interchangeable. To handle these aspects, we propose a general architecture extending several state-of-the-art neural matching models, using attention layers. In a second step, we argue that the combination of different word-level features, such as attention and position, may lead to better results. In one hand, Position-based models [START_REF] Hui | Positionaware representations for relevance matching in neural information retrieval[END_REF][START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] rely on the word position to compute representations of the input text. The positional information of the word, such as proximity, word dependencies, and the sequence structure, are important in learning text representations and can have an important impact on the matching process. On the other hand, Attention-based representation models [START_REF] Parikh | A decomposable attention model for natural language inference[END_REF][START_REF] Yin | Abcnn: Attention-based convolutional neural network for modeling sentence pairs[END_REF][START_REF] Yang | anmm: Ranking short answer texts with attention-based neural matching model[END_REF], learn coefficient vectors that put more attention on some words and enable to designate the most important words in the input text, regardless of their position. Hence, we believe that it would be interesting for a representation learning model to have information about the most important words, as well as their positions in the input text.

In this chapter, we present our neural approach for text matching. We will first motivate and detail the proposed models, in section 7.2. We then describe terms "How" and "immigrated to" describing the missing information. Q is about how the immigration process was performed. The two different answers A1 and A2 give two different solutions, solution 1 and solution 2 respectively. Based on semantic and syntactic relatedness, both the answers match with the question. However, one can notice that solution 2 better solves the problem than solution 1 does. The answer A2 contains the corresponding information. Hence, solution 2 represents the missing piece of the puzzle.

This example shows that syntactic and semantic-based similarities are not enough to completely solve the problem. The question has some words that require particular attention to retrieve the correct answer.

The previous example highlights the asymmetry aspect of the questionanswer matching task as well as of similar problems, such as document-query matching. Hence, we consider the following definitions:

• The symmetric matching task consists in identifying if two texts are semantically similar, and concern inputs of the same type, such as sentence completion [START_REF] Zweig | Computational approaches to sentence completion[END_REF][START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF], document classification [START_REF] Pang | Text matching as image recognition[END_REF][START_REF] Kim | Convolutional neural networks for sentence classification[END_REF], and paraphrase identification [START_REF] Yin | Convolutional neural network for paraphrase identification[END_REF][START_REF] Singh Tomar | Neural paraphrase identification of questions with noisy pretraining[END_REF][START_REF] Abishek | An enhanced deep learning model for duplicate question pairs recognition[END_REF].

• The asymmetric matching task consists of knowing if a text provides the information sought in another text. The input texts are supposed to be of different natures, and their similarity is determined not only by their semantic and lexical links but also by their complementarity. This type of tasks mainly includes question-answer matching [START_REF] Yang | anmm: Ranking short answer texts with attention-based neural matching model[END_REF][START_REF] Peng | Attention-based neural network for shorttext question answering[END_REF], document-query matching [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF][START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF], and textual entailment1 [START_REF] Dagan | The pascal recognising textual entailment challenge[END_REF].

The Asymmetry Sensitive Matching Architecture

The previous example in figure 7.1 shows the main idea about the asymmetric matching tasks, and the need to take into account the importance of each of the keywords of a text sequence, beyond the semantic and lexical links between the input sequences being matched. In this work, we propose an approach to take these aspects into account. Specifically, we use attention-based layers, to allow the matching model to focus on the most important words in the input sequences according to the nature of the task being addressed.

Model Description

We consider two generalized input sequences, s

(Q) i =< w (Q) 0 ...w (Q) |s (Q) i | > that
can be a query, a question or any input sequence to be compared with another sequence; and s

(D) ij =< w (D) 0 ...w (D) |s (D) ij |
> that can be a document, an answer sentence or any other sequence. Based on the general architecture that we previously described in figure 4.1, we define an extension framework where the model Φ is extended using attention layers in the function ϕ. This process is shown in figure 7.2, where we use Φ instead of Φ and ϕ instead of ϕ, to refer the extension of the original model Φ, the extended representation layer, respectively. ϕ is supposed to process every input sequence in a different way according to the task being addressed. 

ϕ (s) = ψ • ω(s) if ρ (s) = 1 ϕ(s) otherwise (7.1)
where ϕ is a function used to compute the internal representations of the inputs, as defined in equation 4.3. ψ is a representation function that combines the different word vectors e (w t ) of s to compute a corresponding initial representation. The ω function computes a weighted representation for the input sequence, and is defined in equation 7.2.

ω(s) = ᾱs = e (w 1 ) α 1 , ..., e w |s| α |s| (

where w t is the word at position t in s. ᾱ = α 1 , ..., α |s| is the attention weight vector, where α t is an attention weight computed as in equation 4.8.

The matching part of the framework described in figure 7.2 remains the same. The whole extended model Φ is trained from end to end, where the corresponding parameters include both parameters of the original model Φ (figure 4.1) and parameters of the added attention gating layer. Thus, the parameters of Φ are θ Φ = {θ Φ , θ ω } with θ Φ and θ ω are the parameters of the original model Φ and those of the attention layer ω, respectively. Finally, the relevance score of an input sequence s

(D) ij w.r.t. a another input s (Q) i
is computed by the extended model Φ defined as in equation 7.3. The framework proposed in this section can be used to extend different state of the art models. In the following paragraph, we show some neural text matching models that we extended, based on the framework from figure 7.2.

Φ def = g ϕ (s (Q) i ), ϕ (s (D) ij ) (7.3) 

Extension of Some State-of-the-art Neural Models

In section 7.2.2, we have described an extension framework that is applicable for most neural text matching model. We used a generalized input sequences, s

(Q) i and s (D)
ij , to enable inclusion of the maximum number of text matching models. However, the adaptation of this framework could vary from model to another. This aspect is illustrated in figure 7.3 with two examples of extended neural text matching models. Namely, MatchPyramid [START_REF] Pang | Text matching as image recognition[END_REF] that is an interaction-focused model and CDSSM [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF] that is a representation-focused model.

In figure 7.3a, we show our extended version of the MatchPyramid model [START_REF] Pang | Text matching as image recognition[END_REF]. In this case, the function ψ can be seen as a void function, where the inputs do not undergo any transformation. Hence, the matching part of this model uses the attention-based weighted word vectors instead of the original represen-tations. The rest of the model remains unchanged, with a set of convolution and pooling layers that compute matching signals from different abstraction levels. In figure 7.3b, we show the extension of the CDSSM model [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF]. In this figure, the ψ function corresponds to the word-hashing function [START_REF] Huang | Learning deep structured semantic models for web search using clickthrough data[END_REF], where tri-gram letters are used as an input instead of a sequence words. In this case, one can consider the original words of a sequence instead of the n-gram letters, by considering ψ as a void function, like in figure 7.3a. Thus, the ω layer compute attention weights for the n-gram letters or the original words. In both the extended models of figure 7.3, the function g represents the interaction part of each model, where the objective is to compute characteristics and intermediate results until the final output score sc.

We have also extended several other neural matching models, as described in figure 7.3, but we considered only two examples in this figure . All the models we have extended, including those shown in figure 7.3, are evaluated and compared to their original versions (section 7.5.1).

In the followings, we describe the experimental process and the evaluation results of our approach applied to different models. First, in the section 7.3 we describe the objective functions used for training. Then in section 7.4, we describe the experimental setup and discuss the different results.

Models training

In order to train the different neural models we used two different objective functions. In particular, the rank hinge loss and the categorical cross entropy.

Rank Hinge Loss

The rank hinge loss (RHL) is an objective function used to train a ranking tasks. This function is used in several text matching models [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF][START_REF] Haug | Neural multistep reasoning for question answering on semi-structured tables[END_REF]. Given a sequence s and two other different sequences s + and s -, such that s + is most similar to s and must be ranked better then s -. Given a trainable model with θ a set of learnable parameters, the ranking loss function £ RHL is defined as in equation 7. [START_REF] Yang | WikiQA: A challenge dataset for open-domain question answering[END_REF].

£ RHL (s, s + , s -; θ) = max(0, 1 -sc(s, s + ) + sc(s, s -)) (7.4) 
where θ represents all the trainable parameters of the model being learned. sc(s, s * ) is the matching score predicted by the model w.r.t. the input sentences s and s * .

Categorical Cross Entropy

The categorical cross entropy (CCE) is an objective function used to train models designed for a classification tasks [START_REF] Zhou | Text classification improved by integrating bidirectional lstm with two-dimensional max pooling[END_REF]. Formally, given two sequences s 1 and s 2 , the objective of the cross entropy is to compute the probability that these sentences can be similar or of the same category. This means that it assess the probability ŷ that the event x = (s 1 ≈ s 2 ) may occur. The loss function £ CCE is defined in equation 7.5. where ŷ is the predicted probability computed by the model, and y is the id of the true label corresponding to x. θ represents all the trainable parameters of the model being trained.

£ CCE (y, ŷ; θ) = - x y log (ŷ) (7.5) 

Experiments

Experiments were performed2 using the MatchZoo [START_REF] Fan | Matchzoo: A toolkit for deep text matching[END_REF] framework for neural text matching models. We used two datasets, the WikiQA dataset [START_REF] Yang | WikiQA: A challenge dataset for open-domain question answering[END_REF] and the QuoraQP dataset. We provided more details about the used datasets and the different tools in chapter 5.

We adopted a cross-validation with 80% to train, 10% to test and 10% to validate the different models results. As embeddings, we used the publically available pre-trained 300-dimensional word vectors of GloVe3 , which is trained in a common crawl dataset. All the evaluated neural models were trained using the ranking hinge loss function (section 7.3.1) for 400 epochs, on the WikiQA dataset and the categorical cross entropy loss function (section 7.3.2) for 500 epochs, on the QuoraQP4 dataset. For every model, we reported the results performance at the end of the training epochs. Table 7.1 show more details about the hyper parameters related to MatchZoo [START_REF] Fan | Matchzoo: A toolkit for deep text matching[END_REF] and that are set to the same values regardless of the models being evaluated.

Concerning parameters of the baselines, we opted for the recommended hyper-parameters configuration, either on the corresponding papers or in Matchzoo 5 . Exceptionally, in the CDSSM model [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF], we used embedded word vectors rather than the tri-letter hashing method [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF] in order to assess the impact of the attention layer (equation 7.2) at the word-level, in the same way than in the other evaluated models.

Results and Analysis

In this section, we describe and analyze the different results of the proposed models in this chapter, separately, and compare the performance of each model to different baselines.

The Asymmetry Sensitive Approach Analysis

In this section, we evaluate and analyze the asymmetry-sensitive architecture that we propose for text matching. We use a set of labels to refer to every architecture configuration. The symmetric matching includes the basic model (Original) and the application of the attention layer ω (equation 7.2) to both model inputs simultaneously, we refer to this as (Q+A). The asymmetric matching includes applying the ω layer for one of the inputs at a time, the question only (Q) or the answer only (A).

As in the previous section, we answer a set of research questions related to the text matching problems, and how they could be solved with our architecture.

RQ1:

What is the architecture's impact on matching text sequences of different natures? Table 7.2 shows the performance, in terms of MRR, P@1 and P@3, nDCG@1 and nDCG@3, of the different evaluated neural models in the WikiQA dataset, using the original architecture of each model as well as the extended architectures. The latter are noted by adding the labels (Q), (A) and (Q+A) as described above. In this table, the values in bold characters represent the maximum performances. The symbols and represent, the significance in 6 ,respectively, improvement and decrease of the performances.

We note that, for almost all models and metrics, at least one of the asymmetric architectures, either (Q) or (A), outperforms its symmetric counterparts, namely (Q+A) and the original version. Except the KNRM model, where the symmetric extended version (Q+A) outperforms all its asymmetric counterparts as well as the corresponding original model. Indeed, in the KNRM model [START_REF] Xiong | End-to-end neural ad-hoc ranking with kernel pooling[END_REF] the strongest matching signals in the word-level translation matrix are fed for a simple MLP structure. This kind of networks does not enable the handling the different inputs individually. Hence, the attention weights computed in the word-level for both the input sequences, in the corresponding KNRM.(Q+A) extended model, gave better performance than the original KNRM does. Note that the improvements are significant for the MV-LSTM model. In table 7.2, the results show that taking into account the attention layer in (Q) or (A) allows a significant improvement in the performance of the different models, especially in terms of MRR and P@1 where: the architecture (Q) of the ARC-II, MV-LSTM and MatchPyramid models outperform the original architecture of each model. The architecture (A) of the DUET and CDSSM models largely exceeds their original architectures.

In order to analyze more closely the results shown in table 7 The symbols and represent, respectively the significant improvements and decrease in performance.

In table 7.3, we find that the MAP is better at least for one of the asymmetric architectures for all neural models, allowing better performance compared to the classical models. Regarding statistics on the different test questions, we note that the number of questions improved by the architectures (Q) and (A) is more important than with the architecture (Q+A), this is true for the different evaluated models. Note that these results strongly support our hypothesis regarding the impact of asymmetric architectures on question-answer asymmetric matching tasks. In addition, the performances obtained with the asymmetric model (Q)-MatchPyramid.ω are the best for this dataset7 , while the number of improved queries is greater for the CDSSM model with architecture (Q+A). In table 7.3, we note that when the numbers of improved and deteriorated questions are very close, the difference between the performance of the original model and its corresponding extended architecture, such as (Q), (A) or (Q+A) is not significant.

In order to get more explanations about these results, we also analyzed the questions whose results were improved or deteriorated to see if there is a correlation with the type of question (who, when, where...). Hence, another research question needs to be answered at this point. This question concerns the correlation between the type of questions addressed by the models and the improvements obtained with their extended architectures.

RQ2: Is there any correlation between the question types and the architecture that gets better improvement?

In order to answer this question, we first analyze the different questions in the WikiQA test dataset. There are five different question types: who, when, what, where, and how. Figure 7.4 Given the non-uniform distribution of the different types of questions, in the test corpus of WikiQA dataset, as described in figure 7.4, it doesn't seem obvious to figure out the type of questions for which every model is more effective. For instance, if a model improves 10 questions of type who and 10 questions of type what, we cannot figure out in which type of the two this model is more efficient. Hence, we analyzed the W/L/T variations of the performance, in terms of MAP 8 , for the different extended models compared to their original counterparts, for each type of question. The objective of this analysis is to find out, for every extended model, the type of questions on which it is most effective. Table 7.4 shows the proportions W/L/T of every extended model. In this table, values in bold characters correspond to the maximum Win (W) value per model. In table 7.4, we notice that every model extension is more effective on one or more question type than its corresponding counterparts. For instance, ARC-II (Q) is more effective on where questions. Its counterpart ARC-II (A) is more effective on how questions, and finally ARC-II (Q+A) is more effective on who questions. This behaviour is also noticeable with the other models, in particular DUET, KNRM, and MV-LSTM, compared to their corresponding extensions. Based on this, we approximated the results of an ideal model that can automatically adapt its configuration, either (Q), (A) or (Q+A), depending on the type of question being processed. This corresponds to the oracle version of every evaluated model, whose performances are given in table are estimated as in equation 7. [START_REF] Salton | Information storage and retrieval. reports on analysis, search, and iterative retrieval[END_REF].

M (Φ oracle ) ≥ max M M (Φ), M (Φ (Q) ), M (Φ (A) ), M (Φ (Q+A) ) (7.6) 
where M (x) gives the performance value of the model x according to the evaluation measure M . In table 7.5, the underlined values refer to the best achieved by the models in their original versions. The values in bold characters refer to the best performance w.r.t. every measure, and symbols the significance of the improvements according to the t-test. In this table, we notice that all the oracle versions perform better than the original models with significant improvements. These results approximate the best results that could be produced by a model that can automatically adapt its configuration, specifically to be symmetric (A) or (Q), or asymmetric (Q+A) or stay in the original one, according to the nature of the matching task being addressed. Constructing this model represents the aim of a future work.

RQ3: What is the impact of the attention layer on the behaviour of the different neural models?

To answer this question, we first analyze the behavior of the different neural models, with and without the attention layer, w.r. answers to the left of the list in order to return them first, which corresponds to the Ideal rank result. In figure 7.5, we considered some of the evaluated models, without and with the attention layer ω (equation 7.2), used to construct the different extensions, (Q) and (A). We consider the previous question q, and the answer a which one of the corresponding relevant answers, and which is returned by all the neural models considered in figure 7.5. For both q and a, we give the corresponding list of keywords indexed in MatchZoo: q: "What happened to George O'malley on Grey's anatomy?" keywords: happened, george, o'malley, grey, 's, anatomy. a: "In 2007, Knight's co-star Isaiah Washington (Preston Burke) insulted him with a homophobic slur, which resulted in the termination of Washington's Grey's Anatomy contract." keywords: knight, 's [START_REF] Graves | Speech recognition with deep recurrent neural networks[END_REF], isaiah washington [START_REF] Graves | Speech recognition with deep recurrent neural networks[END_REF], preston, burke, resulted, termination, washingthon (2), 's [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF], grey, 's (3), anatomy, contact.

For each of the neural models considered in figure 7.6, we retain the asymmetric In the figure 7.6a, the keywords happened and george are highly weighted in the question q by all the three models, which is consistent with the objective of q. Indeed, the question is about what happened to george. In figure 7.6b, the keywords contract, resulted and termination have acquired highest weights. These words represent the core information provided by the answer a. These results show the contribution of using the attention layer in the weighting process of the words of the question/answer according to their real importance. RQ4: What is the impact of the asymmetric architecture on the matching of texts of the same nature?

So far, we have analyzed the contribution of the architecture we propose (section 7.2.2) in the case of asymmetric matching tasks, such as question and answer matching. We also want to analyze the interest of our approach in the case of symmetric matching tasks. We consider the paraphrase identification task. Specifically, using the QuoraQP dataset (section 5.2), we are going to analyze the performance of our model in detecting similar question pairs. In figure 7.7, we show the performances in terms of Accuracy of different extended neural models while matching question pairs in the QuoraQP dataset. In this figure, we find that, as expected, most of the models do not benefit from the asymmetric architectures, specifically (A) and (Q). This is due to the symmetric nature of this matching task, except the CDSSM model for which performances of the asymmetric architectures, (A) and (Q), substantially exceed those of the original version. Indeed, the CDSSM model uses a convolution layer to take into account the context [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF] of a word, and the attention weights computed exclusively for one of the inputs at a time enable to inform the model about the most important words of each context, thus improving its performance. Similarly in case of the MV-LSTM model, where words are handled depending on their positions [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF], attention weights are used to inform the model about the importance of the word at each position.

For the rest of the models, the asymmetric architectures have not a significant impact on their results, and the corresponding original architectures, ARC-II, DUET, and MatchPyramid, perform better than their extended counterparts.

Given the results shown in figure 7.7, we want to analyze the behaviour of our asymmetric matching architecture in the symmetric matching task. To do so, we consider the following three different example questions from the Quo-raQP dataset: q 1 : "Are we living in a simulation?" q 2 : "Do we have any proof that we live in a simulation?" q 3 : "Is there a possibility that we actually are existing in a programmed platform?" Where, q 1 is similar to q 2 (Label = 1), but not similar to q 3 (Label = 0). In the table 7.6 we present the similarity scores computed by the different models using each of the different architectures. In table 7.6, opaque green cells refer to the improvement of the similarity score of the positive pair (q 1 , q 2 ) with the corresponding model architecture, compared to the original architecture of that model. We note that the score of the question q 2 is optimized in the asymmetric architectures (Q) and (A) as well as in symmetric architecture (Q+A). In particular, in case of the ARC-II and CDSSM models, the original architecture assigns inappropriate scores to the different pairs (q 1 , q 2 ) and (q 1 , q 3 ), the attention layer has allowed to compute similarity scores that correctly distinguish the positive pair (q 1 , q 2 ) from the negative one (q 1 , q 3 ). To verify these results, we computed the attention weights assigned by the ω layer, applied for q 1 in the The similarity scores assigned to a pair of similar questions (q 1 , q 2 ) and a pair of non-similar questions q 1 , q 3 ) by the different neural models within the symmetric and asymmetric architectures.

architectures (Q) and (Q+A), and those computed for the other two questions, q 2 and q 3 , in the architectures (A) and (Q+A). The figure 7.8 shows the attention weights assigned to each of the terms of these questions by the different models.

In figure 7.8, we notice that for each model, either the symmetric (Q+A) or asymmetric (Q) and (A) architecture is used, the attention layer has the same impact on the computation of the importance weights for the different words of the three questions q 1 , q 2 and q 3 . In addition, for the models that compute incorrect similarity scores (table 7.6), such as ARC-II and CDSSM, the attention layer allows the model to focus on the keywords of the different inputs. Therefore, these models produced more suitable similarity scores, using the asymmetric architectures (A) and (Q), as shown in table 7.6.

RQ5:

How effective is our approach compared to state-of-the-art models that are not Implemented in MatchZoo?

We would like to compare our results to others models that already performed good results in the datasets that we used in these experiments. Hence, we considered external models to the MatchZoo tool, and compared the best performances that we obtained in our experiments, with the asymmetric/symmetric architectures, to those published in the corresponding papers to the considered baselines. These baselines are:

• SU M BASE;P T K [START_REF] Tymoshenko | Cross-pair text representations for answer sentence selection[END_REF] is a Kernel-based model, combining intra and cross word similarities between text pairs. The intuition behind this model is that similar questions are likely to require similar answer patterns. Hence, the model computes similarities between different training pairs, and use them as additional features.

• P airwiseRank + SentLevel [START_REF] Rao | Noise-contrastive estimation for answer selection with deep neural networks[END_REF] is an approach for answer selection for question answering. This method directly exploits existing pointwise neural network models, by extending the Noise Contrastive Estimation approach with a triplet ranking loss function, in order to exploit interactions in triplet inputs, containing a question paired with positive and negative examples. Note that all MV-LSTM architectures evolve in the same way and and get higher accuracy values compared to the MV-LSTM performance. MV-LSTM (Q) outperforms the MV-LSTM baseline with 3.8% in terms of accuracy. The attention-based weights has the same effect in the different MV-LSTM architectures, in the QuoraQP dataset, because it is a dataset for a symmetric matching task, where inputs are of the same nature, where the task consists of identifying whether an input question is a duplicate of another question or not. So, the comparison process considers inputs with approximately a same length and the same structure.

Conclusion

In this chapter, we presented our contributions to the neural short text matching state-of-the-art. The experimental results support our hypothesis concerning the impact considering the asymmetry aspect of several text matching tasks, in the architecture of the matching model; and showed the advantage of combining the position features and and the word-level attention weights.

First, we highlighted the asymmetry aspect of several text matching tasks, and then defined a generalized architecture enabling the model to process the in- put text sequences w.r.t. their nature. In a second step, we extended several well known text matching models and built their corresponding asymmetric architectures. We performed experiments in two different question-answer datasets, considering the question-answer matching which is an asymmetric task, and the paraphrase identification which is a symmetric matching task. The results we obtained are promising in addressing the asymmetry aspect thanks to the attention layer. In the case of symmetric tasks, we saw that the asymmetric architecture did not have a significant impact on the performance of some models (RQ4 ). The attention layer corrected the similarity scores computed by models based on an MLP architecture, such as the CDSSM model [START_REF] Shen | Learning semantic representations using convolutional neural networks for web search[END_REF], and the MV-LSTM model [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] based on positional features of words. In this model, the attention coefficients combined with the position information helped improving the results with more than 3.8% in terms of accuracy. Finally, the analysis (RQ2 ) that we performed, concerning the questions type, have revealed that there is an important correlation between the type of a question and the extended models performances. Besides, the estimated oracle results are more performent than those of all the evaluated matching models. Hence, future work will focus our reflection on a model that, in one hand handle the question type automatically, and in the other hand take into account the symmetric/asymmetric aspect of the matching task.

CHAPTER 8 ATTENTION-BASED MULTI-LEVEL RELEVANCE ASSESSMENT 8.1 Introduction

Dealing with the document length is one of the most important challenges in IR [START_REF] Allan | Challenges in information retrieval and language modeling: report of a workshop held at the center for intelligent information retrieval, university of massachusetts amherst[END_REF]. The main problem is that, long documents may cover different topics, and only some parts are relevant to the query. This may complicate the matching task and decrease performances of current neural IR models. To deal with this issue, common neural IR models define a maximum document length in advance and pad shorter documents [START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF]. However, cutting off the exceeded text of a document could lead to information loss. Pang et al. [START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF] showed that the exceed part of a long document usually contains much important matching information.

To highlight this aspect, we consider the query number 253 of the AP TREC dataset. In this dataset, there are six relevant documents, of which the longest contains more than 600 words and the shortest contains about than 250 words. Hence, it becomes difficult to set a maximum length for all documents in this dataset for a neural matching model. Figure 8.1 shows an explicit description1 of the relevance signals distribution in a query-document matching matrix, corresponding to the query 253 (y axis), containing three words, and the longest relevant document (x axis) containing more than 600 words. In this figure, note that the strongest matching signals, corresponding to similarity values close to max = 1.0 and that are highlighted with the white rectangles, are located after the 250th (around the 270th) word, and several other strong matching signals appear in the second half part of the document (300th to the 600th word). This example highlights the fact that a query-document matching information can be lost if the document content is truncated. Another study is provided by Fan et al. [START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF], where the authors discussed the diverse relevance granularity in a long document, and that could be relevant completely or include several relevant passages or paragraphs. In this chapter, we first revisit the question of whether passage-based methods could help neural models to overcome the document length problem or not. Several passage-based models [START_REF] Liu | Passage retrieval based on language models[END_REF][START_REF] Wang | Discriminative probabilistic models for passage based retrieval[END_REF][START_REF] Lv | Positional language models for information retrieval[END_REF] have been already proposed in IR to rank long documents. The main limitation of the previously proposed methods is that passage-level signals are combined in a simple way that higher level relevance patterns are not considered. For instance, the best-passage approach [START_REF] Wang | Discriminative probabilistic models for passage based retrieval[END_REF] that rank the whole document based on its most relevant passage, or the linear combination-based model [START_REF] Liu | Passage retrieval based on language models[END_REF] that merely aggregate the scores of the different passages in a linear function. These methods cannot capture complex relevance information, such as the interaction between passages, which could help to figure out if the document is truly relevant or not w.r.t. the query. Differently from previous work [START_REF] Wang | Discriminative probabilistic models for passage based retrieval[END_REF][START_REF] Liu | Passage retrieval based on language models[END_REF][START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF], we assume that some passages of a long document are likely to be more relevant than others and need to be considered differently, and hence put more attention on them. We focus on the study of two main aspects: (1) the impact of considering a document passages, in order to capture and combine the relevant parts of a long document, and solve the document length problem, (2) the impact of putting more attention on some passages of the same document and its component words, and words of the query.

In the followings, we first (section 8.2) define a multi-level assessment framework based on attention layers, in both word and passage levels, to extend several neural matching models from the state-of-the-art. The input document is represented with a set of passages that are likely to be relevant. Furthermore, (section 8.3) we propose our attention-based multi-level matching model (aM3), where we consider the document relevance at three different levels, namely at the word-level, the passage-level and the document-level.

A Multi-level Attention-based Architecture

In this section, we present a multi-level attention-based approach to assess a document relevance. The main goal is to evaluate the impact of putting more attention in some words of a query or a document, and in some passages of the document. We present in the following a general framework that can be used to extend several neural models, as described in figure 8.2. First, we introduce the document representation, then we describe our multi-level attention approach.

Passage-based Document Representation

To deal with the document length problem in neural IR models, we propose to represent a document as a set of passages of a long document to construct its representation. Specifically, Every document in the dataset could be segmented into passages of k words, and represented by D = {P 1 , ..., P l } which is a set of l different passages from this document, where every passage

P i def = < w (D) ij ...w (D)
ij+k-1 > is a sequence window of k words, and w (D) ij is a word at position j of the passage P i . This representation can be used with different neural matching models from the state-of-the-art. In the following, we describe how the attention weights can be put to highlight a different passages and their component words in a document, as well as in the query words.

The Multi-level Attention

We assume that in a long document, there are some passages that are more relevant that others for a given query. Therefore, we need to consider them differently. In addition, words of every text (query and passages) are not of the same importance, and we need to put more attention in the most important ones. To do so, we propose to extend several state-of-the-art neural text matching models by adding attention layers. More specifically, given a matching model Φ of the general framework defined in chapter 4 (figure 4.1), where the inputs s (Q) i and s (D) ij refer to the query Q and a passage of a document D, respectively. Φ can be extended (construct model Φ ) using attention layers. These layers can be put in the word-level and/or to the passage-level, corresponding to the layers ω and ω p , respectively in figure 8.2.

In this figure, we consider a query of three words and passages of three words each one. These words are weighted by the layer ω as defined in equation 7.2. At the passage-level, the layer ω p computes attentions weights for the different passages after aggregating their word vectors, as defined in equation 8.1. matching layer, ω p put attention on the passages based only on the component information independently from the query. After the matching layer, ω p put more attention on some passages based on the lower level interaction features between the query and the document content. The final function g corresponds to the higher interaction layers used to compute the matching score.

AM3: An Attention-based Multi-level Matching Model

We propose an Attention-based Multi-level neural Matching Model (AM3) that exploits three different levels of information granularity: the word-level, the passage-level and the document-level. In the followings, we describe the different levels of our AM3 model accordingly.

Word Level

In the word-level, the aim is to consider words of the input sequences according to their importance. In our model, the function ψ is considered as an identity function and represented by dotted lines. At this level, we compute attention weight vectors, ᾱ(Q) and ᾱ(Pi) corresponding to all words of the query Q and the passages, respectively, using the attention layer ω defined in equation 7.2.

Passage level

In the word-level, the model is provided with relevance signals corresponding to every word in the different passages of the document but not the passages themselves. At the passage-level, the aim is to better distinguish the most important passages of the whole document. First, we compute a word-word matching matrix M (w) of the query Q and passages of the document D using equation 8.2.

M (w) = ᾱ(P1) P 1 , ..., ᾱ(P l ) P l ᾱ(Q) Q (8.2)
where is the cosine similarity. Then, we compute a relevance vector ẑi for every passage P i in D, using a convolutional layer of k × |Q| dimensional filters, with k is the passages length, applied to the word-word matching matrix M (w) , as described in equation 8.3.

ẑf i def = δ w f z i + b f , f = 1, 2, ..., F (8.3) 
where z i corresponds to the convolution window and F is the number of filters, which is also the dimension of the vector ẑi . The parameters w f and b f stands for the convolution layer weights and bias, respectively, corresponding to the filter f , and δ is the corresponding activation function.

Once the vector representation ẑi is computed for every passage, we compute the passage-level attention weight vector ᾱ(z) = α , where α (z) i is the attention weight of the passage P i computed using equation 4.8, where the word vector w t is substituted by the passage vector ẑi . The attention vector ᾱ(z) enables the matching layers of the document-level to focus on the most important passages. Hence, the passage-level signals to consider in the document-level are given by the matrix M (p) computed as in equation 8.4.

M (p) def = ᾱ(z) ⊗ ẑ = α (z) 1 ẑ1 , ..., α (z) l ẑl (8.4)
where ⊗ corresponds to the element-wise product.

Document level

The whole document relevance can be assessed based on the passage-level matching signals. The main idea is that the document can be considered as relevant if there is an important interaction between its different relevant areas. Therefore, at the document-level we construct a document-wide relevance patterns based on signals from the passage-level of the matrix M (p) . To this end, we can use one of the two options as a combination layer.

Recurrent Layer (LSTM)

The aim of using a recurrent layer is to process the different passages according to their positions in a document. We assume that a document where the relevant passage appeared at the beginning could be preferred by the user. Hence, the passage-level relevance matrix M (p) is fed to a long short term memory (LSTM) layer [START_REF] Hochreiter | Long short-term memory[END_REF]. In addition, in order to perform a kind of interaction between the different passages, we use a bidirectional recurrent network, where hidden the states (equation 2.5) -→ h and ←h , of the forward and the backward directions respectively, are concatenated to construct the document-level relevance features as described in equation 8. [START_REF] Fan | Matchzoo: A toolkit for deep text matching[END_REF].

y biLST M = - → h , ← - h (8.5)
where, if a simple LSTM layer is used, then we consider y LST M = -→ h .

Feedforward Layer (MLP)

The simple feedforward network [START_REF] Zell | Simulation neuronaler netze[END_REF] enables to move the information only in the forward direction of the NN (from input to output), and apply a non-linear transformation at every layer. We fed the matrix M (p) to a multiple layers perceptron (MLP) in order to transform the passage-level relevance signals as described in equation 8.6.

y M LP = δ F (W (F ) M (p) + b (F ) ) (8.6) 
where W (F ) and b (F ) are the feedforward layer parameters, and δ F is the MLP layer activation function.

Then, a final MLP layer is used to combine the document-level features y and compute the final relevance score sc. As described in equation 8.7.

sc = δ sc (W y + b) (8.7)
where W and b are parameters of the MLP layer, and δ sc is the final layer's activation function. y ∈ {y biLST M , y LST M , y M LP } is the final features vector computed in the document level by adopting one of the possible options, namely bidirectional LSTM, simple LSTM or MLP layer.

Experiments

In this section, we describe the experimental process and the obtained results, and analysis. We will first describe the evaluation setup (section 8.4.1), mainly the dataset and the evaluation protocol, then (section 8.4.3), we will describe the and discuss the obtained results.

Evaluation Setup

We consider the ad-hoc document ranking task and train our AM3 model, and the different evaluated neural models to optimize the rank hinge loss objective function (equation 7.4). We used the Robust04 news TREC dataset (details about this dataset are given in table 5.5 of section 5.2.3). Robust04 contains 250 queries, hence we performed a 5-fold cross validation, with 150 queries for training, 50 queries for validation and 50 queries for test. Experiments are conducted using the MatchZoo [START_REF] Fan | Matchzoo: A toolkit for deep text matching[END_REF] framework. We have added our AM3 model to MatchZoo. In order to evaluate our passage-based document representation approach, we extended some pre-implemented neural models in this framework with the attention layers ω () and ω p at several levels, as described in section 8.2.2. Instead of using all passages of a document, we use passages that are retrieved by the INDRI2 search engine, with a passages length set3 to 5 words without overlap.

We have trained our AM3 model using the Adam optimizer [START_REF] Diederik | Adam: A method for stochastic optimization[END_REF] with a batch size of 100. To avoid overfitting the data, we used a dropout rate with different values in {0.0, 0.1, ..., 0.5}, in layers of the document-level (section 8.3.3). The filters number F used in equation 8.3 takes values in {5, 10, ..., 100}. Our model as well as the neural baselines use the pre-trained Glove4 word embeddings with embedding size 300. All the models are trained over 600 epochs, then evaluated according to their performances in the last epoch. Concerning the hyper-parameters of the different baselines, we have considered the models configuration corresponding to the best results published in the corresponding paper.

Models Configuration

We have extended several neural baselines described in section 5.4, using different attention layers as described in section 8.2.2.

• Original refers to the original model without any modification.

• ω.P refers to the use of the attention layer ω p (equation 8.1), at the passage-level, to compute attention weights for the different passages.

• ω.Q refers to the attention weights computed by the layer ω (equation 7.

2) at the word-level of the query input.

• ω.D refers to the attention weights computed, by layer ω (equation 7.

2), at the word-level of the different passages of the input document.

For the DUET model [START_REF] Bhaskar | Learning to match using local and distributed representations of text for web search[END_REF], we considered different cases. In fact, this model is composed of two parallel convolutional models, the local and the distributed. We refereed for each of them with the labels local and distrib respectively. The lo-calDistrib label refers to the application of the attention layer, ω.Q, ω.P and/or ω.D in the corresponding level at both local and distributed parts of the DUET models.

We have also considered different configurations of our AM3 model for the document-level and the passage-level processing. The evaluated configurations are refereed to using the following labels: • FL refers to the use of a feedforward layer to combine the passage-level features (section 8.3.3).

• LSTM refers to the use of a simple LSTM layer to combine the passagelevel features. In this case, the document-level features computed in equation 8.5 are y = -→ h .

• bi-LSTM refers to the use of a bidirectional LSTM layer to combine the passage level features in equation 8.5.

Note that, in case the ω.P label is not used, the passage-level features tensor of equation 8.4 is M (p) = ẑ.

Results and Discussion

We considered the performance evaluation in terms of precision (P) and normalized discounted cumulative gain (nDCG), at ranks 1, 5 and 10 in addition to the mean average precision (MAP). The objective is to answer several research questions, as follows.

RQ1: Does the passage-based document representation approach correctly capture relevant documents?

First, we evaluate the impact of using the passage-based document representation, compared to the use of the whole document content to run existing state-of-the-art models, and show how it affects the models performances. We used some neural models that are implemented in MatchZoo, in addition to the BM255 classical model implemented in INDRI. Table 8.1 shows the performances of the different evaluated models. In this table, note that the BM25 model does not benefit from the passage-based document representation. Indeed, the new document content (based on the concatenated Models Configurations MAP P@1 P@5 P@10 nDCG@1 nDCG@5 nDCG@10 passages) contains words with less frequencies than the original document content. Hence, query words frequencies are also reduced, and this seems to be the reason why the BM25 performances decreased.

While considering the neural models, the document content corresponds to only the first 200 words of every document, which corresponds to the maximum document length supported by the different evaluated neural models in Match-Zoo in this experiments. However, as shown in section 8.1, relevance signals are located far away from the first 200 words. We notice that the passage-based document representation has a positive impact on the different neural models performances, compared to the use of a cut document content. For instance, performances in terms of MAP, of the models ARC-II, DUET and the MV-LSTM are better, with respectively more than 136%, 52% and 60% when using the passage-based representations than when using the document content.

Moreover, results of the DRMM model are better than the BM25 using the passage-based representations, in terms of MAP and nDCG@1. These results support our hypothesis concerning the relevance distribution over the long documents, and the information loss engendered by the cutting off of the document content. Indeed, the passage-based document representation makes it possible to reduce the size of the document, and thus make it bearable by the neural models. In addition, the passages selection process (section 8.2.1) constructs a document content that necessarily contains the query words, which help to better assess the document relevance.

RQ2: What is the impact of the multi-level attention weights in stateof-the-art models?

In addition to the passage-based document representation, we investigate how the attention weights computed at different levels (figure 8.2) impact the performances of existing neural matching models. Table 8.2 shows the performance results of several extended neural baselines with the attention layers ω and ω p applied at different levels within different configurations. We used different labels in order to refer to each of them as described in section 8.4.2.

In this table, we can notice that at least one configuration of the extended models performs better than its original counterpart. The best performances of every model are highlighted with bold characters. Best results are obtained by the DUET model using the ω.P +local+ω.D extension. The latter improves the performance with more than 31% in terms of MAP and more than 28% in terms of nDCG@5, compared to the corresponding original model. Note that for this analysis, we do not consider the DRMM model [START_REF] Guo | A deep relevance matching model for ad-hoc retrieval[END_REF]. In fact, this model uses a histogram function for mapping the word-level matching signals into lower-sized vectors, where every vector corresponds to the matching histogram of one query word with all the document. Most of the model extensions using the attention layer ω p at the passagelevel combined with the attention layer applied at the word-level of the document (ω.P + ω.D) or of the query (ω.P + ω.Q) perform better than the original versions as well as the extensions using the attention layer at the passage level only, the word level only or both of them at once (ω.P + ω.D + ω.Q). In fact, the word-level weights enable to identify the core information of every passage, and the passage-level weights consider the importance differences among the different passages. For instance, in case of ARC-II, the configuration ω.P +ω.D outperforms all the other configurations, improving the performance of the original model with more than 35% in terms of P@5. For the MatchPyramid model, the ω.P +ω.Q extension outperforms all the other models. Such that the results are more than 166% better than those of the original MatchPyramid model in terms of P@1. In fact, the attention weights computed for the different words in the query inform the model structure to focus on the passages having the most important words of the query. Moreover, the ω.P +local+ω.D extension of the DUET model performs better results than all the other extensions of this model, except for the P@1 where the ω.P +localDistrib+ω.D+ω.Q extension outperforms the original model with more than 47% in terms of P@1 compared to the 42% improvements with the ω.P +local+ω.D extension. In fact, ω.D enables to identify the most important words of the different passages, in addition to ω.P enabling to focus the interaction process of both the local and distributed parallel models of DUET on the most relevant passages.

The conclusion to be drawn from these results is that when the attention is put on the word-level, attention weights must be computed exclusively for words of only one of the two inputs at a time, the query input or the document input, resulting in an asymmetric configuration of the model. Note that, for most Model Configuration MAP P@1 P@5 P@10 nDCG@1 nDCG@5 nDCG@10 the evaluated models, results of one of the asymmetric configurations, namely the ω.P +ω.D or the ω.P +ω.Q, are better than the corresponding symmetric configuration. ω.P +ω.Q+ω.D. This is due to the asymmetric nature of the query-document matching. As it is discussed in a similar task (question-answer matching) in chapter 7.

RQ3: What are the performances of the different configurations of the AM3 model?

To answer this question, we used different configurations of our AM3 model. The objective is to evaluate the impact of putting the attention at different levels (word-level and/or passage-level). More specifically, we evaluated the impact of the attention weights computed for the different passages, referred to with label ω.P ; and the impact of the attention weights at the word-level of the query, referred to with label ω.Q, and of the document, referred to with label ω.D. Furthermore, we evaluate the impact of the recurrent layers (LSTM vs bi-LSTM), used in the document-level to combine the passage-level features, compared to the feedforward layer (FL). Table 8.3 shows performances of the different configurations accordingly. In this table, the underlined values show the best performance over the configurations using the feedforward layer, and the best ones over those using the recurrent layers, LSTM or biLSTM. The best performances over all the different configurations are highlighted with bold characters.

Note that the attention at the passage-level (label ω.P ) has a clear impact in performances. Results of most of the model variants where the attention layer is applied at the passage-level, are better than those of their counterparts where this layer is not used. Moreover, the model variant AM3.biLSTM+ω.P +ω.Q gives the best results of the AM3 model. Indeed, the attention layer applied at the word level of the query (label ω.Q) helped improving better the results, when combined with the attention weights computed to the different passages (label ω.P ). However, when the word-level attention weights are computed for the document words (label ω.D), results are not as good as those of the configurations having label ω.Q. Hence, when the document-level is provided with the weighted passage representations as well as signals about the most important query words, results are better. For the second time, the advantage of an asymmetric configuration in performing the asymmetric matching task (querydocument) is observed, as was the case in results of table 8.4.3.

Concerning the document-level interactions using the recurrent layers or the feedforward layer, we notice that the best performances reached by the variants using a recurrent layer, in particular the AM3.biLSTM+ω.P +ω.Q model outperforms the best results of the model configuration using a simple feedforward layer, namely the AM3.FL+ω.P model. Indeed, the recurrent layer takes into account the passages sequencing in the memory cells [START_REF] Hochreiter | Long short-term memory[END_REF]. Hence, the recurrent layer provides more relevant signals than those provided by the simple feedfoward layer to the final matching layer of our model.

Conclusion

In this chapter, we propose a passage-based document representation method for ad-hoc ranking of documents. Unlike the common solution that consists on cutting off the exceeded text of a document to make it bearable by a neural model.

We first, show that several matching signals are located far away in the document (after the first 200 words), and combining different pre-ranked passages of a document enables to get better results. We then suggest to represent documents as sets of passages that are likely to be relevant. Based on these representations, we extended several neural matching models from the state-of-the-art, using attention layers. We noticed the improvements of all the extended models' results using the attention weights at different levels. Note that, the asymmetric configurations where the attention is put on the passages and their words (configurations ω.P +ω.D) or words of the query (configurations ω.P +ω.Q) have better results than those of the symmetric configurations (ω.P +ω.Q+ω.D) where attention is put on both document and query words and the different passages. Such that, when the passages are used instead of the whole document content, results are improved with more than 136% in terms of MAP. Besides, while using the extended versions with the attention layers at different levels, the improvements were up to 166% in terms of P@1. Which support our hypothesis about the multi-level relevance granularity in a document.

Furthermore, we proposed a multi-level matching model. Results confirmed for a second time the advantage of an asymmetric configuration of the multi-level matching, to handle the query-document matching.

CONCLUSION Contributions Overview

The work presented in this thesis is part of the general context of information retrieval, and it focuses specifically in deep learning models.

We were particularly interested in IR models that exploit distributed representations of words, and those using neural models to learn matching features. We have focused the state-of-the-art part on these two lines of research, and we have devoted two chapters to the description of the different models proposed in this framework. Specifically, chapter 3 focuses on models exploiting distributed representations of words and sequences to improve classical IR models, such as the enhanced language model with word embeddings [START_REF] Ganguly | Word embedding based generalized language model for information retrieval[END_REF] and the MBM25EMB model [START_REF] Al | Document summarization using sentence-level semantic based on word embeddings[END_REF] that extended the BM25 using word embeddings. Chapter 4 focuses on models using neural networks to, first capture distributional semantics in the corpus of different documents and construct latent representations, then learn the matching function comparing these representations to better rank relevant results.

In this context, we addressed four main questions:

1. While performing the document-query matching based on the semantic matching using word embeddings, most of the proposed models [START_REF] Zheng | Learning to reweight terms with distributed representations[END_REF][START_REF] Guo | Semantic matching by non-linear word transportation for information retrieval[END_REF] handle the query words regardless of their occurrence or not in the documents. We assume that query words contribute to the matching process in different ways, depending on their presence or absence in every document. Hence, we aim to answer this question: How do the different terms of the query contribute to the relevance assessment of different documents, according to their presence/absence in every document?

In order to answer this question, we analyzed the the impact of presence/absence of query words in the matching process using word embedding [START_REF] Belkacem | Impact de la présence/absence des termes de la requête dans le document sur le processus d'appariement document-requête en utilisant word2vec[END_REF]. To do so, we compared three different matching strategies, where every word in a document is weighted using a classical IR model, and then compared to the different query words, using the cosine distance between their embedded vectors. Each of the three strategies focuses on a specific aspect:

• All the words of the query are equi-important. Hence, we match them with all document terms in the same way.

• The presence/absence of a query word in a document maters. Hence, we match the query words with those of the document accordingly.

• The presence/absence of a query word in a document is an important aspect, and the exact matches are of different importance than the semantic matches. Hence, we compare the query terms with the document terms, based on their presence in every document, while highlighting their similarities based on exact/semantic matching.

The experimental results show that considering query terms that are absent in the document, differently from those that are not, improves the performances of traditional models using embedded word vectors. More specifically, in datasets where the major of relevant documents do not contain any/most of exact matches with the query words, the proposed matching strategies performed better results.

2. In a second step, we focused our work on text matching using neural models. Indeed, the text matching applications include several tasks that are of various natures. However, most existing neural matching models [START_REF] Yang | Hierarchical attention networks for document classification[END_REF][START_REF] Yin | Abcnn: Attention-based convolutional neural network for modeling sentence pairs[END_REF][START_REF] Rao | Noise-contrastive estimation for answer selection with deep neural networks[END_REF][START_REF] Dehghani | Neural ranking models with weak supervision[END_REF] handle the input sequences in the same way, and their representations are computed using the same6 function, whatever is the nature of the matching task. In this case, the question is: What are the main distinctions between the different matching tasks? and how a neural matching model can deal with the different inputs accordingly?

To answer this, we first highlighted the asymmetry aspect of the matching task involving input sequences of different natures, such as questionanswer and query-document matching, then proposed a neural matching architecture that enables to handle this aspect [START_REF] Belkacem | Asymmetry sensitive architecture for neural text matching[END_REF]. More specifically, this architecture uses attention layers, such that the model's configuration correspond to the nature of the task. The experimental results, in question-answer matching as an asymmetric task and paraphrase identification as a symmetric task, have shown a great performance of the adaptable architecture, while extending several state-of-the-art models. We concluded that for an asymmetric matching task, it is better to have an asymmetric model. While for symmetric tasks, the attention layers enable to improve the performances of some models, but the differences are not significant.

3. Based on the asymmetry sensitive approach we propose [START_REF] Belkacem | Asymmetry sensitive architecture for neural text matching[END_REF], we analyzed some word-level features in neural matching models. More specifically, the impact of attention and position features on text matching. Indeed, the recently proposed attention-models [START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF] put more attention on the most important words in a given sequence, while the position-based models [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] leverage the position information of every word in a sequence. The question that we aim to answer is: How the attention-based and positionbased approaches can help improving the performance of neural models for text matching?

In order to answer this question, we extended the positional model MV-LSTM [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] using attention layers at the word-level, and evaluated different configurations [START_REF] Belkacem | amv-lstm: an attention-based model with multiple positional text matching[END_REF], according to the nature of the matching task, symmetric or asymmetric [START_REF] Belkacem | Asymmetry sensitive architecture for neural text matching[END_REF]. Experimental results have shown that the combining the attention weights with the position information, in an asymmetric configuration, improved results of the original model [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF], based on only position features, with more than 3.8% and 7% in terms of accuracy and MAP, respectively.

4. Finally, while using neural networks for ad-hoc ranking of long documents, most neural models struggle dealing with the document length, and the common solution is to set a maximum document length [START_REF] Pang | Deeprank: A new deep architecture for relevance ranking in information retrieval[END_REF]. According to several studies that have already been performed [START_REF] Fan | Modeling diverse relevance patterns in ad-hoc retrieval[END_REF], this solution leads to an information loss. In another hand, the passage-based models [START_REF] Wang | Discriminative probabilistic models for passage based retrieval[END_REF][START_REF] Lv | Positional language models for information retrieval[END_REF] have already shown great results in ranking long documents. In this case, the question that raises is: How the passage-retrieval techniques can help neural models to better rank documents?

In order to solve this problem, in a current work, we consider two assumptions [START_REF] Belkacem | Asymmetry sensitive architecture for neural text matching[END_REF]: (1) every document can be represented as a set of passages, where the different passages are not of the same importance; (2) there are three different relevance granularities in a document, namely the wordlevel, the passage-level and the document-level. To handle these aspects, we proceed as follows:

• We proposed a multi-level architecture to extend different state-ofthe-art matching models, using attention layers at different levels.

The documents are represented as sets of passages, and attention weights are computed for words of the query and the passages, and for the different passages. The aim is to focus the matching function on most important words of the query and the document, as well as the most relevant passages of this one.

• We extended several state-of-the-art neural models, using the proposed architecture. Such that for every extended model, we compared different configurations according to the attention layers, in order to show the advantages of considering the attention weights at different levels.

• Furthermore, we proposed our attention-based multi-level matching model (AM3). We considered different configurations: at the wordlevel, we compute attention weights for words of the query and the document. At the passage-level, we used a convolution layer applied to a word-word matching matrix, using a set of filters to compute the embedded vector of every passage, then compute attention weights for the different passages. Finally, in the document-level, we compared different combination layers, in order to compute the relevance score of the whole document.

The experimental results show that the passage-based document representations have helped improving performances of several state-of-the-art neural matching models, with more than 136% in terms of MAP compared to those using the limited document content. Besides, the attention put on the different passages have improved results of the extended models are up to 166% in terms of P@1, when using an asymmetric configurations. Finally, the results of our AM3 model, using an asymmetric configura-tion too, are better than the best results corresponding to the extended models.

Perspectives and Future Work

The work reported in this thesis could be extended in several directions. First of all, it would be interesting to provide additional validations of our models using larger datasets. For instance, the SQUAD dataset [START_REF] Rajpurkar | Squad: 100,000+ questions for machine comprehension of text[END_REF] which contains more than 100k questions can be used in order to evaluate our contributions in the question answering tasks. In order to evaluate the document ranking models, the LETOR 4.0 dataset [START_REF] Qin | Introducing letor 4.0 datasets[END_REF] provides a large set of evaluated documents and computed features for LTR models. This dataset uses the GOV2 web page collection ( 25M pages) and two query sets from the Million Query track of TREC 2007 and TREC 2008. Another dataset is provided recently in the TREC 2019 Deep Learning Track7 . Namely MS-MARCO [START_REF] Nguyen | Ms marco: A human-generated machine reading comprehension dataset[END_REF], this dataset is intended to evaluate deep learning models for text matching. It includes six different parts, among which parts dedicated to document ranking using labeled passages, which can be used in order to validate the results of the contributions in chapters 6 and 8, as well as parts for question answering tasks that can be used to evaluate the contributions in chapter 7. In all of the different contributions, we only considered the traditional word embeddings, such as Word2Vec [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF] and GloVe [START_REF] Pennington | Glove: Global vectors for word representation[END_REF]. However, recent works [START_REF] Macavaney | Contextualized word representations for document re-ranking[END_REF][START_REF] Dai | Deeper text understanding for ir with contextual neural language modeling[END_REF] consider contextual word embedding representations, such as BERT [START_REF] Devlin | Bert: Pre-training of deep bidirectional transformers for language understanding[END_REF], where every occurrence of a word in the corpus can be represented differently. The advantages of this kind of embeddings is that the different meanings of a same word are not considered to be the same. Hence, the results of the different matching strategies shown in chapter 6 could be improved by considering a contextual word embeddings. Besides, the neural matching architectures proposed in chapters 7 and 8 can be extended in order to include the pre-trained contextual word embeddings, as additional features of the different input sequences, in order to handle the different word contexts accordingly. To do this, the contextual embedding layer can be used instead of the regular embedding layer. Then, compute attention weights for the different context-based embedded vectors. The aim is to enable the model, trained in a learning to rank setup, to focus more on the context of a word in the relevant document, and thus learn to distinguish between the word used in a relevant context and the same word used in an irrelevant context.

Another important perspective is related to the neural matching architecture proposed in section 7.2. Indeed, the model proposed in this section aims to address the asymmetry aspect of some text matching tasks, such as questionanswer and similar tasks. Through the different analysis of the results of this model, we made two main conclusions: (1) when the matching task is asymmetric the architecture's configuration that performs better results corresponds to one of the asymmetric configurations, (Q) or (A), the same is true when it is a symmetric task on which the symmetric architectures are either the (Q+A) configuration or the model's original configuration; (2) there is a clear correlation between the the questions type (e.g. when, who...) and the architecture that performed best results of the different evaluated models. Hence, we estimated the performance of the Oracle version corresponding to every extended model and we figured out that its results could reach state-of-the-art results. To achieve this, constructing a model architecture that is able to automatically adapt its configuration (Q), (A) or (Q+A), according to the question's type as well as the nature of the matching task being addressed, is an important direction to explore. This perspective can also be extended for query-document matching, where the documents can be represented as sets of passages.
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	Notation	Description
	|S|	Cardinal of the set S
	w i	the i th word of a sequence
	s =< w 1 ...w |s| > sequence of words
	{w 1 , ..., w n }	set of words
	Q	query
	D	document
	q i	a query word
	d j	a document word
	V	set of all vocabulary words
	RSV	relevance status value

1: Set of notations.

Table 2

 2 

	.2: List of widely used loss functions per model objective.
	In the followings, we describe different types of training directions driven
	by the data availability. The supervised, weakly-supervised and unsupervised
	training process are described in sections 2.4.1 and 2.4.2, respectively.
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	Chapter 3	Text representation models
	Notation	Description
	e	embedding function
	E	embedding space
	dim	dimension of the embedding space
	w i	embedded vector of word w i
	s =< w 1 ...w |s| > text sequence
	c	context window of several words
	w t	word at position t of a word sequence
	Q	query embedded vector
	D	document embedded vector

1: Set of notations.

Table 4 .

 4 1: Set of notations.

	3) a set
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	Dataset			Original				MatchZoo
	Characteristic	Train	Valid	Test	Total		Train	Valid	Test	Total
	#num questions	2118	296	633	3047		2118	122	237	2477
	#num sentences	20360	2733	6165	29258	20939	1115	2536	24590
	Table 5.1: Statistics of the original WikiQA dataset of Yang et al. [4], compared
	to the one processed in MatchZoo [5]				
	QuestionID Question	DocumentID DocumentTitle	SentenceID Sentence	Label
	Q16	how much is 1	D16	Tablespoon		D16-0		This	table-	1
		tablespoon of							spoon has a
		water?								capacity	of
										about 15 mL.
	Q16	how much is 1	D16	Tablespoon		D16-6		It is abbre-	0
		tablespoon of							viated	as
		water?								T, tb,	tbs,
										tbsp, tblsp, or
										tblspn.
	Q23	how old is zsa	D23	Zsa Zsa Gabor		D23-1		Gabor	was	0
		zsa	gabor's							also	a	so-
		daughter?							cialite.
	Q23	how old is zsa	D23	Zsa Zsa Gabor		D23-5		She later acted	0
		zsa	gabor's							in We're Not
		daughter?							Married!

2: Sample from the WikiQA dataset of questions and their corresponding answers and labels.
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 53 Description of the experimental QuoraQP dataset.

	Question pairs Positive (duplicates) Negative (non-duplicates)
	404351	149306	255045

2 

dataset consists of over 404K question pairs which are either similar or not. Statistics of this dataset are provided in table 5.3. A data sample of the QuoraQP dataset is listed in table 5.4, where each question pair is given a different id, and it is composed of two different sequences (questions) with their corresponding identifiers qid1 and qid2. The last column tells whether the question pair is similar or not (1 or 0 respectively).

Table 5 . 4
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: Sample of some question pairs from the QuoraQP dataset.
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	Collection # of documents TREC query ids
	AP 88-89 165 K	51 -200
	Robust04 528 K	301 -450 601 -700
	GOV2	25 M	701 -800

3 

collections, news and Web datasets. All these datasets have the same format specified by the TREC campaign. For each dataset, a set of queries and relevance judgments (Qrels) are provided. Statistics about all the TREC datasets are provided in table 5.5. 5: Statistics of the TREC datasets used for ad-hoc document ranking.

  , since continuous representations of words are based on the notion Analysis of the equation 6.3 sensitivity to parameters α and λ in the AP 88-89 collection, in case of using BM25 as M tf idf .

		0.3	BM25				0.5	BM25		1 2	11 12
		0.25					0.4			3 4	13 14
										5	15
	MAP	0.2 0.15				P @5	0.3 0.2			6 7 8 9 10	16 17 18 19 20
		0.1							
							0.1		
		5 • 10 -2	0.2	0.4	0.6	0.8		0.2	0.4	0.6	0.8
				λ					λ
	Figure 6.2:						
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 6 1: Experimental results using the BM25 in M tf idf (., .) of the different matching strategies. Table6.2: Experimental results using the LM in M tf idf (., .) of the different matching strategies.

			0.2362	0.4747	0.4285	0.3528	0.4105
		eq6.2	0.2400+ 152/85/13	0.4851 32/19/199	0.4309 37/32/180	0.3548 43/38/168	0.4139 120/86/43
		eq6.3	0.2403+ 116/73/61	0.4851 1/3/246	0.4301 6/8/236	0.3550 15/12/223	0.4140 119/89/41
		eq6.4	0.2401 148/95/7	0.4956+ 49/29/172	0.4293 52/53/145	0.3772 63/55/132	0.4160 125/96/29
		BM25	0.2595	0.5463	0.5315	0.4977	0.4401
	GOV2	eq6.2	0.2554 90/56/4	0.5141 30/38/82	0.5040-35/52/63	0.4893 46/42/62	0.4262 71/67/12
		eq6.3	0.2553 89/57/4	0.5154-42/44/63	0.5013-39/55/56	0.4893 53/53/44	0.4263-75/65/10
		eq6.4	0.2524 86/60/4	0.5128 45/43/62	0.4933 45/54/50	0.4829 58/51/41	0.4161 73/69/8

Table 6 .

 6 3: Comparison of the different matching strategies with some state-ofthe-art models in two different datasets.

	Collection	Model	MAP	P@5	P@10	P@20	nDCG@20
			eq6.2 0.2400	0.4851 0.4309 0.3548	0.4139
		M BM 25	eq6.3 0.2403	0.4851	0.4301	0.3550	0.4140
			eq6.4 0.2401 0.4956 0.4293	0.3772	0.4160
	Robust04	M LM	eq6.2 0.2337 eq6.3 0.2336	0.4378 0.4345	0.4016 0.4016	0.3392 0.3392	0.3868 0.3865
			eq6.4 0.2324	0.4249	0.3952	0.3438	0.3856
		RM-Cent	0.2910 0.4950	-	-	-
		NWT	0.2740	-	-	0.3800	0.4260
			eq6.2 0.2554	0.5141 0.5040 0.4893	0.4262
		M BM 25	eq6.3 0.2553	0.5154	0.5013	0.4893	0.4263
			eq6.4 0.2524	0.5128	0.4933	0.4829	0.4161
	GOV2	M LM	eq6.2 0.2446 eq6.3 0.2444	0.4201 0.4201	0.4161 0.4161	0.4077 0.4064	0.3392 0.3384
			eq6.4 0.2277	0.3544	0.3638	0.3695	0.2954
		RM-Cent	0.3350 0.6230	-	-	-
		NWT	0.304	-	-	0.5240	0.4220

Table 7 .

 7 1: Descriptions and settings of the hyper-parameters of the MatchZoo[START_REF] Fan | Matchzoo: A toolkit for deep text matching[END_REF] tool, in both WikiQA and QuoraQP datasets.

Table 7 . 2 :

 72 .2, we want to check for improvements in the different questions of the test set of the WikiQA Comparison of the performance of the different evaluated models in the WikiQA dataset, using the different architectures.dataset. Table7.3 shows the performance of the different neural models that we extended and evaluated, using the corresponding different architectures, as compared to the classical BM25 and LM models. In this table, the extension '..ω" refers to the application of the ω attention layer (equation 7.2) with the corresponding model, as described in the examples in figure7.3. W/L/T represent the number of improved (Win), decreased (Loss) and unchanged (Tie) questions respectively, for each model as compared to its Original architecture.

	Model	MRR	P@1	P@3	nDCG@1	nDCG@3
	ARC-I	0.6053	0.4430	0.2517	0.4430	0.5642
	ARC-I.(Q)	0.5977	0.4346	0.2461	0.4346	0.5529
	ARC-I.(A)	0.5913	0.4093	0.2560	0.4093	0.5671
	ARC-I.(Q+A)	0.5931	0.4093	0.2531	0.4093	0.5656
	ARC-II	0.5708	0.3840	0.2489	0.3840	0.5410
	ARC-II.(Q)	0.5748	0.4177	0.2419	0.4177	0.5357
	ARC-II.(A)	0.5528	0.3544	0.2531	0.3544	0.5327
	ARC-II.(Q+A)	0.5814	0.3924	0.2503	0.3924	0.5485
	CDSSM	0.5586	0.3671	0.2475	0.3671	0.5285
	CDSSM.(Q)	0.5222	0.3333	0.2335	0.3333	0.4973
	CDSSM.(A)	0.5886	0.4135	0.2461	0.4135	0.5490
	CDSSM.(Q+A)	0.5622	0.3924	0.2405	0.3924	0.5266
	DUET	0.6259	0.4599	0.2714	0.4599	0.6016
	DUET.(Q)	0.6314	0.4641	0.2742	0.4641	0.6116
	DUET.(A)	0.6383	0.4852	0.2714	0.4852	0.6112
	DUET.(Q+A)	0.5982	0.4262	0.2531	0.4262	0.5589
	KNRM	0.5208	0.3333	0.2264	0.3333	0.4788
	KNRM.(Q)	0.5158	0.3038	0.2236	0.3038	0.4607
	KNRM.(A)	0.5138	0.3249	0.2264	0.3249	0.4744
	KNRM.(Q+A)	0.5282	0.3502	0.2321	0.3502	0.4942
	MatchPyramid	0.6529	0.4726	0.2869	0.4726	0.6448
	MatchPyramid.(Q)	0.6715	0.5063	0.2981	0.5063	0.6649
	MatchPyramid.(A)	0.5575	0.3544	0.2531	0.3544	0.5381
	MatchPyramid.(Q+A)	0.4698	0.2574	0.2110	0.2574	0.4211
	MV-LSTM	0.6215	0.4388	0.2813	0.4388	0.6101
	MV-LSTM.(Q)	0.6691	0.5021	0.2897	0.5021	0.6539
	MV-LSTM.(A)	0.6174	0.4388	0.2714	0.4388	0.5984
	MV-LSTM.(Q+A)	0.5904	0.4093	0.2517	0.4093	0.5562

Table 7 . 3 :

 73 Comparison of the performances, in terms of MAP, of the Symmetric and Asymmetric matching of the different neural models compared to classical models, in the WikiQA collection.

	Class	Model		MAP	W/L/T
	Classical	BM25		0.5762	-/-/-
	Models	LM		0.5932	-/-/-
			ARC-I	0.5792	-/-/-
			ARC-II	0.5606	-/-/-
		Original	CDSSM	0.5473	-/-/-
			DUET	0.6113	-/-/-
	Symmetric		KNRM MatchPyramid	0.5093 0.6436	-/-/--/-/-
			MV-LSTM	0.6046	-/-/-
			ARC-I.ω	0.5829	57/61/119
			ARC-II.ω	0.5648	66/66/105
	Neural	(Q+A)	CDSSM.ω	0.5523	85/76/76
	Models		DUET.ω	0.5801	64/76/97
			KNRM.ω	0.5198	83/77/77
			MatchPyramid.ω	0.4697	56/129/52
			MV-LSTM.ω	0.5562	64/83/90
			ARC-I.ω	0.5792	37/45/155
			ARC-II.ω	0.5595	42/72/123
		(Q)	CDSSM.ω	0.5134	76/91/70
			DUET.ω	0.6158	69/58/110
	Asymmetric		KNRM.ω MatchPyramid.ω	0.4982 0.6591	76/71/90 47/42/148
			MV-LSTM.ω	0.6507	70/41/126
			ARC-I.ω	0.5815	58/61/118
			ARC-II.ω	0.5439	60/81/96
		(A)	CDSSM.ω	0.5779	78/75/84
			DUET.ω	0.6251	68/53/116
			KNRM.ω	0.5015	77/76/84
			MatchPyramid.ω	0.5502	43/97/97
			MV-LSTM.ω	0.6165	68/67/102

  shows the distribution of the different types over Distribution of the different question types in the test dataset of WikiQA. the total of 237 test questions. In this figure, we notice that almost 55% of the test questions are what questions. The remaining 45% is distributed among the other four different types, and only 15 questions are of type when.

			who	when	what	where	how
	Distributions	34	15		130		36	22
	Total				237	
	0%			25%	50%		75%	100%
	Figure 7.4:					
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 7 7.5. Formally, given a model Φ whose extensions are Φ (Q) , Φ (A) and Φ (Q+A) . The performances in terms of an evaluation measure M of the corresponding oracle model Φ oracle 4: Comparison of W/L/T variations of the performance, in terms of MAP, of the extended models compared to their original counterparts, w.r.t. every question type in the WikiQA dataset.

	Proportions %

Table 7 .

 7 t. the ranking of the different candidate answers of a given question from the dataset. Next, we analyze attention weights computed by this layer for every word in an example question and/or answer. Let us consider the following question, from the WikiQA dataset, and for which there are 10 candidate answers with only 4 of them are relevant. q: "What happened to George O'malley on grey's anatomy?" In figure7.5, we represent the ranking of the 10 candidate answers using a list of 10 squares. Each square represents one of the candidate answers. Relevant answers are represented by opaque squares. The objective is to push the relevant 5: Results of the oracle version of every evaluated mode, compared to the corresponding original ones.

	Version	Models	MAP	P@1	Performances P@3 nDCG@1 nDCG@3	MRR
		ARC-I	0.5879	0.4430	0.2517	0.4430	0.5642	0.6053
		ARC-II	0.5606	0.3840	0.2489	0.3840	0.5410	0.5708
		CDSSM	0.5473	0.3671	0.2475	0.3671	0.5285	0.5586
	Original	DUET	0.6113	0.4599	0.2714	0.4599	0.6016	0.6259
		KNRM	0.5093	0.3333	0.2264	0.3333	0.4788	0.5208
		MatchPyramid	0.6443	0.4726	0.2869	0.4726	0.6448	0.6529
		MV-LSTM	0.6046	0.4388	0.2813	0.4388	0.6101	0.6215
		ARC-I.ω	0.6575	0.5148	0.2883	0.5148	0.6556	0.6737
		ARC-II.ω	0.6701	0.7089	0.3024	0.5190	0.6764	0.6854
		CDSSM.ω	0.7180	0.5992	0.3136	0.5992	0.7220	0.7349
	Oracle	DUET.ω	0.7354	0.6203	0.3136	0.6203	0.7350	0.7485
		KNRM.ω	0.6629	0.5190	0.2939	0.5190	0.6525	0.6784
		MatchPyramid.ω 0.7726	0.6456	0.3375	0.6456	0.7810	0.7862
		MV-LSTM.ω	0.7569	0.6540	0.3263	0.6540	0.7677	0.7778
					With:	Relevant (1) Irrelevant (0)		
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 7 7 shows the performance of our approach in terms of MAP and MRR. Internal models are the models implemented in MatchZoo, for each model,

		Predicted scores and rank values (.)	
	First answers	MV-LSTM	(Q)	Extended (A)	(Q+A)	True label
	Crocodiles (subfamily Crocodylinae) or					
	true crocodiles are large aquatic tetrapods that live throughout the tropics in Africa, Asia, the	(3) 0.3646	(1) 0.9003	(2) 0.2871	(3) 0.3640	1
	Americas and Australia.					
	Crocodiles have more webbing on the					
	toes of the hind feet and can better					
	tolerate saltwater due to specialized salt glands for filtering out salt,	(1) 0.8989	(2) 0.8826	(1) 3.5154	(1) 2.0885	0
	which are present but non-functioning					
	in alligators.					
	Also when the crocodile 's mouth is					
	closed, the large fourth tooth in the lower jaw fits into a constriction in	(2) 0.6290	(4) -1.1083	(4) -0.2245	(6) -0.2575	0
	the upper jaw.					
	They are carnivorous animals, feeding					
	mostly on vertebrates such as fish,					
	reptiles, birds and mammals, and sometimes on invertebrates such	(6) -2.0848	(3) -0.6799	(3) 0.2831	(2) 0.5409	0
	as molluscs and crustaceans,					
	depending on species and age.					

Table 7 .

 7 8: Ranking of the 3 first answers retrieved by the MV-LSTM model, among 21 possible answers corresponding to question "Where do crocodiles live?" in WikiQA dataset, compared to the extended versions using attention features.

RQ7:

What is the gain of the attention weights combined with the position features in a classification task?

  

Table 8 .

 8 1: Performances evaluation of several baselines, in the Robust04 dataset, using the document content compared to the passage-based content.

	Document Representation	Models				Performance	
		Model	MAP	P@1	P@5	P@10 nDCG@1 nDCG@5 nDCG@10
		BM25	0.237 0.528 0.468 0.424	0.459	0.444	0.428
	Document Content	ARC-II DUET MatchPyramid 0.118 0.063 0.117	0.044 0.237 0.169	0.057 0.170 0.162	0.064 0.155 0.163	0.062 0.218 0.150	0.041 0.170 0.146	0.055 0.160 0.150
		MV-LSTM	0.102	0.116	0.114	0.112	0.106	0.105	0.106
		DRMM	0.155	0.341	0.255	0.247	0.317	0.250	0.248
		BM25	0.220	0.320	0.257	0.232	0.252	0.243	0.234
		ARC-II	0.149	0.136	0.160	0.156	0.128	0.149	0.157
	Passages	DUET MatchPyramid 0.130 0.179	0.228 0.120	0.218 0.126	0.200 0.121	0.215 0.115	0.209 0.116	0.211 0.122
		MV-LSTM	0.164	0.172	0.181	0.166	0.153	0.170	0.170
		DRMM	0.336 0.504 0.410 0.356	0.467	0.402	0.375
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 8 2: Performances evaluation of several state-of-the-art models extended with attention layers at different levels.

		Original	0.149	0.136	0.160	0.156	0.128	0.150	0.157
		ω.P	0.132	0.124	0.146	0.139	0.105	0.132	0.137
	ARC-II	ω.P +ω.Q	0.137	0.152	0.143	0.142	0.144	0.141	0.147
		ω.P +ω.D	0.175 0.172 0.216 0.204	0.168	0.200	0.206
		ω.P +ω.D+ω.Q	0.153	0.168	0.149	0.140	0.157	0.146	0.149
		Original	0.179	0.228	0.218	0.200	0.215	0.209	0.211
		ω.P +local	0.175	0.268	0.212	0.192	0.247	0.209	0.209
		ω.P +distrib	0.157	0.196	0.187	0.169	0.177	0.177	0.180
		ω.P +localDistrib	0.191	0.280	0.230	0.211	0.251	0.232	0.230
		ω.P +local+ω.Q	0.176	0.240	0.216	0.198	0.221	0.210	0.212
		ω.P +local+ω.D	0.235 0.324 0.281 0.254	0.308	0.284	0.281
	DUET	ω.P +local+ω.D+ω.Q	0.226	0.312	0.270	0.250	0.288	0.271	0.270
		ω.P +distrib+ω.Q	0.153	0.188	0.165	0.158	0.169	0.165	0.168
		ω.P +distrib+ω.D	0.178	0.200	0.208	0.204	0.189	0.202	0.210
		ω.P +distrib+ω.D++ω.Q	0.176	0.220	0.192	0.186	0.212	0.191	0.199
		ω.P +localDistrib+ω.Q	0.176	0.240	0.216	0.198	0.221	0.210	0.212
		ω.P +localDistrib+ω.D	0.230	0.304	0.273	0.250	0.283	0.274	0.273
		ω.P +localDistrib+ω.D+ω.Q 0.226 0.336 0.279 0.254	0.307	0.275	0.275
		Original	0.130	0.120	0.126	0.121	0.115	0.116	0.122
		ω.P	0.186	0.232	0.194	0.186	0.197	0.197	0.203
	MatchPyramid	ω.P +ω.Q	0.236 0.320 0.278 0.240	0.299	0.282	0.269
		ω.P +ω.D	0.156	0.168	0.158	0.141	0.151	0.150	0.151
		ω.P +ω.D+ω.Q	0.135	0.244	0.174	0.146	0.193	0.172	0.160
		Original	0.164	0.172	0.181	0.166	0.153	0.170	0.170
		ω.P	0.177 0.228 0.196	0.183	0.215	0.192	0.191
	MV-LSTM	ω.P +ω.Q	0.179	0.176	0.191	0.190	0.171	0.182	0.193
		ω.P +ω.D	0.168	0.152	0.186	0.178	0.149	0.173	0.178
		ω.P +ω.D+ω.Q	0.183 0.164 0.204 0.193	0.156	0.188	0.194
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 8 3: Performances evaluation of the AM3 model using different configurations, in the Robust04 dataset.

		AM3.FL	0.218	0.316	0.251	0.235	0.283	0.249	0.251
		AM3.FL+ω.Q	0.208	0.304	0.258	0.231	0.257	0.252	0.249
		AM3.FL+ω.D	0.185	0.212	0.225	0.211	0.171	0.207	0.211
	Feedforward	AM3.FL+ω.Q+ω.D	0.199	0.276	0.241	0.222	0.252	0.231	0.235
	Layer	AM3.FL+ω.P	0.241	0.348	0.303	0.252	0.321	0.296	0.279
		AM3.FL+ω.P +ω.Q	0.213	0.308	0.254	0.233	0.272	0.249	0.249
		AM3.FL+ω.P +ω.D	0.232	0.304	0.279	0.264	0.272	0.266	0.274
		AM3.FL+ω.P +ω.Q+ω.D	0.207	0.288	0.254	0.226	0.249	0.244	0.245
		AM3.LSTM	0.210	0.316	0.281	0.244	0.244	0.266	0.259
		AM3.LSTM+ω.Q	0.220	0.328	0.293	0.264	0.287	0.289	0.272
		AM3.LSTM+ω.D	0.232	0.336	0.302	0.271	0.316	0.296	0.293
		AM3.LSTM+ω.Q+ω.D	0.184	0.240	0.246	0.210	0.220	0.222	0.226
		AM3.LSTM+ω.P	0.228	0.328	0.274	0.25	0.307	0.265	0.264
		AM3.LSTM+ω.P +ω.Q	0.226	0.348	0.296	0.261	0.295	0.287	0.276
		AM3.LSTM+ω.P +ω.D	0.217	0.344	0.282	0.250	0.308	0.284	0.272
	Recurrent	AM3.LSTM+ω.P +ω.Q+ω.D	0.181	0.264	0.234	0.207	0.225	0.222	0.214
	Layer	AM3.biLSTM	0.209	0.28	0.245	0.225	0.257	0.24	0.237
		AM3.biLSTM+ω.Q	0.220	0.328	0.292	0.260	0.288	0.283	0.277
		AM3.biLSTM+ω.D	0.199	0.24	0.235	0.218	0.197	0.228	0.231
		AM3.biLSTM+ω.Q+ω.D	0.161	0.140	0.164	0.169	0.148	0.165	0.167
		AM3.biLSTM+ω.P	0.202	0.316	0.238	0.229	0.268	0.232	0.237
		AM3.biLSTM+ω.P +ω.Q	0.245 0.384 0.327 0.290	0.343	0.315	0.304
		AM3.biLSTM+ω.P +ω.D	0.228	0.292	0.260	0.238	0.268	0.255	0.256
		AM3.biLSTM+ω.P +ω.Q+ω.D 0.216	0.316	0.254	0.222	0.295	0.251	0.244

https://en.wikipedia.org/wiki/Document#Abstract definitions

https://trec.nist.gov/

https://www.darpa.mil/

https://www.nist.gov/

http://research.nii.ac.jp/ntcir/index-en.html

Biologically Inspired Computing is a field, related to artificial intelligence, and concerns a study that loosely knits together subfields related to the topics of connectionism, social behaviour and emergence. Wikipedia

In practice, all the context windows are considered in all the training dataset C.

An autoencoder[START_REF] Hinton | Reducing the dimensionality of data with neural networks[END_REF] is a neural network that learns to learn data representation by reducing the dimension of the inputs, mainly it is made of two parts, the encoder that learn to map the input to a lower dimension representation, and the decoder that tries to reconstruct the input data by decoding the representation learned by the encoder.

The paragraph corresponds to any sequence of words, such as sentences, passages or a whole document.

Principle of Semantic Compositionality[START_REF] Francis | The principle of semantic compositionality[END_REF] "is the principle that the meaning of a whole is a function only of the meanings of its parts together with the manner in which these parts were combined".

https://sourceforge.net/p/lemur/wiki/The%20Indri%20Query%20Language/

Some features used in the LTR dataset LETOR[START_REF] Qin | Introducing letor 4.0 datasets[END_REF] 

http://google.com

http://bing.com

In case of embedded word vector representations, E ⊂ R dim with dim is the dimension of the embedding space.

Is a specific LSTM architecture that, differently from the basic LSTM, GRU uses a gating mechanism to track the state of a given sequences without using separate memory cells[START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF] 

https://github.com/NTMC-Community/MatchZoo/tree/1.0/data/WikiQA

https://data.quora.com/First-Quora-Dataset-Release-QuestionPairs

https://trec.nist.gov/data.html

https://trec.nist.gov/data/t13 robust.html

https://github.com/NTMC-Community/MatchZoo/tree/1.0/matchzoo/models

https://keras.io/

https://www.tensorflow.org/

https://github.com/NTMC-Community/MatchZoo/tree/1.0

Accessible in Aug 2019: https://github.com/NTMC-Community/MatchZoo/tree/2.2-dev

The Lemur Project develops search engines, and other tools for text analysis to support research and development of IR and text mining.It is accessible in: https://sourceforge.net/projects/lemur/

https://github.com/cvangysel/pyndri

https://github.com/usnistgov/trec eval

https://code.google.com/archive/p/Word2Vec/

We used the statistical test t-test with a confidence level of 95%.

Inferring a directional relation between different text sequences.

The corresponding code will be available on MatchZoo and public to allow the reproducibility of all the results we show in this chapter.

3 http://nlp.stanford.edu/data/glove.840B.300d.

zip[START_REF] Yang | WikiQA: A challenge dataset for open-domain question answering[END_REF] The loss values of some of the models converged after more than 400 epochs in QuoraQP

dataset. 5 https://github.com/NTMC-Community/MatchZoo/tree/1.0/examples

T-test with p = 0.05.

(Q)-MatchPyramid.ω also outperforms all methods reported by MatchZoo in

https://github.com/NTMC-Community/MatchZoo.

We only considered the MAP measure since it gives an overall evaluation of all the test set of questions. But, one can consider another measure, such as nDCG@k, precision or else, for the same analysis.

This example is realized by using the word-word cosine similarities, between all the words of a TREC query and all the words of one of the corresponding relevant documents in the AP dataset.

http://lemurproject.org/indri.php

The passage length took values from {5, 10, ..., 100} then we chose the value that gave the best results.

http://nlp.stanford.edu/data/glove.840B.300d.zip

While using the BM25 model, we concatenated the different passages, of the same document, that are retrieved by INDRI, to construct the new document content.

We consider two representation layers having similar architectures as same functions.

https://microsoft.github.io/TREC-2019-Deep-Learning/

the experimental process and the evaluation results, in section 7.4.

An asymmetry sensitive approach for neural texts matching

Most proposed neural text matching models (section 4.3) are based on a Siamese [START_REF] Bromley | Signature verification using a" siamese" time delay neural network[END_REF] architecture, where both inputs undergo the same type of processing, regardless of the nature of the matching task. To take into account the differences between text matching tasks, we propose a framework that extends several stateof-the-art neural matching models, in order to enable them to handle the inputs in different ways w.r.t. the nature of the matching task. To do so, we use an attention-based model [START_REF] Bahdanau | Neural machine translation by jointly learning to align and translate[END_REF] to propose a matching architecture that gives more attention to the most important words in the input sequences. Subsequently, we extend several models from the state-of-the-art in the proposed framework.

The Asymmetry Aspect

In order to highlight the asymmetry aspect, we consider the question-answer matching task. Expressed in a natural language, the question describes a specific user's information need. It can be seen as a puzzle where the missing pieces must be found and put together, in a logical way, to solve the problem. The pattern of each gap in a puzzle describes the corresponding missing part. It is all the same for the question-answer matching problem, a pattern represents the missing information and it can be filled by one or more answers. Not all answers can be suitable, only those that conform to the pattern (the question) that describes the missing part can correctly fill it. The example in figure 7.1 from the WikiQA dataset illustrates this perception. In this figure, words of the answers A1 and A2 that are in bold characters represent semantic and syntactic relatedness with the question Q. The underlined words represent the keywords (pattern clues) in Q, and its corresponding matches in A1 and A2.

In this example, to correctly answer the question Q, we have to focus on the we consider the asymmetric architecture that gave the best results, specifically (Q) or (A). The values in bold characters show the best performance for each measure. External models represent state-of-the-art models that are not implemented in MatchZoo. In this table, we note that the external model SU M BASE;P T K gives better results than the other models. In addition, the P airewiseRank + SentLevel model gives better results than the different Internal models with the corresponding architectures. Future work will focus on evaluating our asymmetric approach with these models in order to obtain new state-of-the-art results.

Position VS Attention

In this section, we aim at analyzing the main impact of word-level attention weights combined with the position feature of the different words. To do so, we consider MV-LSTM [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF], which is a position based model for sequence matching, and that we extended and evaluated in the previous analysis. We aim to answer two main research questions:

RQ6: How does the position-based model behave with/without the attention weights?

Table 7.8 shows the 3 first answers, corresponding to one sampled question from WikiQA dataset. The considered question is "Where do crocodiles live?" and there are 21 possible answers in the WikiQA dataset, where only one question is relevant (label = 1).

In this table, we show how these answers are ranked by the proposed architectures of the MV-LSTM model. The number between brackets (.) corresponds to the retrieval rank according to every model. Note that the answers retrieved by the MV-LSTM model [START_REF] Wan | A deep architecture for semantic matching with multiple positional sentence representations[END_REF] as well as those retrieved by the different MV-LSTM model architectures, deal with the same subject as the question. However, the correct answer is ranked better by the MV-LSTM (Q) model. Compared to the rank with MV-LSTM (A) and MV-LSTM (Q+A) models. This example shows the advantage of focusing on the input question words.

Part V Overall Conclusion