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INTRODUCTION

There are 3 rules to follow when parallelizing large codes.

Unfortunately, no one knows what these rules are.

W. Somerset Maugham, Gary Montry

Parallel applications are essential for efficiently using the computational power of any system comprised of multiple processing cores. Unfortunately, these applications do not scale effortlessly with the number of cores for various architectural and functional constraints. A key factor for limiting the scalability of parallel applications is the use of synchronization operations that take away valuable computational time and restrict the parallelization gains. Moreover, many of the synchronization operations are implemented to be sequentially executed, further diminishing the parallelization potential. Multiple solutions in research and industry have been proposed to tackle the synchronization bottleneck. They range from software-based, hardware-based, and mixed solutions. However, these solutions restrict the implementation to a subset of synchronization primitives, require refactoring the source code of applications, or both. Hence, a solution that eliminates both limitations is needed. This Thesis provides a step toward the realization of a solution capable of executing and accelerating any legacy parallel application without refactoring its source code. We chose, for this work, parallel applications that use the POSIX Threads (PThreads) as the basis for synchronization operations. Besides, novel applications can also be developed to employ our solution. This chapter exposes the motivation, goals, and contributions of this Thesis.

Context

Since the end of the last century, a significant shift has occurred in the industry transitioning the processor chips from a single-to a multicore design using a dozen of cores due to the stagnation of processing frequency [DKM + 12]. Recently, this paradigm has evolved to incorporate hundreds or even thousands of simple cores to continue to deliver higher performance. For instance, Ephiphany-V is a 1024-processor System-on-Chip (SoC) designed in 16nm transistor technology [START_REF] Olofsson | Epiphany-V: A 1024 processor 64-bit RISC System-On-Chip[END_REF]. Intel also provides manycore architecture such as Xeon Phi (formerly known as Knight's Landing) with up to 72 cores [START_REF]Intel® Xeon Phi™ Processor 7290[END_REF].

Unfortunately, the multiplication of cores by itself does not translate directly to the increase of performance as the applications must be parallel-compatible to exploit the chip parallelism paradigm. Therefore, parallel programming techniques had to be adopted. The shift from sequential to parallel execution demands a detailed understanding of algorithms, architecture designs, and synchronization libraries. Where once a single sequential thread could do the execution, now the developer must divide the workload into multiple execution threads and synchronize the data and threads themselves. Also, the parallel execution has to deal with deadlock, livelock, race, and non-deterministic events [START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF]. Decisions regarding both partitioning and synchronization are crucial to determine the achievable performance of the application on a multicore design because even small sequential portions of execution can have a significant performance impact. This is known as Amdahl's law [START_REF] Gustafson | Amdahl's Law[END_REF] shown in Figure 1.1. Because of such impact, parallelization is mainly done manually, as to allow fine-grained performance optimizations.

Figure 1.1 -The speedup of a parallel application is severely limited by how much of the application can be parallelized [START_REF]File: AmdalhsLaw.svg -Wikipedia[END_REF].

Motivation

A developer has multiple alternatives to design a parallel application from a legacy sequential or parallel codebase. According to the constraints of a given project, it can use software-based, hardware-based, or a mixed solution to provide the parallel software primitives. Software-based solutions require the implementation of libraries and kernel support for some of the operations through system calls. PThreads and Open MultiProcessing (OpenMP) are examples of available and widely employed software-based solutions. Hardware-based solutions, however, require specific hardware to offload operations that are generally done in software. Compare-and-swap (CAS), for example, is an instruction capable of comparing and swapping a value atomically. Such a solution is limited to the available instruction set of the processor and hardware modules. A mixed solution can be employed when the hardware does not handle some application scenarios. For instance, CAS instructions are limited to a single memory position; therefore, if the developer has to change multiple memory positions, this has to be handled in software.

An essential concept for synchronization is mutual exclusion, also called locking. For deterministic data structures, some operations have to be limited to a single instance at a given time [AGH + 11], which can be achieved by a mutual exclusion mechanism. Figure 1.2 shows three essential types of locking schemes to deal with parallelism: giant, coarse-grained and fine-grained lock. The giant lock serializes the access to the entire code to a single user. The coarse-grained approach allows different processes to access independent parts of the system. Finally, the fine-grained approach allows different processes to access the same part of the system. Naturally, the complexity of the approach is proportional to its ability to execute in parallel. Unfortunately, the limitation to all of these solutions is that the developer must refactor the source code to be able to use them. The redesign also applies to the already parallel-compatible codes, as the procedure interfaces of different solutions are not the same. Additionally, the refactoring of source code has some limitations described as follows.

• Software redevelopment cost -The software cost is difficult to estimate [START_REF] Nasir | A Survey of Software Estimation Techniques and Project Planning Practices[END_REF] as an industry-grade application has many additional costs besides Lines of Code (LoC). They include but are not limited to the use of managers, technical documentation, tests, administrative activities (meetings, milestones), and support for post-release.

The COCOMO model proposed by Boehm [START_REF] Boehm | Software Engineering Economics[END_REF] can estimate models with multiple parameters to estimate the software cost. Using such model, COCOMO can calculate the cost of redesigning a complex software such as the Linux kernel. We use the Linux kernel as an example for two reasons: (i) as stated before, parallel libraries can demand new features to the kernel to execute properly; and (ii) the kernel has always been open-sourced, a crucial feature to understand the impact of parallel source code refactoring. The discussion focuses on two openly available aspects: LoC and estimation of time spent.

First, redesigning the entire Linux kernel in 2004 was estimated to cost 612 million dollars [START_REF] Wheeler | The Linux Kernel: It's Worth More![END_REF]. In 2011, the cost jumped to 3 billion dollars [sz19]. Additionally, there are two examples of adding new concurrency features to the kernel: the addition/removal of the Big Kernel Lock (BKL), and the addition of Read-Copy-Update (RCU). None of them had to redesign the entire kernel, but they did refactor multiple, up to all, subsystems of the kernel code.

The BKL was the first attempt of the Linux kernel to support Symmetric MultiProcessing (SMP) that allowed only one process to enter in the kernel space at a given time (i.e., BKL was a giant lock). This restriction required that every entry and exit kernel calls had to be refactored to acquire/release the BKL. Initially, there were only nine calls to the BKL code; yet, as the kernel code grew, it reached 761 calls [START_REF] Lindsley | BKL: One Lock to Bind Them All[END_REF] and over 200 source code files [START_REF] Bergman | Lock Totals in 2.4[END_REF]. The increase of BKL calls is due to the effort of adding kernel concurrency. The giant lock was being shifted to a coarse-grained lock that allowed multiple processes in the kernel space when possible. Finally, the shift from a giant lock to a coarse-grained and then to a fine-grained lock system was the work result of countless developers and over ten years of refactoring [START_REF] Bergman | BKL: That's all, folks[END_REF]. RCU is a specialized synchronization technique that can replace reader-writer locking. It defers operations to achieve a better read-side performance, which comes at the cost of having to deal with possible stale data. RCU was introduced to the Linux kernel in 2002 [START_REF] Mckenney | Introducing Technology into the Linux Kernel: A Case Study[END_REF]. Figure 1.3a shows that RCU has continuously been employed for more than ten years -over 9000 calls in 2015. It did not replace all cases of locking, as shown in Figure 1.3b. A critical factor in this is the complexity of understanding the RCU mechanism, which is discussed shortly. Figure 1.1 shows all subsystems of the Linux kernel that employs RCU for synchronization. RCU influences over 16 million LoC across 15 subsystems. We presented two synchronization mechanisms introduced into the Linux Kernel: BKL and RCU. Both of them share essential aspects to the software development cost: many years of development to assimilate with existing code and increased difficulty in refactoring code. For instance, the substitution of RCU in 2014 with an alternative synchronization mechanism would affect 15 kernel subsystems and over 16 million lines of kernel code (Table 1.1).

• Challenge of parallel code refactoring -Source code modification is always susceptible to introducing additional flaws in the software (i.e., software bug). McConnell estimates that software bugs range from 0 to 100 per thousand LoC as a consequence of the development methods employed [START_REF] Mcconnell | Code Complete, Second Edition[END_REF]. Refactoring parallel code is even more susceptible than sequential code, as it is common for developers to be befuddled with the use of synchronization techniques. The same synchronization mechanisms discussed previously can illustrate such a challenge.

The kernel concurrency became paramount to fulfill the multicore machine requirements. Therefore, the kernel changed, over time, its locking technique from a giant lock to a fine-grained approach. First, the transformation allowed the execution of several processes in independent subsystems, and, then, the execution of several processes into the same subsystem. The refactoring took over ten years and is described by Lindsay as [START_REF] Lindsley | BKL: One Lock to Bind Them All[END_REF]:

"Sometimes it's not clear that even the authors understood why it [BKL] was needed; they appear to have invoked it either because the code they were copying from invoked it, or simply because they feared angering the ancient gods of coding by omitting it."

Igno Molnár, one of the current maintainers of the scheduler and locking subsystems, said the following about removing the BKL [START_REF] Molnár | kill the Big Kernel Lock (BKL) tree[END_REF]:

"This task is not easy at all. 12 years after Linux has been converted to an SMP OS we still have 1300+ legacy BKL using sites. There are 400+ lock_kernel() critical sections and 800+ ioctls. They are spread out across rather difficult areas of often legacy code that few people understand and few people dare to touch."

Lindsay also created a series of documents to detail every usage of the BKL in different kernel releases [START_REF] Bergman | Lock Totals in 2.4[END_REF]. This document describes that multiple instances of the BKL use were: (i) confusing, and (ii) contradicted comments left by the original developers. The following is an example of BKL usage on the TTY subsystem:

"Held during do_tty_hangup() -code suggests it is protecting a data structure I can't find. A comment here screams "FIXME! What are the locking issues here?" which suggests the reasons for grabbing this lock may not be well understood."

Now that the kernel uses fine-grained locks it is even harder to refactor it again. Figure 1.4 shows the use of a coarse-grained lock specifically for the TTY subsystem called Big TTY Mutex (BTM). Developers for the TTY subsystem now must understand and respect these rules for locking. The challenge is that there are procedures that: (i) do not deal with BTM; (ii) acquire BTM; (iii) release BTM; and (iv) acquire and release BTM. However, there is no easy indicator of the specific case for each procedure besides documentation and source code commentary, both susceptible to be out-of-date. The complexity is even higher for fine-grained locks because it requires dealing with multiple locks instead of a single one.

On the fine-grained approach, RCU is intended to be used for code that requires fast read-side performance. Different from reader-writer locks, the RCU readers never spin nor block. Figure 1.5 shows the effects of using either of these synchronization techniques. While RCU shows impressive results, it demands a thorough understanding of computer architecture design. Similar to other fine-grained approaches, RCU presents a trade-off: it offers performance gains with increasing code and maintainability complexity.

McKenney and Walpole, leading developers of RCU, stated the following about the RCU gains and its design complexity [MW08] [McK19a]:

"This leads to the question "what exactly is RCU?", and, not infrequently, "how could RCU possibly work??", to say nothing of the assertion that RCU cannot possibly work." ". . . RCU readers might access stale data, and might even see inconsistencies, either of which can render conversion from reader-writer locking to RCU non-trivial."

McKenney and Walpole also discuss their experience working with the Linux community to bring RCU to the kernel as RCU being dramatically changed by Linux than by Linux being changed by RCU. Free/Open Source Software (FOSS) developers understand that changing source code results in non-trivial refactoring of code; hence they require assurances. From the Linux community, McKenney and Walpole noted that they had to refactor the RCU code even before being accepted into the kernel. They also propose that source code be considered a liability instead of an asset, due to the complexity of servicing, supporting, and maintaining it [START_REF] Mckenney | Introducing Technology into the Linux Kernel: A Case Study[END_REF]. • Lost legacy source code -The essential requirement to refactor a legacy parallel application is the availability of the application source code. However, it is common for the legacy source code to be lost

[Cur19] [McA19] [Wal19]
. Even when the source code is available, it may be out-of-date [START_REF] Matulef | Silent Hill HD Collection ported from unfinished code[END_REF]. Hence, developers may prefer to rewrite the entire code than to rely on existing code by simulating the legacy application behavior [START_REF] Fletcher | Bluepoint Games offers insight into MGS, Ico, God of War remake process[END_REF]. Redeveloping existing code, for either of the reasons listed earlier, goes against the expected practice of reusing software, as it increases the total software cost.

Problem Statement and Thesis Contributions

As previously explained, architectures powered by multiple cores require parallel applications to exploit its potential, and software development is costly regarding return on investment. Figure 1.6 shows that software development has been the dominant cost of developing new products for multiple generations of transistor technology, and it is getting worse.

Using the Linux kernel, as an illustration, we saw that refactoring a parallel code is also costly, demanding years of work. BKL was easily manageable in the beginning, with a dozen of calls, but it became strenuous when developers wanted to substitute it for a more refined approach, and its code has been widely distributed on the kernel, with over thousands of calls. For the adoption of the RCU, developers wanted assurances to make the shift for a new synchronization technique, as it required an understanding of a new paradigm for synchronizing existing code. Given the exposed motivation and problem description, this Thesis aims to provide faster application execution time without source code modification. We employ an HW/SW co-design for implementing our solution. The following set of specific objectives were defined to accomplish our goals:

1. The definition of a solution, namely Subutai, to provide fast synchronization for legacy and novel parallel applications. The solution is demonstrated by performance benefits on analytical models, informal micro-benchmarks, and real applications achieved with no increase in application complexity;

2. The presentation and development of two software components to interact with our hardware -an Operating System (OS) driver for HW/SW communication and a user space library that provides the PThreads Application Programming Interface (API);

3. The presentation of an analytical and Register Transistor Level (RTL) implementation of the hardware component, namely Subutai Hardware (Subutai-HW). It further allows for future development; and 4. The definition of two Subutai extensions -optional features for accelerating parallel applications in particular scenarios. Firstly, we propose a scheduler policy, called Critical-Section Aware (CSA), for accelerating parallel applications in a highly-contended scheduling scenario, while maintaining the fairness of scheduler timeslot distribution. Secondly, we define the 'neocondition' synchronization variable -a variable that behaves as the condition variable from PThreads while removing the serialization of access to it (i.e., no mutex is required).

Figure 1.7 depicts the Subutai solution with a general-purpose computing stack, highlighting the components required (in red) and optional (in blue) for its operation. Subutai is comprised of: (i) a hardware module specialized in accelerating the essential synchronization operations (Subutai-HW); (ii) an OS driver for hardware/software communication (Subutai Driver); and (ii) a custom user space library, with the same function signature as PThreads, for parallel programming to use our solution without modifying the application source code. These components are discussed in-depth in the next chapters.

Operating System Figure 1.8 shows the mechanisms employed in Subutai for accelerating synchronization operations of PThreads. We target all the data synchronization operations supported by PThreads, namely: mutex, condition, and barriers. We accelerate them by making use of our hardware module while maintaining the same functionality as provided by the software solution (i.e., libpthread). We currently only support the standard variants of these primitives; in other words, the attribute parameter attr must be nil. Generally, that is the case, as, for instance, the applications provided by PARSEC.

Additionally, we provide a new synchronization primitive called neocondition, which is a derived primitive from the condition definition of PThreads. Its key difference is the absence of the use of mutexes; hence, no serialization is required to access it. Finally, the CSA policy was designed to accelerate critical sections of parallel applications for highlycontended scheduler scenarios without reducing the performance of other applications (i.e., a fair scheduler). This policy directly accelerates the mutex primitive since it creates the critical sections of an application. Besides, conditions also indirectly profited from the policy as it employs mutexes as well. 

Document Structure

The remainder of this Thesis is organized into six chapters. Chapter 2 discusses synchronization operations on uni-and multiprocessor designs; this chapter also defines a basic terminology that is used throughout the document. Chapter 3 discusses the state-ofthe-art related work on data synchronization. Chapter 4 discusses the design of hardware and software components required by Subutai; additionally, it presents the target architecture intended for using Subutai. Chapter 5 explores two optional extensions for Subutai: (i) a scheduling policy called CSA; and (ii) a new synchronization variable called neocondition. Chapter 6 presents the experimental results on area consumption, real parallel applications, and micro-benchmark. Finally, Chapter 7 presents the final considerations of this work and directions for future work. 

DATA SYNCHRONIZATION IN PARALLEL APPLICATIONS

Linus Torvalds

A program can be comprised of many computational units. These units range from threads, processes, coroutines, interrupt handlers, etcetera. When they work, the result of each computational unit might affect or be affected by those of the other computational units [START_REF] Mckenney | Exploiting Deferred Destruction: An Analysis of Read-Copy-Update Techniques in Operating System Kernels[END_REF]. We use the term thread as a generic word to encompass these computational units.

A major concern in any parallel application is the access and update of application data. This problem is called synchronization, and many solutions have been studied and proposed over the past decades [START_REF] Mckenney | Exploiting Deferred Destruction: An Analysis of Read-Copy-Update Techniques in Operating System Kernels[END_REF]. Solutions can be focused on proposing new software or hardware designs. Yet, all solutions need basic hardware operations to deal with atomicity.

This chapter reviews the design of data synchronization for parallel applications. Section 2.1 presents a brief discussion of synchronization for uniprocessor systems, while Section 2.2 discusses in-depth the challenging synchronization techniques for multiprocessor systems.

Synchronization in Uniprocessor Systems

The use of synchronization primitives in uniprocessor systems may seem superfluous at first glance, as only a single thread may be running at a given time. However, this is not the case even for a sequential -one thread -application since interrupting and preemptive scheduling events can affect such systems. Functions that are called by both the application and the interrupt/schedule event do not behave correctly unless a reentrant version of the function exists. Unfortunately, multiple functions provided by the standard C library, such as malloc and fprintf [START_REF]Nonreentrancy (The GNU C Library)[END_REF], are not reentrant since they use static data. Thus, other solutions are required to deal with such a situation. A common solution is to disable interrupts and preemptive scheduling at the cost of loss of system responsiveness. Another solution is to provide locking primitives to the user application, although it may also be necessary to disable interrupts for sensitive locking operations [START_REF] Mckenney | Exploiting Deferred Destruction: An Analysis of Read-Copy-Update Techniques in Operating System Kernels[END_REF].

Synchronization in Multiprocessor Systems

Techniques that depend on disabling interrupts, like the ones described in the previous section, will fail on multiprocessor systems, as disabling interrupts affect only the local core [START_REF] Moyer | Real World Multicore Embedded Systems[END_REF]. Rather than successfully suspending the execution of the interrupt code, the code will execute concurrently in another core. Therefore, it is not possible to rely solely on disabling interrupts; the ability to perform a set of operations without interruption is necessary. This is achieved by atomic operations.

An atomic operation is either entirely successful or entirely unsuccessful, and algorithms have to deal with both cases [START_REF] Moyer | Real World Multicore Embedded Systems[END_REF]. Generally, unsuccessful cases retry the operation with either the same request or an updated one. Unfortunately, atomic operations are more expensive than simple instructions, and their cost increases as the number of threads access the same memory position. Figure 2.1 shows the scalability of a Fetch-And-Increment (FAI) operation on a simple counter variable: every thread reads the current value and increments it by one atomically. Figure 2.2 shows the throughput of different atomic operations, including FAI, for four architectures comprised of 48 (Opteron), 80 (Xeon), 8 (Niagara), and 36 (Tilera) cores [START_REF] David | Everything You Always Wanted to Know About Synchronization but Were Afraid to Ask[END_REF]. None of them has improved throughput for FAI operations after six threads; hence, the scalability is far from the ideal. A key factor in this phenomenon is the cache line bouncing [START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF]. For every thread requesting to write, there will be multiple invalidation messages to the other caches through the interconnection architecture. In addition, these caches will need to fetch the line with the new value as well. In this case, the elimination of cache bouncing requires redesigning the application. A second factor influencing scalability is the necessity of memory barriers 1 . Developers that worked with lock-based algorithms may never have to deal with memory barriers directly; the same cannot be said for lock-free and operating system designers. The importance of memory barriers is explained in the following section.

Memory and Compiler Barriers

Architecture optimizations have been developed to make user applications run faster while running the same source code. A relaxed memory model is an optimization that affords opportunities to improve application performance [START_REF] Marejka | Atomic SPARC: Using the SPARC Atomic Instructions[END_REF] for uniprocessoring as well as multiprocessoring systems. They include but are not limited to [START_REF] Howells | LINUX KERNEL MEMORY BARRIERS[END_REF]: reordering instructions, reordering memory operations, deferral of memory operations, speculative loads, and speculative stores. However, some optimizations may produce an improper result; for instance, the processor may change the order of memory read/write operations. Figure 2.3a depicts a reordering example provided by the software manual of Intel [START_REF]Intel® 64 and IA-32 Architectures Software Developer's Manual[END_REF]. Suppose that both variables X and Y are initialized as 0, and both processors2 are running in parallel. It is natural to assume that the parallel execution produce [r1 = r2 = 1]. Nevertheless, according to the Intel manual [START_REF]Intel® 64 and IA-32 Architectures Software Developer's Manual[END_REF], it is perfectly valid that the result can also be

[r1 = r2 = 0], [r1 = 1, r2 = 0], or [r1 = 0, r2 = 1].
The reordering of operations, demonstrated in this example, is not restricted to Intel processors.

The assumption of [r1 = r2 = 1] may not hold because the processor can, unless stated otherwise, reorder a load with an earlier store to a different memory location, as they do not have an explicit dependency. Figure 2.3b shows one possibility of the application execution, where the assumption does not hold. This behavior breaks a simple but fundamental assumption that generated code will be executed in the order described by the source code. Therefore, it is mandatory to inform the processor of the data/control dependency of instructions to avoid reordering, as shown in Figure 2.3b. This is done by using a memory barrier. There are multiple types of memory barriers, and not all Instruction Set Architectures (ISAs) need all of them. Thus, the lack of a standard behavior makes creating portable code harder, as applications can execute as expected in one ISA, but not in another. Following, we detail some of the memory barriers currently employed by different ISAs.

Table 2.1 is organized in three columns. The first column is a mnemonic name for the barrier. The second column is the guarantee that the barrier provides the application. Note that we use a generic specification of the guarantee; the real guarantee may vary according to each ISA. Finally, the third column identifies which ISAs need to use the barrier to receive the guarantee. For ISAs not specified, they do not need to use any barrier as it is already guaranteed by the ISA specification. The SPARC specification allows three implementations for its ISA (RMO, PSO, and TSO). The estimation of the general cost of memory barriers is challenging, as it: (i) affects ISAs in different ways; and (ii) inhibits speculative operations that exist or not depending on the application employed. Memory barriers must be employed only when strictly necessary to avoid performance degradation. Agner Fog found that the minimum latency for a full memory barrier is 23 clock cycles for an Intel Nehalem architecture [START_REF] Fog | Instruction tables: Lists of instruction latencies, throughputs and micro-operation breakdowns for Intel, AMD and VIA CPUs[END_REF]. Boehm [START_REF] Boehm | Reordering Constraints for Pthread-style Locks[END_REF] shows that the cost of a pair of lock and unlock operation calls can vary by roughly a factor of two depending on whether a memory barrier is needed in the unlock operation.

Unfortunately, reordering instructions and memory operations are not limited to the processing unit [START_REF] Boehm | Reordering Constraints for Pthread-style Locks[END_REF]. The reorder can occur even earlier by optimizations done at the compilation time. Until C11 (C standard revision), concurrency was not built on the C language itself. Hence, the C compiler assumes, unless stated otherwise, that there is only one thread of execution in a given application [START_REF] Corbet | ACCESS_ONCE[END_REF]. The effect of assuming a single-threaded application is shown in Listings 2.1, 2.2, 2.3, 2.4. Listing 2.1 is a lock-free message processing application. The message is captured on process execution, and a flag called ready is set for this event. The message and flag are shown in lines 4 and 5. Periodically, an interrupt arrives at the application and, if the flag is set, the packet is processed. The corresponding code is shown in lines 11 and 12. Alas, there is nothing to prevent the compiler from switching lines 4 and 5 (as shown in Listing 2.2), as there is no indication of dependency. Now the flag is set before the message is fetched, resulting in an application execution with undefined behavior. Listing 2.3 is a simple application composed of an if-then-else statement. The variable var_b may be equal to the value of 42 or variable var_a, if var_a is zero or not, respectively. The compiler can optimize this code by removing one of the branching scenarios; it speculates that the value of variable var_a is zero, so var_b is 42 and writes to var_b again otherwise. The generated code is shown in Listing 2.4. For a single-threaded application, Listing 2.1 -Lock-free message processing [START_REF] Howells | LINUX KERNEL MEMORY BARRIERS[END_REF]. this represents a performance gain, and it maintains the expected application behavior. For multi-threaded applications, this generates a subtle spurious value of 42 that can be seen by other threads. Once again, this behavior breaks the assumption that compiled code will be executed in the order expected by the source code [START_REF] Howells | LINUX KERNEL MEMORY BARRIERS[END_REF]. Listings 2.1 and 2.3 demonstrate cases that demand compiler barriers to prevent the compiler from moving memory accesses from one side of the barrier to the other side. However, memory barriers already imply the use of compiler barriers [START_REF] Howells | LINUX KERNEL MEMORY BARRIERS[END_REF], so they are not explicitly required when a memory barrier is employed. Developers used to lock-based algorithms may never have employed directly any of the barrier types mentioned. Their use was avoided because the locking mechanism already provides them intrinsically [START_REF] Boehm | Reordering Constraints for Pthread-style Locks[END_REF]. Because these barriers are lost in lock-free algorithms, by removing the calls for locking procedures, that they are harder to design and debug.

Lock-based Applications

Lock-based applications employ locking procedures provided by a user space library. The library offers multiple types of synchronization procedures that will be explained in Section 3.1. For now, we focus on the basic synchronization procedure called mutex. A mutex is a mutual exclusion primitive that allows one, and just one, thread to hold it. Even if multiple threads try to hold it at the same time, it is guaranteed that only one can hold it. The guarantee relies on employing atomic operations. The process of holding a mutex is also called by two other names: locking and owning it.

Listing 2.6 is a lock-based implementation of the enqueue operation on a linked-list queue. The linked-list queue is shown in Listing 2.5. The lock-based implementation performs the enqueue operation with five lines of code [START_REF] Fernandes | Least-Squares Approximation Surfaces for High Quality Intra-Frame Prediction in Future Video Standards[END_REF][START_REF] Fernandes | A security aware routing approach for NoC-based MPSoCs[END_REF][START_REF] Cataldo | Architecture Exploration of Last-Level Caches targeting homogeneous multicore systems[END_REF][START_REF] Sanchez | 3D-HEVC depth maps intra prediction complexity analysis[END_REF][START_REF] Cataldo | Evaluation of emerging TSV-enabled main memories on the PARSEC benchmark[END_REF]. Lines 6 and 10 restrict the critical section protected by the mutex called queue->q_lock. Therefore, Lines 7 to 9 can be understood as an atomic block of operations that are perceived by other threads. Consequently, the developer can choose the order of operations freely, as the rest of the system perceives them as a single event. In addition, the compiler and processor can also reorder these instructions freely for the same reason. Besides, as only one writer is allowed at a time, the code is straightforward (only sequential statements), enhancing its maintainability. As mentioned in Subsection 2.2.1, the developer does not have to handle memory and compiler barriers explicitly because the synchronization library does it for him. Listing 2.7 shows the generated locking and unlocking procedures for the SPARC-RMO architecture. Moyer [START_REF] Moyer | Real World Multicore Embedded Systems[END_REF] presents the equivalent of locking and unlocking for the PowerPC ISA. Locking is done in lines 2 to 7, and unlocking is done in lines 11 to 13. Line 2 uses the CAS procedure to execute an atomic operation. The CAS procedure receives three parameters in the following order: memory location, expected value, and new value 3 . The memory location is updated with the new value if, and only if, the previous value is the same as the expected value. Otherwise, no memory write is executed. The procedure returns the new or previous value if the memory write is or not succeeded, respectively [START_REF] Moyer | Real World Multicore Embedded Systems[END_REF] rwlock provides greater scalability than an exclusive lock as it allows multiple threads to read the shared data concurrently if no writer is present. Only when a writer is present, the behavior of rwlock is reversed to a mutex. Hence, it seems the scalability issues of mutexes are solved as long as writes are performed few and far between. This intuition has been acknowledged by other software developers [Bou19] [McK19a].

In practice, however, the performance is far from ideal. Interestingly, a limiter of scalability is found on the reader side. Figure 2.5 shows the results of a scalability test of a reader-only rwlock application for a Power-5 system [START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF]. The rwlock ideal scenario is a constant performance of a single thread acquiring the read rwlock. The application is described by McKenney in [START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF].

Critical sections are built to be as short as possible because it serializes execution. Yet, as shown in Figure 2.5, the performance of rwlocks in smaller critical sections is drastically inferior compared to the ideal performance. For instance, a lock-based queue search critical section comprises a dozen lines which results in two orders of magnitude less than the worst case of Figure 2.5 4 .

The scalability issue shown in Figure 2.5 goes back to the same issues of atomic operations shown in Figure 2.1. Every time a reader enters and exits the critical section, it must update a variable that counts the number of threads present in the critical section. That is how a writer knows if any readers are present. Yet, because multiple readers can try to update the variable at the same time, we need atomic operations which serializes the execution limiting performance. Additionally, the serialization only gets worse as threads are added to the application [START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF]. 

Lock-free Applications

Lock-free applications allow multiple threads to work together to achieve better performance than its lock-based counterpart by avoiding thread suspension. It uses atomic operations to achieve its functionality. The challenge of implementing lock-free applications is illustrated by two examples: lock-free enqueue and dequeue operations. Listing 2.9 is the lock-free counterpart to the lock-based code shown in Listing 2.6. They have the same functionality and share the same structures showed in Listing 2.5; however the lock pointer q_lock is unused for the lock-free implementation.

Earlier, the lock-based implementation achieved its functionality with five lines of code. The lock-free implementation of Listing 2.9 performs the same with 11 lines of code, at a minimum (Lines 8, 9, 11-18, 20, 21). We exclude line 19 as it used only to make the code cleaner. Hence, we had to double the LoC to achieve the same result, which Listing 2.9 -Pseudo-code of lock-free enqueue operation (Synchronization procedures are colored red) [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF] decreases simplicity and maintainability. Also, while the lock-based operation is done entirely sequentially, the lock-free operation has an undefined number of loops and six conditional states. Therefore, the performance gain comes with complex and obscure algorithms that are complicated even for experienced programmers to debug [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF].

As the implementation of Listing 2.9 does not use locks, we are limited to execute atomic operations of a single memory position at a given time. Also, as multiple writers are allowed, we must deal with every intermediate state of the procedure. The intermediate states are checked in lines 14, 15, 16, and 20 and corrected in lines 12, 13, and 21. The actual enqueue operation is done with only two lines: 16 and 17. Finally, this C code represents a straightforward adaptation of the algorithm proposed by Michael and Scott [START_REF] Michael | Simple, Fast, and Practical Non-blocking and Blocking Concurrent Queue Algorithms[END_REF] over 20 years ago. Unfortunately, it has an intermittent bug 5 in lines 12 and 14. If the developer employs code optimization, these lines can result in a single memory operation; all other reads would be done with local registers, as there is no indication on the code that these variables can be changed externally. Consequently, the developer must either make the variable volatile or use an auxiliary macro to force the memory operation. Note that this bug does not happen when code optimizations are disabled.

The ABA Problem

Developers that are transitioning from lock-based to lock-free algorithms are tempted to try to write their lock-free code instead of using existing algorithms. A common problem in lock-free algorithms is the ABA problem [START_REF] Michael | Simple, Fast, and Practical Non-blocking and Blocking Concurrent Queue Algorithms[END_REF]. We demonstrate this issue next by the faulty implementation of a dequeue operation.

The dequeue operation is the inverse of the enqueue operation; i.e., a node is removed from the queue head. Listing 2.10 shows the lock-based implementation that has a similar structure to the enqueue operation from Listing 2.6. However, it has three differences: (i) the dequeue operation returns a node; (ii) it must check for an empty queue; and (iii) it deals with the head instead of the tail of the queue. The lock-based implementation also achieves its functionality with a critical section of 7 lines (excluded line 14 as it does not generate executable code). For the dequeue operation, we have a conditional test for an empty list to avoid dereferencing the queue->q_head pointer (line 12 and 13).

Listing 2.10 -Lock-based dequeue operation. A user attempt at transforming the lock-based to a lock-free operation is shown in Listing 2.11. The code is adapted from [START_REF]Lock-free FIFO queue implementation[END_REF] to our queue structure from Listing 2.5. [START_REF] Snavely | CON09-C. Avoid the ABA problem when using lock-free algorithms[END_REF] shows another implementation susceptible to the ABA problem.

Listing 2.11 -Lock-free dequeue operation susceptible to the ABA problem [START_REF]Lock-free FIFO queue implementation[END_REF]. The lock-free dequeue operation is guarded against the intermittent bug found on the implementation of the lock-free enqueue operation from Listing 2.9, which is achieved using a macro on line 3 -the macro is available from the Linux kernel [START_REF] Corbet | ACCESS_ONCE[END_REF]. Therefore, accesses from lines 12, 13, 16, 19, and 20 are not optimized away. However, the code is not guarded against the ABA problem, since it can reference a node that is not present anymore in the queue or has been reclaimed by the system (i.e., freed). The access to the node can result in fatal access violation errors [START_REF] Snavely | CON09-C. Avoid the ABA problem when using lock-free algorithms[END_REF]. Another way to understand the ABA problem is to consider the following statement [START_REF] Neely | Fear and Loathing in Lock-Free Programming[END_REF]:

"if a CAS operation has succeded, nothing has happened since we read the previous value."

Unfortunately, the statement only holds for monotonic values, like an increasing counter. For non-monotonic values, like a memory pointer, the statement does not hold and leads to the ABA problem. Table 2.3 shows a possible execution scenario where the ABA problem has occurred. This execution scenario reuses a node that is not present anymore, node B, and discard the pointer reference to a pushed node, node C. To correctly address the ABA problem the code must be redesigned. There are multiple solutions for this -Michael and Scott [START_REF] Michael | Simple, Fast, and Practical Non-blocking and Blocking Concurrent Queue Algorithms[END_REF] propose one solution free from the ABA problem; Michael [START_REF] Michael | Hazard Pointers: Safe Memory Reclamation for Lock-Free Objects[END_REF] also proposed another solution based on hazard pointers6 .

RELATED WORK

Men are more ready to repay an injury than a benefit, because gratitude is a burden and revenge a pleasure.

Tacitus

Data synchronization on concurrent systems has been studied over the past several decades [START_REF] Mckenney | Exploiting Deferred Destruction: An Analysis of Read-Copy-Update Techniques in Operating System Kernels[END_REF]. As previously discussed, basic atomic operations, that form the foundation for data synchronization, has been provided by hardware designers, and many techniques have flourished to provide complex synchronization mechanisms for parallel applications. This chapter reviews major areas of synchronization research and addresses their compatibility with legacy parallel applications. Section 3.1 and 3.2 discuss software-and hardware-oriented state-of-the-art solutions, respectively. Section 3.3 summarizes key characteristics of the discussed works, comparing them to the proposed Subutai solution, and identifying the works that are compatible with legacy parallel applications.

Software-oriented Solutions

Software-oriented solutions permit developers to synchronize application data with API based on industry-established hardware operations. Developers can use these solutions without the cost of extra hardware components. Also, solutions typically employ the OS to handle some of its functionality to handle sensitive operations such as scheduling policies of threads.

POSIX Threads (PThreads)

PThreads is a standardized C language interface described by the IEEE POSIX 1003.1c standard [START_REF]Standard for Information Technology-Portable Operating System Interface (POSIX(R)) Base Specifications[END_REF] that specifies a set of thread APIs to do thread synchronization and management. PThreads procedures can be organized into four major groups [START_REF] Barney | POSIX Threads Programming[END_REF]: (i) thread management; (ii) mutexes; (iii) condition variables; and (iv) synchronization (rwlocks, barriers). We focus on the last three groups, as they are responsible for dealing with data synchronization. In addition, we assume the default behavior provided by PThreads (i.e., no particular attribute is used).

A mutex is useful for protecting shared data from concurrent access. A mutex has two possible states: unlocked (not owned by any thread) and locked (owned by one, and only one, thread). The mutex procedure group contains locking and unlocking.

Locking is a blocking procedure that exclusively locks a variable. If the variable is already locked, the calling thread is suspended; otherwise, the operation returns with the variable locked by the calling thread. Unlocking is a non-blocking procedure that changes the variable state and, if there are any waiting threads, wakes up previously blocked procedures. If the developer prefers the thread to spin on the lock instead of suspending it, it may use a spinlock, which has the same behavior as the mutex.

The condition procedure group contains: wait, signal, and broadcast. Wait is an unconditionally blocking procedure that puts the thread on a waiting list for a condition event. It requires that designers previously locked a mutex variable and passed a reference to it. Then, the wait procedure unlocks the mutex once it has finished working. Next, when the thread is woken up, the wait procedure reacquires the mutex. The signal and broadcast are non-blocking procedures that wake up one and all threads respectively waiting for a condition event. Mutex, in these cases, is optional.

The last procedure group comprises barriers and rwlocks. The barrier procedure group contains a single blocking procedure, called wait, which synchronizes participating threads at a user-specified code point. A barrier has a fixed number of threads decided at allocation time. When all participating threads reached the barrier, all threads are woken up. Rwlocks has a similar behavior as a standard lock; however, it differentiates readers from writers. Multiple readers can access the shared data, while only one writer is allowed to modify it. Also, no reader can access the data while there is a writer thread. Both GNU's Not Unix! (GNU) LibC1 and FreeBSD LibC utilize operating system calls to do sensitive operations such as putting threads to sleep; however, they operate mainly in user space, as shifting to kernel space may incur performance penalties.

3.1.2

Open MultiProcessing (OpenMP)

OpenMP is an API specification for shared-memory parallel applications. The API supports C, C++, and Fortran for multiple architectures. OpenMP uses a fork-join model of parallel execution, as shown in Figure 3.1. All OpenMP programs start as a single thread called the master thread. It executes sequentially until the first parallel region is encountered. Then, the master thread creates multiple threads to handle the parallel work. The master thread waits for all other threads to finish and then continues to execute sequentially; this process can be repeated arbitrarily [Ope15]. Besides procedures, OpenMP relies on compiler directives to control the application behavior.

OpenMP provides atomic operations that are not provided by PThreads using a compiler directive before the line that is to be executed atomically. For PThreads, the user must 

3.1.3

Threading Building Blocks (TBB)

Threading Building Blocks (TBB) is an Intel library for parallel applications developed in C++ for the x86 architecture. It offers task-based parallelism that abstracts some of the threading mechanisms. Instead of compiler directives, as done by OpenMP, TBB uses generic programming to fit the object-oriented/template-based programming style of C++ better [START_REF]FAQs | Threading Building Blocks[END_REF]. Moreover, TBB provides concurrent-friendly data structures for the developer. Hence, the structure handles the synchronization process by itself, either by fine-grained locking or lock-free algorithms [START_REF] Reinders | Intel Threading Building Blocks: Outfitting C++ for Multi-core Processor Parallelism[END_REF].

For synchronization, TBB provides the same three basic synchronization primitives as PThreads: mutex, barrier, and condition. Yet, barriers are executed implicitly in template calls and implemented with an additional task with the sole propose of synchronization. TBB implements conditions with the same characteristics and restrictions as described in PThreads (Section 3.1.1). TBB provides several types of primitives for mutexes with contrasting behavior. Table 3.1 shows the traits of some of the mutex types available in TBB, which can be described by the following features [START_REF] Reinders | Intel Threading Building Blocks: Outfitting C++ for Multi-core Processor Parallelism[END_REF] [Int19d]:

• Scalable 2 -A scalable mutex is one that does no worse than forcing single-threaded performance. A mutex can perform worse than serialize execution if it consumes excessive processor cycles/memory bandwidth. Scalable mutexes are often slower than non-scalable ones under light contention.

• Fair -Mutexes can be fair or unfair. A fair mutex lets tasks through in the order they arrive, meaning that fair mutexes avoid starving tasks. On the other hand, unfair mutexes can be faster because they let tasks that are currently running through first, instead of the queued task, which may be sleeping.

• Sleeps -Mutexes can cause a task to spin in user space or sleep in kernel space while it is waiting. Spinning is undesirable for long periods, as it consumes multiple processor/cache cycles. For short waits, spinning is faster than sleeping, because putting and waking up tasks takes multiple cycles.

• Size -The size requirement for recording the mutex data. PThreads provides the mutex type for TBB in Linux systems; for this case, the mutex type is scalable and fair. spin_mutex is implemented with atomic operations, which was discussed in Section 2.2.2. queuing_mutex is built with a combination of atomic operations and a queue of waiting tasks. Also, spin_rw_mutex and queuing_rw_mutex are specialized versions of spin_mutex and queuing_mutex, respectively, that support reader/writer separation for readers-only concurrency.

3.1.4

Read-Copy-Update (RCU)

RCU is a synchronization strategy that relies on deferring work to a later point in time. The key feature of RCU is that readers can access data even when it is in the process of being updated. Like other lock-free techniques, RCU needs careful use of memory/compiler barriers on the code. Fortunately, the developers have provided a set of procedures that handle pointers, lists, and hash-tables with the appropriate barriers, removing the burden of correct barrier usage from the developer [START_REF] Mckenney | RCU part 3: the RCU API[END_REF].

The basic functionality of RCU is described by the following three steps [START_REF] Mckenney | What is RCU, Fundamentally?[END_REF]:

1. Make a change in some structure. For instance, removing a node from a queue.

2. Wait for all pre-existing RCU readers to finish. The wait can be achieved by using a procedure called synchronize_rcu. Note that readers are guaranteed to read the updated list if they enter the RCU critical section after the change has been made. For our example, they would not be able to access the newly removed node.

3. Finish any remaining tasks. For instance, freeing the memory area used by the node on the first item.

This functionality resembles rwlocks described in Section 2.2.2.1, yet there are subtle differences that are crucial for the performance of RCU. Rwlocks can only write data if no other reader is present, and rwlock readers must give some information that they are present (frequently by writing to a shared value). RCU does not force any of them. Then, the challenge is how to identify RCU readers if they do not manipulate any shared data. This identification is achieved by the synchronize_rcu primitive, whose conceptual implementation is presented in Listing 3.1.

Listing 3.1 -Conceptual implementation of the synchronize_rcu primitive [McK19a]. 1 void 2 synchronize_rcu(void) 3 { 4 for_each_online_cpu(cpu) 5 run_on(cpu); 6 }
The synchronize_rcu procedure works by making sure each CPU has executed at least one context switch, as to guarantee that all RCU readers prior to synchronize_rcu have finished. Therefore, the implementation has two restrictions: RCU code cannot block and cannot be preempted [START_REF] Mckenney | What is RCU, Fundamentally?[END_REF]. After the execution of synchronize_rcu, it is safe to clean up any stale data.

The actual implementation of synchronize_rcu in the Linux kernel is much more complex, as it has to deal with multiple capabilities expected by the user [START_REF] Mckenney | What is RCU, Fundamentally?[END_REF]. Besides, disabling preemption impacts performance. Hence, there are multiple versions of RCU to tackle specific scenarios [START_REF] Mckenney | RCU part 3: the RCU API[END_REF], which allow, for instance, preemption and blocking on RCU critical code. Figure 3.2 illustrates an example of a node deletion from a linked-list protected by RCU [START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF]. An RCU writer wants to remove the node [START_REF] Sanchez | Low Area Reconfigurable Architecture for 3D-HEVC DMMs Decoder Targeting 1080p Videos[END_REF][START_REF] Fernandes | Least-Squares Approximation Surfaces for High Quality Intra-Frame Prediction in Future Video Standards[END_REF][START_REF] Fernandes | A security aware routing approach for NoC-based MPSoCs[END_REF]. It calls list_del_rcu followed by synchronize_rcu. These procedures handle the necessary barriers for the developer. Note that existing RCU readers during these operations can still traverse the list either from [1,2,[START_REF] Cataldo | Distributed Synchronization Primitives in NoC Interfaces for Legacy Parallel-Applications[END_REF] to [11,[START_REF] Mondal | Broadcast-and Power-Aware Wireless NoC for Barrier Synchronization in Parallel Computing[END_REF][START_REF] Cataldo | Architecture Exploration of Last-Level Caches targeting homogeneous multicore systems[END_REF], or [START_REF] Sanchez | Low Area Reconfigurable Architecture for 3D-HEVC DMMs Decoder Targeting 1080p Videos[END_REF][START_REF] Fernandes | Least-Squares Approximation Surfaces for High Quality Intra-Frame Prediction in Future Video Standards[END_REF][START_REF] Fernandes | A security aware routing approach for NoC-based MPSoCs[END_REF] to [11,[START_REF] Mondal | Broadcast-and Power-Aware Wireless NoC for Barrier Synchronization in Parallel Computing[END_REF][START_REF] Cataldo | Architecture Exploration of Last-Level Caches targeting homogeneous multicore systems[END_REF]. After synchronize_rcu has returned, it is safe to clean up the deletion of the node. Hence, the procedure kfree is called to claim the memory space. Multiple RCU writers may need an external synchronization besides RCU to operate correctly [START_REF] Mckenney | What is RCU, Fundamentally?[END_REF], which varies according to the developer implementation. On the user space RCU library [START_REF] Desnoyers | Userspace RCU[END_REF], for instance, a concurrent queue requires a mutex for dequeue operations but does not require it for enqueue operations; it reuses the PThreads' mutex procedures for locking.

3.1.5

Reordering Constraints for PThread-style Locks Boehm [START_REF] Boehm | Reordering Constraints for Pthread-style Locks[END_REF] refines the PThread specification to propose a simpler set of clear and uncontroversial rules, allowing the reordering of memory operations for lock synchronization primitives. These rules have a significant performance impact since memory barriers typically limit reorder operations. In addition, the author identifies a class of compiler transformations that can also increase the performance. For these gains, the author proposes a new subset programming language based on C. The objective to propose such language is to verify the correctness of reordering rules under a simplified version of the C language.

The author justifies the proposition of a new language based on the impact of memory barrier operations. Boehm points out the following scenario: the cost of using lock operations can affect program execution time significantly, even when there is little lock contention. Since the locking cost is often strongly affected by, or even largely determined by, the number of memory barriers, the reduction of memory barrier calls is a worthwhile pursuit.

The central question for the Boehm [START_REF] Boehm | Reordering Constraints for Pthread-style Locks[END_REF] is thus: under what circumstances can load and store operations be moved into a critical section. His findings suggest that the reordering constraints are not symmetric for lock and unlock operations. Additionally, such behavior was not previously recognized as observed by the PThreads implementation examples provided in this paper. Table 3.2 complements the information previously shown in Table 2.2 for the use of memory barrier on spinlocks. Boehm demonstrates with these tables that there is much confusion in regards to the correct use of memory barrier with the PThreads standard. Discrepancies in its use occur with the glibc and FreeBSD implementations. In addition, since these mistakes require a specific type of architecture, they may go unnoticed for a long time. Boehm defines its unnamed language based on straightforward elements common in a C-like language such as: statements, loops, and variables. We restrict the discussion to data synchronization, which is the topic of this Thesis.

Firstly, Boehm disallows that threads try to relock a lock already owned by that thread; POSIX allows such behavior as undefined behavior, assuming the use of a standard mutex (i.e., created without attributes). Then, Boehm provides simplified lemmas to allow store and load memory operations to move into and out of the critical section, in other words, before and after pthread_mutex_lock and pthread_mutex_unlock procedures, respectively. There are some restrictions to these movements, mainly I/O and locking operations are not allowed to be moved.

Experimental results are shown in Figure 3.3 for a 2GHz Pentium 4 Xeon. The experimental setup is comprised of a test program that copies 10 million characters, from one file to another, with different types of locks used to control the access to the I/O buffers. Disk access is avoided by using a temporary filesystem residing on memory. The "Default" scheme uses POSIX procedures that are multithreaded-safe (i.e., uses lock internally); "Mutex" and "Spin" are schemes that use POSIX multithreaded-unsafe procedures, but the author employs a lock and a spinlock around them, respectively; "None" uses a custom-made spinlock implementated by the author. "Lock" and "Unlock" are built on top of "None" and use a full memory barrier for the lock and unlock procedures, respectively; and finally, "Both" is a scheme that uses full memory barrier in the lock and unlock procedures. The results show that the author's implementation is able to reduce almost in half the time spent on the test program compared to "Mutex", which is the worst scenario for this case. The author also notes that spinlocks generally perform better for low contention scenarios. Unfortunately, the author does not provide experimental results on real parallel applications. Hence, the impact of these optimizations is left as an exercise for the reader. In addition, no source code is provided for the author's implementation displayed in Figure 3.3.

Optimization of the GNU OpenMP Synchronization Barrier in MPSoC

France-Pillois et al. [START_REF] France-Pillois | Optimization of the GNU OpenMP Synchronization Barrier in MPSoC[END_REF] used an instrumented emulation platform to extract precise timing information regarding the use of synchronization barriers of the GNU OpenMP library (i.e., libgomp). They identified that an expansive function was uselessly being called during the barrier waking process. Thus, they propose a software optimization that saves up to 80% of the barrier release phase for a 16-core system. Moreover, as such a change is done at the library level, the optimization is legacy-code compatible.

The evaluation was carried out on the TSAR manycore architecture that supports shared-memory applications. The architecture is organized in four clusters, and each cluster contains four MIPS with a private L1 cache and a shared L2 cache. Figure 3.4 shows the release phase delays by thread arrival. The simulation is a simple for loop executed over 400 times. The X-axis represents the threads in order of release, and the Y-axis represents the instant the thread leaves the barrier to resume its nominal execution flow. Figure 3.4a illustrates that the original version takes up to 13194 cycles to complete the barrier release process and that a single thread is especially delayed compared to others. Such behavior was the motivator behind the study performed by the authors. The release phase for the GNU OpenMP library is comprised of two phases: active and passive. When a thread calls the OpenMP barrier, it spins on a memory value that records the number of threads that have arrived on the barrier. This is named the active phase, as it is occupying the core unit. The barrier is only release when that memory value is equal to the user-specified limit. In the example shown in Figure 3.4, the limit is 16. After a specified time, the comparison is stopped, and the thread is put to sleep on a waiting list. Hence, polling is done, and the thread will be woken up by the last arriving thread. This is called the passive phase. The authors noted that the wake-up procedure was being called even in cases where no threads were sleeping. The for-loop used for this work is an example of an application where the threads will normally not be put to sleep, as the application is well balanced. Even when no thread had to be woken up, the time spent in the wake-up procedure was about 12891 cycles, about 97.7% of the whole release procedure for 16 threads. Hence, an optimization was proposed to decrease the overhead of the release procedure, as shown in Figure 3.4b. Table 3.3 show the gains on the full release procedure for TSAR and Alpha architectures. The gains decrease as the number of CPU increase on TSAR, while the gains remain the same on Alpha regardless of the number of CPU, as in the latter case, the cycle latency is also the same.

Hardware-oriented Solutions

In the previous section, synchronization solutions that do not require any specific hardware to operate besides atomic instructions were presented. This section presents solutions based on novel hardware-assisted synchronization operations. For lock-free algorithms, a severe drawback was discussed (Section 2.2.3): the restriction to atomically change a single memory position. The works of Section 3.2.1 and 3.2.2 tackle precisely such limitation. The work of Section 3.2.3 focuses on a different solution to the mentioned problem: parallel execution of multiple atomic operations. The work from Section 3.2.4 speeds up barrier synchronizations using an independent interconnection. Finally, the work from Section 3.2.5 speeds up data-flow applications for NoC-based architecture designs.

3.2.1

Hardware Transactional Memory (HTM)

Hardware Transactional Memory (HTM) provides an abstraction for running blocks of instructions atomically. It differs from traditional lock-based solutions as the developer needs only to identify which blocks of code must run atomically, and not how concurrent access to shared data must be synchronized. The HTM is responsible for guaranteeing correctness by aborting transactions that conflict with others transactions [START_REF] Diegues | Virtues and Limitations of Commodity Hardware Transactional Memory[END_REF].

Although it is possible to use a software-only transactional memory, the overhead posed by it can be prohibitive [CBM + 08]. Fortunately, Intel has provided HTM support since the Haswell architecture, bringing HTM to millions of computer systems [START_REF] Diegues | Virtues and Limitations of Commodity Hardware Transactional Memory[END_REF]. Nevertheless, the Intel implementation has been a victim of numerous issues, prompting the company to disable HTM support for Broadwell CPUs [START_REF] Wasson | Errata prompts Intel to disable TSX in Haswell, early Broadwell CPUs[END_REF]. We discuss HTM using the Intel implementation; however, it should be noted that it generally applies to other HTM implementations as well.

Intel provides two interfaces for HTM: Hardware Lock Elision and Restricted Transactional Memory. Hardware Lock Elision is a legacy-compatible instruction set extension that provides hints to the CPU to the start and end regions of the lock elision. For explicit transactions, the developer should use the Restricted Transactional Memory instruction set extension [START_REF] Kleen | Lock elision in the GNU C library[END_REF]. Listing 3.2 shows an example of C code using Intel's version of HTM (Restricted Transactional Memory). The code is comprised of a fast path (lines 20-23) when the transaction request has been successful and a slow path (lines 25-30), also called fallback path, when the transaction has failed. Intel recommends that traditional locks be used when the transaction has failed, as shown in Listing 3.2 [Kle19c] [DRR14]. This is called lock-elision and it is supported by the glibc implementation. The fallback path can also use a retry mechanism with an exponential backoff algorithm. Yet, as it is discussed later, even a single thread execution can be aborted. The code presented in Listing 3.2 is not foolproof as one thread can be using the lock and another thread executing a transaction [START_REF] Dehasa-Azuara | Hardware Transactional Memory with Intel's TSX[END_REF]. This complexity is the reason for incorporating HTM into the synchronization library (such as PThreads), instead of using directly by the developer. The results are normalized to the single thread execution of sgl. The yada application illustrates that both software and hardware implementations of transactional memory can be slower than sgl for single-threaded execution. Overall, HTM scales better than a coarse-grained lock. One factor that limits the HTM potential for speedup is the abort rate of transactions; even a single thread execution can have aborted transactions. For the STAMP benchmark executing with 8 threads, 7 out of 8 applications had an abort rate of over 70% [START_REF] Yoo | Performance evaluation of Intel® Transactional Synchronization Extensions for High-Performance Computing[END_REF]. The reason for such high rate abortions is the decision to limit HTM to the L! cache capacity; thus, workloads with large critical sections can be aborted even without concurrency. 

3.2.2

A Hardware Implementation of the MCAS Synchronization Primitive Patel et al. [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF] identify that lock-free algorithms have the potential to be more efficient than its lock-based counterpart is; yet, it is also inherently more difficult to design and debug. Their work focuses on the CAS primitive. As discussed earlier, the CAS primitive can only operate on a single memory location. The design of lock-free algorithms could be significantly eased if that primitive worked on multiple memory locations. Therefore, they propose MCAS, a hardware implementation of a multi-word CAS primitive. The authors depict the simplification with Listings 3.3 and 3.4. The algorithm has already been shown in Listing 2.9, although adapted to use a different data structure. It is intuitively and visually observable that MCAS provides a more straightforward version. From the CAS to MCAS implementation, the code has been reduced from 9 to 3 lines (excluding bracketand comment-only lines). The MCAS primitive compares the content of k variables with k memory locations (pairwise), and if all pairs match, then it atomically overwrites the k memory locations with k new values. Listing 3.4 utilizes a k variable of 2.

The MCAS primitive is implemented through two-phase locking. Firstly, cache locking is obtained on all concerned memory locations, and then comparisons are performed.

The memory operations are only executed if the values of all locations are equal to the previously recorded values. A zero-flag is set to 1 for success and 0 for failure. Finally, all cache locking is released.

The ISA is augmented with two instructions: MTS and MCAS. MTS is responsible for setting up the parameters of the MCAS primitive: address of the memory location, recorded old values, and the new values to be written. The MCAS instruction, then, executes the operation based on the parameters passed on the MTS instruction. In addition, the MCAS instruction is also interpreted as a memory barrier operation. Hence, there can only be one active MCAS instruction per core.

The hardware required for the MCAS primitive comprises three registers and two tables. The tables are sized to 192 × 4 and 250 × 8 bits for up to 32-core architectures and k ≤ 4. The tables register the parameters received in the MTS instruction, and cache line requests that must be stalled due to cache locking. Hence, the MCAS primitive affects the underlying cache coherence protocol. Hardware synthesis was achieved in 65nm technology and scaled to 14nm operating at 3.4GHz. The area overhead for a 32-core, 400 mm 2 chip area, is 0.0456%.

The Java-based multicore architecture simulator Tejas was used for experimental results on a 32-core system. Some data structures were tested using 32 threads that execute a total of 300 operations each on a shared data structure. They alternate between insertion and deletion of random elements to the data structure. Both MCAS and MCAS-OPT are 13.8× on average faster than lock-based implementations. The speedup is attributed to the blocking nature of lock-based implementations. Both the MCAS implementations are also faster than the CAS-based lock-free implementation, except for the stack structure where the base implementation of MCAS is slower. The insertion operation for the stack structure is done with a single CAS; hence, for this case, the MCAS implementation resulted in an overhead.

Unfortunately, Patel et al. [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF] did not explore the impact of MCAS on real applications where the impact of many other factors diminishes the gains factors (e.g., the serial portion of the application itself, synchronization decisions). For instance, Abadal et al. [START_REF] Abadal | WiSync: An Architecture for Fast Synchronization Through On-Chip Wireless Communication[END_REF] propose a system with multiple wireless channels to speed up the synchronization process. While it shows significant improvements on micro-benchmarks, when it was tested with the PARSEC benchmark, 9 out of 12 applications showed little improvement in performance (i.e., < 5%). Nonetheless, the solution of Patel et al. has shown a clear advantage over lock-based implementation and a much simpler interface to lock-free applications.

3.2.3

CASPAR: Breaking Serialization in Lock-Free Multicore Synchronization Gangwani et al. [START_REF] Gangwani | CASPAR: Breaking Serialization in Lock-Free Multicore Synchronization[END_REF] improve the performance of CAS operations by breaking the serialization of multiple CAS calls and executing them in parallel. While Patel et al. [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF] provided a new primitive to write multiple memory positions at the same time, called MCAS, Gangwani et al. propose a novel architecture to parallelize some lock-free parallel applications. Specifically, CASPAR supports applications where the new memory value does not depend on the expected (i.e., old) memory value for the CAS operation call. CASPAR reverts to the serialization of CAS operations for applications that (i) use the expected value to compute the new value or (ii) use mitigation techniques on pointers for ABA handling. No binary code modification is required for using the CASPAR solution.

CASPAR uses a hardware queue to enqueue requests for CAS operations. By itself, the hardware queue still serializes the execution of multiple CAS operations, as they assume exclusive access to a given memory position. An example of serialized CAS execution is shown in Figure 3.8a, where three processors try to write to the same memory position using the CAS primitive. In this example, processor 0 is the fastest one, while the other two processors have to stall their execution waiting for the former processor to finish. This process happens again with processor 2, but now waiting for processor 1.

Moreover, CASPAR needs two additional modules besides the hardware queue: (i) module for identification of contended CAS operations, and (ii) module for parallel execution of multiple CAS operations. All hardware modules proposed by this work are attached to the processor and cache directory.

CASPAR identifies two patterns to exploit for better performance: (i) parallel execution of CAS operations through eager forwarding of the new memory value, and (ii) parallel validation and dequeue of CAS operations. The first idea uses the fact that a queued processor may know early-on the expected memory value that will be set for the shared variable, as this is passed via parameter for CAS operations (the CAS primitive format is as discussed in 2.2.2). Therefore, it eagerly forwards it to its immediate successor in the queue so that the successor processor can overwrite the expected memory value. Hence, a dependency CASPAR is evaluated using a simulated 64-core architecture on the sniper simulator. Figure 3.9 displays the experimental results analyzed in this work.The evaluation uses four computational kernels, one memory allocation kernel, and four applications. In addition, four architecture designs are used for comparison: baseline, a hardware queue for CAS operations, eager forwarding for parallel CAS execution, and the CASPAR design that further the latter design with parallel CAS validation with group commits. Kernel evaluation, as displayed in Figure 3.9a, is presented through the CAS operation throughput over 5 ms of kernel execution time. On average, eager forwarding and CASPAR improve the throughput by 53% and 83%, respectively, over the baseline design.

The gains vary depending on the kernel characteristics. implementations. By rewriting the synchronization in a lock-free manner, the execution time decreases by an average of only 4% -in some cases, the execution time even goes up. The average reduction of execution time is 22%, 12%, and 40% for the hardware queue, eager forwarding, and CASPAR, respectively. CASPAR introduces two limitations to the architecture design: (i) CASPAR requires that only a single load be exercising its hardware, and (ii) CASPAR forces the processor pipeline to enter in a quiescent (i.e., stalled) state for group committing of CAS operations. Both limit the throughput of the number of instructions per cycle -yet, overall, the experimental results have shown that CASPAR can outperform the serialized scenario.

3.2.4

Design of a Collective Communication Infrastructure for Barrier Synchronization in Cluster-Based Nanoscale MPSoCs Abellán et al. [AFA + 12] identify that barrier synchronization is a key primitive that becomes increasingly challenging as the core count keeps growing. Hardware-accelerated barrier synchronization has been studied at least for the last 20 years [START_REF] Sivaram | A Reliable Hardware Barrier Synchronization Scheme[END_REF]. We chose the Abellán et al. work as a representative of this type of research exploration as they use recent technological advances for their study.

A software solution for barrier synchronization relies on each thread communicating to a central place (gather phase) and, when all threads have reached it, the central place communicates back with all threads (release phase). Ideally, the communication back uses a broadcast mechanism to reduce the number of packets. Unfortunately, for NoC-based designs, the broadcast may be unavailable; thus, generating multiple unicast packets. The side-effect of this is the mutual interference between the flows of two traffic, synchronization and data movement, which reduces the overall performance of the system. Their work is focused on standard cell 45nm designs and mainstream industrial tool flow.

They achieve scalability on the MultiProcessor System-on-a-Chip (MPSoC) through core clusterization and replication, where each cluster can potentially operate at an independent frequency. Therefore, the main exploration on barriers of this work is intra-cluster, using asynchronous global links for inter-cluster communication. Figure 3.11a shows the gather phase for this barrier using C4 as the master. A two-phase gathering procedure is used for the Gline-based Barrier (GBarrier): firstly, all threads are gathered in a horizontal master, where there exists only one per horizontal line. Secondly, the horizontal master communicates with a vertical master. There exists only one vertical master on the cluster. Therefore, all core units are reachable. The two-phase procedure is shown in Figure 3.11b. Finally, Tree-based Barrier (TBarrier) has the lowest number of messages exchanged between master and slaves. This barrier is a simpler version than the GBarrier, yet, it uses a wider line length (2-bit width). The gathering procedure for TBarrier is shown in Figure 3.11c. For the release phase, all topologies follow the same notification flow but in the opposite direction. The topologies were synthesized with STMicroelectronics 45nm standard cell technology. The results are summarized in Figure 3.12. Figure 3.12a shows that GBarrier has the overall higher frequency, as it has the greatest number of steps to reach synchronization. Moreover, as the size of the clusters grows, the timing of critical paths for controllers and wires will be longer, which translates into lower achievable frequencies. For all scenarios, CBarrier completes the synchronization with the fewest number of cycles despite its lower frequencies.

Figure 3.12 depicts the area consumption for all topologies running at 600MHz for different-sized clusters. For small clusters, the critical path is defined by the complexity of the barrier controller. For larger clusters, the wire length increase can define the majority of the critical path. In terms of area consumption, the area devoted to wires constitutes the dominant factor for all topologies. CBarrier has the most extended links; hence, it shows the highest overhead, which worsens as the cluster size grows up. For inter-cluster communication, CBarrier can also be used as a flat or a hierarchical design. The flat design has a single master for the entire system, whereas the hierarchical has one master per cluster. For a 64-core system, for instance, there would be 4 clusters with 1 master and 4 masters for flat and hierarchical designs, respectively. The frequency achieved for them was 620MHz and 950MHz for flat and hierarchical designs, respectively. Nonetheless, from the synchronization point-of-view, the flat design is faster, while the hierarchical design almost doubles the number of steps required.

The experimental results were obtained on a full-system simulator, where SystemC models were integrated to simulate the hardware-based barriers, which were annotated with latencies extracted from the synthesis process. The work also discusses the integration of them with the OpenMP software environment. For this, the tree-based barrier was chosen for both software and hardware simulations. Hence, there is a master core per cluster and a single global master. The software implementation was done by the authors as well using private variables as flags for the gather and release phases. The hardware barriers support both flat and hierarchical designs.

The hardware barriers also support synchronization on a smaller set of cores instead of all of them, but a setup phase is necessary to program the controllers appropriately. For the flat design, it can be easily achieved using a single write to a memory-mapped register of the global master. For the hierarchical design and software implementation, the setup is more complex, as it is necessary to compute the number of clusters and threads involved. Either way, the master thread executes the setup stage at the parallel region creation. Thus, the necessary code is inserted into the parallel_start procedure. Besides the register for the setup stage, two more registers are employed: bar_reg_in for a core to participate in the gather phase and bar_reg_out for waking up threads waiting for the barrier event (completion of the release phase). Hence, the first and second registers are exclusively written by the core and the controller, respectively. Figure 3.13 depicts the overhead for barrier synchronization in software and hardware. The breakdown of the software implementation, Figure 3.13a, displays that it requires approximately 700 cycles to execute the gather and release phases. Additionally, it has an overhead of approximately one hundred cycles for executing OpenMP procedures and initializing the barrier itself. Overall, synchronizing 64 cores from OpenMP costs slightly more than 900 cycles. Figure 3.13b reports the cost for two hardware implementations. It is interesting to note that the barrier synchronization itself is not very different for both cases, yet, the setup phase is, which is expected as the setup phase is more complex for a hierarchical design. Overall, the flat design has a faster execution time than its software counterpart, and the hierarchical design can be faster if the number and location of threads do not change, as otherwise, the setup phase has to be recomputed.

Unfortunately, as was the case with Patel et al. [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF] work, no results were shown for real applications. For Abellán et al. [AFA + 12] work, it would be especially interesting to demonstrate the impact on real applications as they have added support for their solution in OpenMP. However, they implemented a synthetic benchmark where the granularity of work between barriers varies from 10 to 10000 cycles. The results of this benchmark are presented in Figure 3.14. For extremely small workloads (< 100 cycles), the barrier overhead dominates the execution time. If a target 5% of overhead is desired, then the hardware implementation reaches it at a granularity of a thousand cycles, while the same point is reached at ten thousand cycles for the software implementation. Finally, it is worth noting that from the software perspective, the latency difference between the two implementation of hardware is negligible since the overhead from the software stack tends to hide it. 

3.2.5

Notifying Memories: a case-study on Data-Flow Application with NoC Interfaces Implementation Martin et al. [START_REF] Martin | Notifying Memories: a case-study on Data-Flow Applications with NoC Interfaces Implementation[END_REF] identify that NoC-based systems increase the communication latency significantly for data-flow applications compared to traditional bus-based systems. They introduce the Notifying Memories concept to reduce this overhead by eliminating useless memory requests for these applications. The synchronization primitive explored in this work is the spinlock -hence, threads busy-wait on events instead of sleeping. Additionally, this work does not employ caches.

The data-flow software model offers a well-defined manner to deal with software complexity and scalability. Data-flow actors must check firing rules related to input data and output buffer space. An example of data-flow code is presented in Listing 3.5. An action is fired (i.e., executed) when a set of conditions are satisfied. This so-called firing rule usually consists of checking the number of tokens available in the input and output First-In-First-Out (FIFO). If that is not the case, the process has to be re-executed.

However, the continuous testing of firing rules results in many memory request packets. Worse, most of them may be useless, as the memory has not been changed. In the worst case, the software implementation can produce six requests for a single failed firing action. Therefore, this work proposes to address this problem with a novel approach: transform memories into masters able to initiate transfers by means of notifications when data is ready; thus, getting rid of useless memory request packets. This concept is called Notifying Memories. It provides memories with notification and processors with listening mechanisms, which are conceptually similar to the observer design pattern.

Experimental results were conducted targeting the MPEG-4 decoder for different video sequences. Table 3.4 summarizes the percentage of unsuccessful firing attempts and their reasons. There are two possible reasons why no action can be performed: (i) one of the input FIFOs does not contain enough tokens; or (ii) one of the output FIFOs does not contain enough space. Note that applications described in C, as done in Listing 3.5, do not test the second condition if the first one has failed. The results show that at least 20% of attempts are unsuccessful and go up to 45%. This observation motives the integration of mechanisms able to monitor the FIFO status and to emit notifications.

The implementation of the Notifying Memories is shown in Figure 3.15 for a target architecture composed of 13 cores and 15 memory modules distributed in a mesh topology. NIs are enhanced with two new modules: listener and notifier. The former is responsible for receiving notifications on FIFO changes made from the latter. The solution is agnostic to the implementation of the interconnect, cores, and memory modules. Both notifier and listener are highlighted in orange in Figure 3.15. The notifier comprises a couple of logic components and a set of registers. It has three phases of operation: configuration, checking, and notification phases. Firstly, a manager core is responsible for informing all notifiers of the mapping data. Once configured, the notifier checks for packets that modify the FIFO status. It uses a comparator to check if the new FIFO status respects the restrictions provided by the application. For instance, in Listing 3.5, if a new packet related to fifo_in_1 has been received, it checks the condition nb_of_tokens(fifo_in_1) >= 64. If the restriction is satisfied, a flag is set on a bank of the notifying registers. Finally, the notifier loops around the bits of the bank of notifying registers and generates the notifying packets consecutively for flagged bits.

The listener is a more straightforward module also comprised of logic components and a set of registers. It operates only in two phases: configuration and execution phases. Similarly to the notifier, it receives the application mapping from the start and configures its internal registers. In the execution phase, the listener receives notifications from the notifier and provides this data to the local core.

Both modules were synthesized on a design where each memory core has access to a notifier, and each core has access to a listener. Hence, the total number of notifiers and listeners are 15 and 12, respectively. Each one of them comprises 145 registers, for 145 firing rules. The synthesis was achieved with a 65nm CMOS process technology operating at 500MHz. The proposed solution has an area overhead of 12.4% compared to a reference NoC. It also increases the power consumption to a value of 16.3%. Yet, overall, the system can save power by decreasing the number of packets on the NoC, as shown in the experimental results.

The MPEG4-SP decoder with a diverse set of videos was employed for the experimental results. A model of the application was simulated into a SystemC NoC simulator. Also, the actors were mapped manually to minimize the number of hops of communication. The results are summarized in Table 3.5. The average results confirm the efficiency of Notifying Memories leading to reductions of 78% for latency, 60% for injection rate, 67% for transported flits, while improving throughput by up to 16%, approximately. The reduction can be seen by using, for instance, the ice video sequence. Packets in the NoC are organized into data and control categories. The former holds tokens or requests for reading tokens information, and the latter holds mapping information, setting and reading the FIFO structure, and notification signals. The categories also apply to flits. The ice sequence demanded 19 times more control packets and 10 more control flits for the reference system than the proposed system. The values for the ice sequence are shown in Figure 3.16. 

Discussion

Data synchronization is an essential component to many parallel applications. The strategy of how to employ it affects the parallelization potential of these applications directly [START_REF] Yoo | Performance evaluation of Intel® Transactional Synchronization Extensions for High-Performance Computing[END_REF]. Here, we explored a diverse set of strategies for data synchronization that presented distinctive tradeoffs in complexity and parallelization. Generally, complexity and parallelism are proportional as parallelization introduces non-determinism into the system, and it must be dealt with additional code to avoid deadlocks, livelocks, and error-prone scenarios [START_REF] Bocchino | Parallel Programming Must Be Deterministic by Default[END_REF]. In other words, non-determinism increases performance at the cost of code complexity. Table 3.6 shows a comparison of the reviewed work summarized in 7 topics. The first topic is the name of the solution. The second topic is the orientation of the solution: software-based, hardware-based, or a mixed solution. In essence, every solution is hardwarebased, as they require basic hardware to operate. Thus, we distinguish hardware-based from software-based for cases where specific hardware has to be employed, and it is not available in industry architecture specifications. If, on top of that, the software must be changed in some way (i.e., application or library changes) the solution is called a mixed solution. For instance, MCAS is an example of a mixed solution as: (i) it requires a hardware module not currently available 3 ; and (ii) it forces the developer to transform the application code (i.e., multiple CAS calls are reduced to a single MCAS). Conversely, Notifying Memories is a hardware-oriented solution, as neither the application nor the synchronization library is altered.

The third topic enumerates any additional requirements for a solution besides providing data synchronization. Latency is an essential requirement for all solutions analyzed. Also, most of the solutions allow developers to employ any desired application model. PThreads, for instance, exposes the control of parallelism at its lowest level. As such, it offers maximum flexibility [START_REF] Reinders | Intel Threading Building Blocks: Outfitting C++ for Multi-core Processor Parallelism[END_REF]. OpenMP, TBB, and Notifying Memories provide specialized solutions for one application model: fork-join, task-based, and data-flow, respectively. Finally, most of the hardware-enabled solution also limit their area consumption.

The fourth topic shows that only three of the analyzed solutions also target legacy code: France-Pillois et al. work, CASPAR and Notifying Memories. On the one hand, the France-Pillois et al. work is an optimization of the OpenMP library, which is implemented entirely in software. CASPAR and Notifying Memories, on the other hand, are implemented entirely in hardware. While Notifying Memories do not require application modification, they do require a setup phase at boot time that must be provided by the developer. Conversely, our solution does not require any setup phase. HTM is also legacy code compatible if it is restricted to the PThreads library. For all other cases, the burden of transforming the application code is left for the developer. The compatibility of these solutions with Subutai will be discussed in Section 3.3.2.

The fifth topic shows that PThread can be employed in 9 of the 11 analyzed works. It can be used directly by the developer in PThreads, HTM, TBB, RCU, and Notifying Memories. For OpenMP, Boehm, France-Pillois et al. work and Hardware-based barrier, the use is indirect: the OpenMP implementation library can use it, as done, for instance, on the libgomp. MCAS and CASPAR are used for lock-free algorithms; hence, they avoid lock-based synchronization libraries such as PThreads.

The sixth topic is the target data synchronization primitive natively supported by the solution. Thus, we exclusively show the primitives that do not require code implementation by the developer. Subutai differs from other optimization solution as it is the only one that targets multiple synchronization primitives (barriers, conditions, and mutex). The other optimization solutions always target a single synchronization primitive, i.e., locking (RCU, HTM, and Boehm), barriers (France-Pillois et al. work and Hardware-based barrier), spinlocks (Notifying Memories), and atomic operations (MCAS and CASPAR). PThreads, OpenMP and TBB also support a variety of synchronization primitives; however, they are intended to provide a generic API for general-purpose use, instead of optimizing an existing implementation.

The seventh topic is the experimental results for the analyzed solutions, respectively. All solutions, besides Notifying Memories, target the shared-memory paradigm. This is expected as the shared-memory paradigm shares the address space for all threads; thus requiring some form of access policy to control it. The use of a synchronization solution defines the access policy. 8 out of 11 solutions uses at least one real application. Boehm, MCAS and Hardware-based barrier do not provide such results. 

Subutai

Hardware-accelerated PThreads synchronization primitives for legacy-compatible parallel applications

Subutai is presented in the last line of Table 3.6. As it requires hardware modifications and changes a synchronization library, it is a mixed solution. As common to other hardware-based solutions, it limits latency and area consumption. Subutai is compatible with any parallel application already employing PThreads library, as the software changes are done entirely in the library. We chose to be compatible with PThreads, as will be discussed in the next subsection; hence, it is compatible with the PThreads interface. Finally, Subutai targets shared-memory paradigm applications, and this work uses the PARSEC benchmark for experimental evaluation. Table 3.7 depicts the key contribution of each work for the data synchronization area of research. The contribution is the most important aspect of the work captured in a single phrase.

Four works (PThreads, OpenMP, TBB and HTM) are generic API specifications for cross-platform use. All other works are optimization on existing APIs, except for RCU, as it creates a rwlock capable of reading and writing at the same time. Boehm optimizes memory barriers for PThreads lock and unlock procedures. The France-Pillois et al. work and Hardware-based barrier optimize the use of barriers on OpenMP applications. The former achieves this through a software-only approach, while the latter uses a mixed solution. MCAS and CASPAR optimize the use of CAS procedures on lock-free applications. The Notifying Memories solution targets a specific application and synchronization scenario: data-flow and spinlocks, respectively. Finally, our solution accelerates PThreads data synchronization primitives through hardware execution while maintaining legacy-code compatibility.

3.3.1

The Choice of PThreads

From the multiple possibilities of legacy compatible interfaces, we chose the PThreads interface. Subutai, which will be described in the next chapter, transforms software events (e.g., locking, condition wait) to hardware events (e.g., packets). As such, we can target any number of available library interfaces. The PThreads interface was chosen for two reasons: (i) it is widely employed as a de facto standard to parallel application implementation; and (ii) as shown in Table 3.6, it is used internally as the base of other synchronization solutions. Therefore, PThreads provides a broad range of applicability to Subutai.

Subutai Compatibility with Other Legacy-code Compatible Solutions

The following solutions are legacy-code compatible besides Subutai: Boehm, France-Pillois et al., CASPAR, Notifying Memories, and HTM. The works of Boehm and France-Pillois et al. are entirely done at the software level and do not apply directly to our work, as the former does not support reordering I/O operations (which we use for Subutai-HW communication), and the latter is an optimization for OpenMP (which we only support indirectly). CASPAR accelerates a different type of application (lock-free applications) not supported directly by PThreads or Subutai. Notifying Memories can benefit from our work if the spinlock usage is done through PThreads (i.e., pthread_spin_lock). Unfortunately, that is not the case with the paper presented. Besides, Notifying Memories only targets the data-flow application model, while we support any model that uses the shared-memory paradigm. Finally, HTM can cooperate with our solution and will be detailed in Section 3.3.2.1.

HTM

One of the HTM operation modes is functionally similar to Subutai: implementation restricted to the PThreads library. In this case, HTM is also legacy-code compatible. As such, HTM proves that our solution is feasible.

An essential feature of Subutai is its compatibility with other solutions employing PThreads. Hence, HTM and Subutai are not mutually exclusive. In fact, Subutai can work cooperatively with HTM. As discussed in Section 3.2.1, the recommended way to deal with the fallback path of a transaction is to use a traditional lock from, for instance, PThreads. In addition, a transaction may have to check if the said lock is owned currently by any other thread even if it is executing on the fast path (i.e., inside a transaction) to avoid race conditions. Subutai can accelerate both these scenarios when the lock uses the PThreads interface. Listings 3.6 and 3.7 provide an example of a transaction using a PThreads lock. Initialization of the PThreads lock and error-checking has been omitted to simplify the example design for both Listings. Listing 3.6 shows a naive, but intuitive, implementation of a transaction to update a shared variable. The shared variable shared_var and associated lock lock are declared in lines 5 and 6, respectively. The transaction is executed in lines 12 and 13 to update the shared variable and finish the transaction, respectively. If the transaction fails, the fallback path is used (lines 15, 16, and 17). As recommended, a lock is used in this case. Unfortunately, the implementation is not correct: the lock is not providing mutual exclusion -if a transaction is started while another thread is in the fallback path, an increment to the shared variable may be lost [START_REF] Kleen | TSX anti patterns in lock elision code[END_REF].

The race condition is solved with Listing 3.7. In both paths, transaction and fallback, the lock is checked (lines 13, 18, and 20). The transaction only needs to check the status of the lock, while the fallback path needs to own it.

A restriction of Listing 3.7 is the access to the internal structure of pthread_mutex_t. A user application should only use opaque pointers for PThreads. It is valid, though, to access the internal structure in the library itself, which is the case for HTM and this listing [START_REF] Kleen | TSX anti patterns in lock elision code[END_REF]. The internal structure of pthread_mutex_t is presented in the next chapter (Listing 4.1).

In sum, both paths of HTM deal with a PThreads lock. These accesses can be handled and accelerated by Subutai. The implication is that HTM is complementary to our work.

SUBUTAI SOLUTION

"Paul has since convinced some of us [kernel developers] that compiler writers are pure evil and out to get us." Subutai is comprised of three elements: a user space library, a kernel space driver, and a hardware module. The user space library mimics an existing synchronization solution intended for parallel applications. Hence, our library has the same procedure signatures as the existing library; yet, it has different procedures implementation. The ability to mimic existing synchronization libraries is the key feature of Subutai: the acceleration of legacy parallel applications. Subutai also supports novel applications that employ the same library. On the data synchronization discussion of Chapter 2, we observed that shifting an application from one synchronization solution to another requires refactoring the source code. Unfortunately, the refactor is not as simple as changing the names of procedure calls: for OpenMP, for instance, a specific model of parallel execution is enforced. Therefore, the developer may be forced to redesign the entire parallel algorithm. The process of application modification is costly in terms of development time and investment, and software already is the highest investment cost of new products (Figure 1.6).

I
For this work, the PThreads standard was chosen as the user space library to be replaced. As discussed previously in Section 3.3.1, the PThreads standard can be used as the synchronization mechanism or the underlying structure for other solutions; hence, it has the highest potential impact on legacy software.

Besides the user space library, each core has a new hardware module responsible for accelerating synchronization operations. This component, called Subutai-HW, is a state machine coupled with a small dedicated memory. Subutai-HW and the target architecture are described in Section 4.2 and Section 4.1 respectively. Similar to the other synchronization libraries, once the user calls a procedure, the library employs services from the kernel through a system call. System calls provide the link between the hardware and software parts of the Subutai solution. Thus, the hardware protocol is abstracted from the user space library. Section 4.3 details the software part of our solution.

4.1

Target Architecture Figure 4.2 shows a schematic of the target architecture. Each core communicates with instruction and data caches and a local NI. An instance of the OS is created for each core as well. The router for interprocessor communication uses a standard design with buffers, a crossbar switch, and a switch allocator.

Historically, performance gains in user applications have been obtained through the advances in hardware engineering, which required little or no change to the application code. Unfortunately, the dwindling of Moore's Law and the realization that clock frequency cannot be scaled indefinitely because of power constraints have resulted in a shift to parallelism on CPU design. Modern multiprocessors now consist of double digits of processing core units [START_REF] Hadade | Modern multicore and manycore architectures: Modelling, optimisation and benchmarking a multiblock CFD code[END_REF] [EBSA + 11]. Therefore, we target a manycore architecture composed of 64 processing cores. The Level 1 cache is private and split into instruction and data caches. The Level 2 cache is shared among all cores, and banks are distributed on the system. We explore synchronization solutions for Symmetric Multiprocessing (SMP) because it facilitates the development of parallel applications as the developer does not need to concern itself with data placement [START_REF] Patterson | Computer Organization and Design, Fifth Edition: The Hardware/Software Interface[END_REF]. Hence, cache coherence is required and used.

We employ a decentralized approach to the OS where each core has its selfgoverning OS. When information is required to be shared at the OS level, we use replication instead of sharing as to decrease contention. For dozens or more cores, message passing can be much faster than memory sharing [BBD + 09]. The decentralized OS design enables the scheduler to be decentralized as well. A decentralized scheduler can provide a faster thread switching, which is important for multithreaded parallel applications. The interprocessor communication system uses a packet-based Network-on-Chip (NoC), which provides a more efficient on-chip communication when compared to traditional solutions as a shared bus for double digits multiprocessing systems [START_REF] Benini | Networks on Chips: A New SoC Paradigm[END_REF]. Physically, distributing router units reduces the wire delays and the capacitance of the interconnection. Architecturally, decentralizing the interconnect fabric enables reliable systems building through independent operations.

Subutai Hardware (Subutai-HW)

Subutai-HW extends the NI architecture for handling synchronization primitives. Subutai-HW operates using two record information structures. The first one, shown in Figure 4.4, records the synchronization primitives' metadata. The first 32-bit field is the only one known by software and is employed as a unique Identification (ID) of this primitive. However, for Subutai-HW, the first bit "F" is used to allocate/deallocate this structure. The next 7-bit field is the unique ID for the NI on the system. Lastly, the furthest 24-bit is used as a pointer to itself; we employ this technique to avoid the cost of searching for an entry every time a new request has arrived. The next 32-bit field is the head and tail of the double-linked queue implemented in the second structure (Figure 4.5). Finally, the last 32-bit field records values used for some of the primitives. The first 16-bit is employed to (i) record the thread and core that owns a mutex, and (ii) store the current number of threads waiting on a barrier. The furthest 16-bit is applied only for the barrier primitive to record the maximum number of threads allowed in a barrier. 4.5 shows an entry to the double-linked queue composed of six fields. The first bit is employed to allocate/deallocate the entry. The "prev" and "next" fields are pointers to the previous and next entries, respectively, or nil if they do not exist. The 17 th bit "R" is reserved and used for memory alignment. The last 32-bit field identifies the requesting thread. The "Core ID" field is padded with zeroes because the NoC packet uses only 8-bit to identify the core. The bare minimum memory requirement for the SPM is one control entry and 63 queue entries, regarding a target 64 core architecture. Since we have to record up to p -1 cores, the minimum SPM size is 1×96+63×64 8 = 516 bytes. Note that Subutai-HW is incorporated into every NI; consequently, we handle up to 64 primitives even with minimum sizing. For our target architecture, we use an SPM of 1 KiB (4 control entries and 122 queue entries) that handle up to 256 primitives in hardware. A double-linked list of events is employed to allocate dynamically queue entries, allowing Subutai to consume memory on demand. A static allocator, on the other hand, would not be able to handle more than one control entry with only 122 queues (< 2 × 63) -since the worst-case scenario is 63 queues per entry, as explained earlier 1 . Thus, a static solution would be either too limited or a waste of memory resources. 1 We assume for the sake of size estimation that the number of threads does not exceed the number of cores. However, the queue is capable of handling such a scenario.

The essential queue procedures and their latencies are shown in Table 4.1. These procedures are the foundation for the synchronization operations; in general, either some operation will insert or remove an entry from the queue. Thus, the queue procedure latencies will have a significant impact on the latencies of the states that represent the synchronization operations. 

push_synch_queue pop_free_queue+3m = 5m pop_free_queue+6m = 10m cat_queue 3m 7m
The first procedure of Table 4.1, pop_free_queue, is for obtaining a free entry. A Subutai-HW register controls the head and tail of the queue that controls all free entries named free queue. For the fastest scenario, two operations are required: (i) fetch the prev field from memory for this entry; and (ii) write nil to the prev and next fields with a single memory operation. Then, a check is made with the fetched prev field: if it is empty, it means the free queue is empty, and no more operations are required. Otherwise, two more operations are required: (i) fetch the pointers for the previous entry; and (ii) write nil to the next field for such entry, thus, marking it the new tail of the queue. For both cases (i.e., empty free queue or not), the Subutai-HW register is updated with the new tail information.

The second procedure (pop_synch_queue) dequeues an entry from the queue of a synchronization operation. There are two differences with this procedure compared to pop_-free_queue: (i) the head and tail of the queue are kept on memory instead of a register; and (ii) entries are removed from the head instead of the tail. Hence, more memory operations are required. In addition, the dequeued entry is added to the free queue. The push_synch_queue is the opposite of pop_synch_queue: it enqueues an entry to the tail of the synchronization queue. It is even more expansive since it needs first to obtain an entry from the free queue. It does this by relying on the pop_free_queue procedure.

The last queue operation is cat_queue, which is responsible for concatenating two synchronization queues. This procedure is used exclusively for the condition synchronization. The first queue is added to the tail of the second queue. Only three operations are required for the best response scenario: (i) fetch pointers for the second queue; (ii) if the queue is empty, rewrite them with the first queue head and tail pointers in one memory operation; and (iii) write nil to the head and tail pointers of the first queue. Otherwise, seven memory operations are required.

Two queue procedures (pop_free_queue and pop_synch_queue) change the Subutai-HW register that controls the free queue on their last operation. We did not count this as an additional latency cycle as we made sure that no operation that directly follows this procedure will access the register. Table 4.2 shows the latencies of the states as dependent on the Subutai-HW cycle c, SPM latency m, the number of synchronization primitives handled n, and the maximum number of threads on a barrier ρ. Each memory operation can either be a write or read in SPM in a given cycle. The table is organized as follows. The first column identifies the Subutai-HW state. The second and third columns identify the fastest and slowest latencies for the state, respectively. Finally, the last column shows when the packet is ready to be injected into the NoC -as, for some states, we can inject packets before we have finalized processing the requests. Additionally, some states (e.g., Deallocation) do not need to generate packets at all. To illustrate the best and worst response times of Table 4.2, we describe the Mutex Lock state, which is responsible for modeling the pthread_mutex_lock operation. The fastest scenario, whose latency is 2m + 1c, happens when the mutex is unlocked. It requires two memory operations: (i) fetch the control structure (field "Value" from Figure 4.4) to check the owner of the mutex (latency = 1m); and (ii) rewrite this field with the requesting thread (latency = 1m). Finally, NI is notified that a new packet can be injected (latency = 1c). The injected packet is the same as the requesting packet except for the header. The worst scenario takes more time (latency = 11m) because the state deals with the queue. It starts with the same memory operation that reads the control structure for this primitive. Thus, the circuit realizes there is already an owner, which demands to queue up the request. First, Subutai-HW allocates a free queue entry and updates the empty queue pointers; then, it writes the requesting thread information into it and the tail information in the primitive metadata by calling the push_synch_queue (6 more memory operations), performing 11 memory operations in total. The latency for the other states follows a similar procedure. Table 4.3 shows the resulting latency model used for this work. We clocked Subutai-HW at the same frequency as the NI (1 GHz). SPM employs the previously discussed 1 KiB single-port SRAM-based implementation with uniform access of 2 cycles, 4 control structures, and 122 queue entries. We also considered a 4 ns for an FSMentry (3 cycles for 3 flits of 32 bits and 1 cycle to decide the next state) and 1 ns for an FSMexit (1 cycle to set a flag) to reach any state. The latency required to release threads on a barrier exceeds one thousand nanoseconds. However, this latency is due to the queue size of threads waiting on the barrier and does not represent the packet injection latency. Therefore, some of the threads execute much earlier than the total value. As shown in the last column, the packets are injected periodically at every 25 ns, except for the first packet, which is injected in 7 ns. Thus, the total number of cycles is 1583 ns, which is composed of the following parameters:

FSMentry + FSMexit + 1m + 1c + ρ × (11m + 3c).
The Condition Broadcast and Condition Signal states present interesting latency results. At first glance, it would seem more reasonable that releasing one thread (signal) would be faster than releasing all threads (broadcast). However, the assumption is not valid due to the following reasons. First, by releasing all threads, the state has to deal with only one queue (mutex) instead of two queues (mutex and condition). Second, due to the way condition works, only one thread is truly released since a mutex is associated with it. Therefore, the broadcast state avoids the scenario previously described for the barrier state -only the owner of the mutex will be released.

In addition to the FSM, Subutai-HW also includes six 32-bit and three 1-bit registers; three are used for the packet fields (Figure 4.6), and six more to (i) handle the free queue entry list; (ii) memory swapping operations; and (iii) control flags to receive and send packets. For receiving and sending packets, Subutai-HW reuses the already available registers of the NI. The packet structure is combined with the recorded information in the two control structures (Figure 4.4 and Figure 4.5) to handle any request. Area consumption will be presented and discussed in Section 6.3.1. 

Subutai-HW RTL Implementation and Verification

Subutai-HW was first constructed as a pseudo-code implementation. The implementation is available as Appendix A. From the beginning, we designed the hardware to handle double-linked queues and to access a private memory area.

The double-linked queue manipulation is the most complex structure used in our hardware design. The following operations are possible with them: (i) They can be traversed from head to tail and tail to head; (ii) two queues can be merged without the need to traverse any of them; this makes them very fast for merging operations; and (iii) an element can be removed regardless of its position on the queue. Due to its complexity, we developed a C tester to verify that our implementation (Appendix A) meets the double-linked queue specification. We use as the baseline implementation of a double-linked queue the TAILQ_macros provided by queue.h. This header is found on both Linux and BSD systems, and it has been in use since 1994. Some of the procedures of Subutai-HW are essentially wrappers to the queue operations that ensure the queue maintains the expected interface by Subutai-HW (e.g., control bits from Figure 4.5). Consequently, the following procedures have also been verified: pop_free_queue, push_synch_queue, push_synch_queue_checked, and cat_queue.

Then, we developed the RTL version of the same hardware, using the VHDL description language, and verified it using the testbench methodology [START_REF] Rashinkar | System-on-a-chip Verification: Methodology and Techniques[END_REF]. For improving readability and decreasing complexity, most of the operations needed by the Subutai-HW FSM have been developed as procedures [START_REF] Gaisler | A structured VHDL design method[END_REF]. The following packages have been designed:

1. Constants: define (i) multiple constant values used for Subutai-HW (e.g., memory size area, nil pointer); (ii) basic procedures to manipulate pointers (e.g., clear free bit); and (iii) transformation procedures from datatypes to string as to facilitate debugging.

2. Memory operations: define procedures to read or write memory position on the SPM.

3. Queue operations: define essential procedures to enqueue or dequeue elements from a given queue (e.g., pop_free_queue, push_synch_queue).

There is a dependency of these packages in the order they are presented; thus, the memory operations package requires the constant package. The queue operations package requires both memory operations and constant packages.

The FSM of Subutai uses all these packages to achieve its functionality. It is responsible for (i) sending and receiving packets, (ii) controlling access to the internal structure of the hardware; and (iii) providing the interface of Subutai-HW for the system. All synchronization operations supported by the hardware have been verified.

Subutai Software

Software-wise, Subutai reimplements an existing parallel library and a kernel driver. We chose to reimplement the PThreads library as it can be employed by itself and as a backbone for other synchronization solutions. The kernel driver is a typical driver that communicates with a peripheral through Input/Output (I/O) operations and Interrupt Requests (IRQs).

From all the capabilities of the PThreads library, we reimplemented the default mutex, barrier, and condition variables. PThreads allows optional attributes to be defined through procedure calls. The current Subutai Software version does not support this, although the support is possible. Conversely, Subutai supports thread join, create, and exit operations as they are essential to the library.

The family of mutex procedures illustrates our implementation; the functionality of these procedures has been described in Section 3.1.1. We use the GNU LibC as the software reference as it is widely employed in Linux distributions (the reference GNU LibC version used in this work is 2.26).

User space PThreads Library

The structure of the PThreads mutex, called pthread_mutex_t, is defined on files thread-shared-types.h and pthreadtypes.h and shown in Listing 4.1. The size of the structure is architecture-dependent; for an x86-64 machine, running on 64-bit mode, its size is 40 bytes. Lines 2-23 of Listing 4.1 shows the variables employed for mutex handling -line 2 is the actual lock, comprised of a single integer; line 3 is used for recursive locks; line 4 is the thread identification and so on. Line 2 is the basic requirement for the mutex operations -all other variables are used for optional attributes and debugging [START_REF] Franke | Fuss, Futexes and Furwocks: Fast Userlevel Locking in Linux[END_REF]. David Wragg [Wra19] shows a PThreads implementation, called skinny-mutex, comprised of this single field.

Listing 4.1 -Definition of pthread_mutex_t. It is important to note that developers utilizing the PThreads library only operate on opaque pointers. Hence, the actual implementation of the structure is abstracted away. The use of opaque pointers makes PThreads malleable to different implementations.

A request for locking is received on the procedure called pthread_mutex_lock. After permission and attribute checking is done, another procedure is called to actually lock the mutex. This second procedure is architecture-dependent. Listing 4.2 shows the SPARC implementation of __lll_lock_wait (i.e., the procedure responsible for locking). The pointer to the futex variable is the lock shown in line 2 of Listing 4.1, and the private variable is the attribute that decides if other processes can access the mutex. Two atomic compare-andexchange operations are executed on lines 6 and 10 -this is an attempt to lock the mutex; if the first one is successful, line 8 is skipped. The code is certainly all but obvious, but it solves livelocks conditions explained by Drepper [START_REF] Drepper | Futexes Are Tricky[END_REF]. Listing 4.2 -SPARC locking procedure. 

Kernel Space Futex

Fast user space Mutexes (futex) is a lightweight kernel-assisted locking primitive for user space applications. It provides a fast solution for uncontended lock acquisition and release operations. The mutex state is stored in user space (an integer value). No system call overhead is needed when the mutex is uncontended; atomic operations are enough. For low contention locks, the system call overhead can be significant [START_REF] Franke | Fuss, Futexes and Furwocks: Fast Userlevel Locking in Linux[END_REF]; in the contended case, the kernel is invoked to perform sleep and wake procedures [START_REF] Hart | A futex overview and update[END_REF], which is the behavior shown in Listing 4.2 -only when the lock is contended, the system call is called (line 8).

Internally, futex uses wait queues to record threads waiting for a lock event. Although futex is built for locking operations, it can be used as a backbone for other synchronization primitives as conditions and barriers [START_REF] Drepper | Futexes Are Tricky[END_REF]. This is precisely the case for GNU LibC; BSD systems have a similar system call called _umtx_op [START_REF]FreeBSD System Calls Manual[END_REF]. Listing 4.3 shows a futex queue entry for Linux Kernel version 5.1.9. Line 2 is a priority double-linked list. Line 4 identifies the thread waiting for a futex event. Lines 5 and 6 are the lock and key used for a hash table, respectively. The other variables are optional attributes. Figure 4.7 presents the relationship between user space and kernel space. The user calls a system call with its mutex state (uaddr), and the kernel creates a futex_q structure and computes a futex key based on the mutex state. Then, it uses the key to store the futex_q on a specific bucket of the hash table. Consequently, there is one futex_q for each pthread_mutex_t structure that records the mutex's metadata is reduced to a single value: the synchronization ID. This value is the only information that cannot be computed solely on software to generate packets; thus, it is recorded in the structure shown in Listing 4.4. The implementation represents a reduction from 40 bytes (Listing 4.1) to 4 bytes. Additionally, the same reduction can be applied to conditions and barriers, as they are handled in Subutai-HW as well. The cache space gains are summarized in Table 4 We have achieved a reduction of 90% of cache usage, approximately, for synchronization primitives. Note that information has changed location from the cache to the SPM controlled by Subutai-HW. Therefore, valuable cache space is freed up to the application and the OS to use. Also, the SPM is not a shared memory, which further reduces resource utilization, such as the interconnect for cache coherence communication. The current version of Subutai is limited to the standard attributes of these primitives, but future releases that support additional features should incorporate these features into the hardware-side. Therefore, the reduction of cache usage still would hold.

Once a synchronization procedure is called, the library provides the link to Subutai-HW. For simplicity, the OS does not have access directly to Subutai-HW: the link is provided through the NI. Hence, both OS and library can reuse existing procedures for NI communication. Listing 4.5 shows a simplified implementation of a mutex procedure for a Linux kernel driver. We use the Linux kernel API as an example because it is one of the most well-known interfaces. A kernel API differs considerably among kernels. Line 12 of Listing 4.5 generates a Subutai-HW request from the user-supplied synchronization ID and request type. The request type is inferred by the procedure call (e.g., Listing 4.5 -Simplified Subutai driver implementation. ni_mutex_lock for mutex locking, ni_barr_wait for waiting on a barrier). Additionally, the NI address is derived from the synchronization ID (line 3 of Listing 4.4) and the ni_priv internal structure. The generated packet is stored in a sk_buff structure and recorded internally to be freed at a later point (lines 13 and 25). The actual transmission is done on line 14 and reuses the NI transmission procedure. Lines 15 and 16 check and interrupt the procedure execution if an error has occurred. Line 19 makes the current thread sleep waiting for the mutex to be owned by it. Finally, the thread is woken up when such an event occurs and returns to the library on line 26. Initial experiments using benchmarks showed that line 19 of Listing 4.5 was problematic, as the thread sleeps unconditionally for the response packet. However, sleeping/waking up threads are expansive operations. If the mutex is unlocked, most of the latency is consumed by the sleep/wake procedure. Hence, we need a more efficient mechanism to use the hardware-accelerated operations.

Thus, we employ a predictor to infer probabilistically the mutex's state employing the 2-bit saturation counter used for branch predictor as it is straightforward and can be extended to handle more bits for accuracy. Figure 4.8 depicts the state machine of the 2-bit predictor. For branch prediction, every time a branch happens, the state machine is consulted. If the state is either in strongly or weakly not taken, the core assumes the branch will not happen; the reverse happens for either strongly or weakly taken states. After the branch is evaluated, the procedure works as follows: branches evaluated as not taken decrement the state toward strongly not taken; and branches evaluated as taken increment the state toward strongly taken. Therefore, the predictor is continually updated with new branch information. Our scenario uses the predictor to decide if the driver sleeps unconditionally (not taken states) or not (taken states). When the driver does not sleep unconditionally, a delay is added to wait for the response packet. In other words, the core spins for a configured amount of time and only sleeps if no response packet has arrived. Linux has an example of such API called ndelay that delays execution for at least the number of nanoseconds provided by its parameter. Linux calibrates the number of loops required to delay using BogoMips [START_REF] Love | Linux Kernel Development[END_REF] for each core.

In sum, Figure 4.9 depicts the communication flow from the user application to Subutai-HW and vice-versa. First, the application makes a PThreads interface request; the Subutai-enhanced PThreads library identifies the synchronization ID for this primitive and passes it on to the driver, along with the interface request (e.g., mutex lock). Then, the driver writes to data and control registers of the NI to send a packet and to flag a new request, respectively. Then, the driver waits for an interrupt to receive the remote response. The local NI injects a packet into the NoC targeting the remote Subutai-HW, which handles the request and responds to the local NI with a new packet.

There are two complementary scenarios for Figure 4.9. One when there is no response packet and no backward procedure; thus, the driver returns immediately after writing to control registers. The other one happens when the driver accesses the local Subutai-HW. The same procedure is followed, but without injecting packets into the NoC.

SUBUTAI EXTENSIONS

Trabalhe com o que você gosta e nunca mais goste de nada.

Fernando Grando on life lessons

This chapter proposes extensions built on top of the essential components of Subutai, namely the user space library, Subutai-SW, and Subutai-HW. We propose two extensions to Subutai for accelerating some scenarios while increasing the cost of adoption. The extensions diverge from the essential components of Subutai, as Subutai will continue to work with the absence of the former, while it will not work with the absence of the latter. Subutai extensions work functionally as filesystem extended attributes. Ext4 [START_REF]Frequently Asked Questions -Ext4[END_REF], for instance, provides extended attributes to increase the capability of the filesystem, in terms of size capability, security, and other attributes. For this work, we focused on performance benefit (i.e., a decrease of execution runtime) for Subutai extensions. Figure 5.1 highlights in blue the components of the system that need modification for the Subutai extensions. We propose two Subutai extensions: one for the schedule and another for the PThreads library.

Operating System Firstly, we propose a scheduling policy for accelerating the execution of multiple parallel applications running concurrently. The policy can be applied to varied scheduler techniques and will be described in Section 5.1. Secondly, we propose to reimplement the PThreads conditions, called neocondition, for avoiding the use of mutual exclusion policy. However, such reimplementation needs to change the interface of PThreads; thus, it is restricted to source-code compatibility only (instead of binary compatibility as the rest of Subutai). Since neocondition is an extension of our solution, this does not change the binarycompatibility of Subutai. The neocondition synchronization is described in Section 5.2.3.

5.1

Critical-Section Aware (CSA) Scheduling Policy

Motivation

Until the rise of multicore architectures, OS designers considered scheduling to be a solved problem [LLF + 16]. However, architectural and application changes pressured the scheduler to work with modern hardware, such as non-uniform access to memory, cache coherency, and diverse set of application models. The increase of scheduling complexity can be visually observable and is shown in Figure 5.2 1 . The figure is restricted to the context switch process provided by the scheduler. Initially, context switching was done at the hardware-level, and the only software optimization present was related to the Floating-Point Unit (FPU) state. More than twenty years later, the context switching is mostly done at the software-level and includes many features besides optimizations: security concerns (stack canary, retpoline, I/O permissions), debugging (debug registers), virtualization (hypervisor, Xen), and thread handling. + 16] show that unbalance scheduler work distribution can significantly degradation overall system performance. They identify a series of bugs on the scheduling of Non-Uniform Memory Access (NUMA) machines. Resolving such bugs, they achieved a speedup ranging from 4× up to 137.59× running the NAS applications benchmark.

Lozi et al. [LLF

Our motivation is thus twofold: (i) the Subutai solution speeds up individual applications by accelerating their synchronization primitives usage. As we target legacy code, we are unable to change the use of such primitives. Therefore, we target the scheduler policies as it does not require the modification of the application code. Ergo, we intend to further speed up applications by aggregating multiple parallel applications with a critical section-aware policy; (ii) as will be shown in Section 5.1.3, certain scheduling policies increase the critical section of parallel applications -a major factor in the scalability of such applications.

We do not propose a new scheduler design; instead, we provide a policy and its performance impact on parallel applications for (i) ignoring and (ii) accelerating the 1 Linux 0.11 was exclusively written for x86, while Linux 4.14 supports multiple architectures. Thus, the comparison is made for x86 only. critical sections of parallel code. Therefore, scheduler designs can be adapted to use this information. POSIX allows the application itself to determine its choice of scheduler policy through procedures calls [START_REF]Standard for Information Technology-Portable Operating System Interface (POSIX(R)) Base Specifications[END_REF]; however, the system may deny this request.

Unfortunately, running multiple applications will inherently make every application slower (i.e., increased execution runtime), as before they had the exclusive right of the core2 , and now they must contend this resource. Nevertheless, the scheduling impact on execution runtime can be mitigated by the policies employed on the scheduler.

For parallel applications, a fair distribution of scheduler timeslots may be problematic.

Parallel applications can be roughly divided into two execution modes: sequential and parallel. Every parallel application includes at least a small sequential part for initialization, such as thread creation and parsing of application parameters. Generally, the actual work of the application is parallelized. Yet, mutual exclusion data access is another sequential execution that is commonly used between parallel portions. By using a mutex, either independently or associated with a condition, a thread is exclusively executing a given portion of code (i.e., a critical section), prohibiting the parallel execution of other threads. Consequently, delaying the critical section execution should be avoided to decrease the overall sequential time of an application.

Baseline Scheduler Design

We assume the round-robin (RR) algorithm as the baseline scheduler design. RR assigns timeslots for each process in equal portion and in circular order, without giving priority over any process. In addition, the RR scheduler avoids starvation by running the application set in a deterministic order. Thus, RR gives a fair3 share of CPU time and produces low response time [START_REF] Eldahshan | Round Robin based Scheduling Algorithms, A Comparative Study[END_REF]. Furthermore, we assume two restrictions: (i) every thread is considered as a process; and (ii) only one thread of each application is present in a given CPU. The latter limitations ensure that an application cannot receive improper higher priority by increasing the number of threads.

Application Example

To demonstrate the impact of scheduling on parallel applications we provide We compare a single application, Bodytrack, while it runs alone, with three others, and with seven other instances of Bodytrack (named, respectively, Bodytrack x1, Bodytrack x4, and Bodytrack x8). The Y-axis is the percentage of overall spent time on a given time interval (X-axis). For Figure 5.3, the percentage refers to critical section latency; Figure 5.4 is the time spent waiting for a mutex to be available. For both figures, the X-axis comprises interval values in the form of [RangeInit, RangeEnd), where RangeInit is the X -1 value and RangeEnd is the X value for any given X value; for instance, the X value equals to 2 12 is the time spent on a critical section for the interval [2 11 , 2 12 ) ns.

As we compare the same application on these three scenarios, the number of times the application accesses the critical section is approximately the same 4 . On the other hand, the times spent per access (Figure 5.3) and waiting for a mutex (Figure 5.4) are not the same, as the scheduler can interrupt the application execution. Figure 5.3 shows that as the number of applications increases, the time spent per access also tends to increase since the scheduler does not differentiate execution on a sequential or parallel code. As was discussed previously, the sequential code should be run as fast as possible.

For some specific values, either the critical section latency or the sleep time may be higher percentage-wise for fewer instances of Bodytrack than with more instances Bodytrack (For instance, the X value equals to 2 13 on both figures). Therefore, Figure 5.5 presents the overall time spent in critical sections for the three scenarios explored here. As expected, the sum of critical section latencies increases as more applications compete for core usage. Ergo, the time spent waiting on a mutex also increases with more applications. 

Design and Implementation Choices

Schedulers can be developed to prioritize some aspects of an application (e.g., CPUbound, deadline, number of threads, and energy consumption). One type of such schedulers is the fair scheduler. A scheduler can be defined as 'fair' if equal-priority applications suffer the same slowdown due to the sharing of the system resources. The unfairness metric can be used to evaluate the fairness of the scheduler. The lower-is-better metric is defined as follows [START_REF] Garcia-Garcia | Contention-Aware Fair Scheduling for Asymmetric Single-ISA Multicore Systems[END_REF]:

Unfairness = MAX (Slowdown 1 , ... Slowdown n ) MIN(Slowdown 1 , ... , Slowdown n ) (5.1)
Where n is the number of applications in the workload and Slowdown i = ET schedi ET alonei . ET schedi denotes the execution time of application i under a given scheduler, and ET alonei is the execution time of application i when running alone on the system. As discussed in Section 5.1.2, we employ RR as the baseline scheduler, although more complex policies can also be applied. The values obtained with the unfairness metric are discussed in Chapter 6.

The behavior of the application example of Section 5. 1.3 shows that ignoring the nature of the critical sections of a parallel application results in an improper performance decline due to the sequential execution increase (i.e., critical section). Thus, we introduce the Critical-Section Aware (CSA) policy into the scheduler policies for executing critical section code as fast as possible.

The CSA policy works as follows -Every time a given thread has CSA enabled and is currently inside a critical section (i.e., holding a mutex), this thread has priority over the execution of all others that are not in the same scenario. In the case another thread also has CSA enabled and it is inside another critical section, a RR policy is applied to switch between the two until either one finishes. Finally, if there are no threads that meet those requirements, a RR policy is applied to switch between the entire application set. A time limit is implemented in CSA to avoid deadlock and decrease the overall impact on the other threads that are executing on the scheduler concurrently. The limit is defined as:

CSALimit = (ThrReady + ThrRun -1) * (2 * TS) (5.2)
Where ThrReady and ThrRun are the numbers of threads currently in the ready and running states, respectively. For both cases, the idle thread is ignored. TS is the timeslot selected for the RR policy, generally in miiliseconds. For instance, the time limit of a thread that gains CSA priority, among 8 threads on the ThrReady and ThrRun states with a TS of 1ms, is 15ms. This limit was chosen as it restricts the delay on other threads at most three times compared to the RR policy. When all threads are running on the RR policy, the maximum delay is (ThrReady + ThrRun -1) * TS. Therefore, the schedule maintains its fairness characteristic as it will rollback to RR policy if the critical section would be too onerous.

Livelocking can be avoided by a system-specified limit on the use of CSA policy for a given timeframe. Such methodology has been used effectively against other types of scheduler livelocks [START_REF] Nakagawa | Fork Bomb Attack Mitigation by Process Resource Quarantine[END_REF].

When executing the same application set as Figure 5.5, but with the CSA policy enabled, the critical section execution time is kept as close as possible to the single application execution, as depicted in Figure 5.6. Due to the restriction of CSALimit for fairness, as described in Equation 5.2, only a subset of critical sections is accelerated. This limit is the reason the critical section time is lower with 8× applications than with 4×. Table 5.1 shows the impact of CSALimit on the Bodytrack application set. Approximately 10% and 8% of the total critical sections had CSA disabled as their time surpassed the CSALimit time for Bodytrack×4 and ×8, respectively. Even though we are analyzing the same Bodytrack, while running in a set of 4 and 8 applications, there are some discrepancies on the total number of requests for scheduling due to the use of synchronization primitives. 

Neocondition

Motivation

POSIX defines the condition synchronization as thus [IEE16]:

"A synchronization object which allows a thread to suspend execution, repeatedly, until some associated predicate becomes true. A thread whose execution is suspended on a condition variable is said to be blocked on the condition variable."

The POSIX definition creates an association between a synchronization variable and a user-defined predicate. For example, predicates can be created for a FIFO to wait for the full and empty states. Thus, two condition variables would be created. Listing 5.1 shows an example of a multi-threaded application that uses two conditions: one where a single element has been added to the queue; and another, where the queue has been entirely filled. These conditions are called fi_cond_one and fi_cond_all, respectively. For this example, we assume there are multiple consumers for a single producer. In other words, multiple threads may call either fifo_wait_for_one or fifo_wait_for_full, yet only one thread calls fifo_inc_len. Therefore, access to the shared variable fi_len can be done using atomic operations instead of mutual exclusion, which simplifies the code. Besides, such an access pattern to the queue is typical in master-slave applications.

Mutexes and Condition Variables

POSIX defines that waiting on a condition variable must be done while holding a lock; otherwise, the application triggers undefined behavior [START_REF]Standard for Information Technology-Portable Operating System Interface (POSIX(R)) Base Specifications[END_REF]. Listing 5.1 visually shows on lines 19-22 and 28-31 the expected use, and that the lock is received via a parameter on the function call. In addition, signaling a condition variable does not require locking (lines 39 and 41), and no such variable is received on the signaling function call. Optionally, the application may also choose to lock the signaling thread. This may be required for the scheduling to have predictable behavior because the lock must belong to the signaling thread.

The rationale for employing locking associated with condition variables is that it facilitates real-time implementations as the association can atomically move a high-priority thread between the condition variable and the mutex in a manner that is transparent to the caller. Additionally, the association avoids extra context switches and provides more deterministic lock acquisition.

The standard also defines two premises for the association of mutexes and condition variables: (i) mutexes are expected to be locked only for a few instructions; the premise is enforced by the requirement of increasing parallelism, and, thus, the avoidance of long serial regions of code; and (ii) waiting on a condition variable should be a relatively rare situation. A given thread needs to wait for access to the condition variable if another thread is currently testing and calling the waiting call. Yet, by the first premise, the use of the lock should be minimized. The standard estimates that [START_REF]Standard for Information Technology-Portable Operating System Interface (POSIX(R)) Base Specifications[END_REF]:

"The cost of waiting on a condition variable should be little more than the minimal cost for a context switch plus the time to unlock and lock the mutex"

The rationale for the association of mutexes and condition variables is sound. However, we believe it is possible to disassociate them and increase the performance of parallel applications. The reasons are as follows. The ease of implementing real-time behavior is interesting, but it may not be necessary for a given set of applications. Therefore, these applications must to pay the cost of locking while they do not use their benefit.

It should be noted that POSIX does not guarantee any releasing order for waiting threads, assuming the default, attribute-less, condition variable, and its associated mutex. Ergo, we propose that the associate be kept for cases where the user has real-time constraints. Otherwise, a more lightweight option, lockless, may be employed.

POSIX also states that locking is expected to be limited to a few instructions. While it is true that developers try to minimize critical sections, due to its performance-degrading effect, there are some considerations to be made. As discussed previously, the signaling thread may or may not use the lock associated with the condition. Therefore, access to condition data has to be made concurrently to support a lockless signaling thread. Generally, concurrent access to shared data will be slower than exclusive access to the same, as provided, for instance, by mutual exclusion 5 . The concurrent access is slower as it requires atomic operations, memory barriers, and retries (topics explored in Chapter 2).

Another performance-degrading aspect is the recent attacks on microprocessors [LSG + 18] [KGG + 18] [WVBM + 18], especially targeting the x86 architecture. Meltdown forced the use of kernel page-table isolation techniques, which increases the system call overhead [LSG + 18]. Spectre and Foreshadow [KGG + 18] [WVBM + 18] limit the speculation window of the processing unit, which produces slower execution. Experimental results show that performance has been degraded by up to 14% (19% if disabling HyperThreading) for Intel chips [Lar19b] [Lar19a]. These attacks forced the system to be overall slower, yet, the impact on critical sections may be more significant due to its sequential nature on parallel execution. Thus, we believe a lightweight lockless solution may increase the condition performance.

Spurious Wakeups with Condition Signaling

One surprising aspect of the pthread_cond_signal procedure is the lack of guaranteed reciprocity with pthread_cond_wait on the POSIX standard. This leads to spurious wakeups that will be explained with our motivational example.

We propose the following modifications for Listing 5.1: (i) remove calls for pthread_-cond_broadcast, the associated fifo_wait_for_full, and the associated variables (fi_-cond_full, fi_mutex_full); and (ii) assume the developer guarantees that a pthread_cond_signal call with be executed only when the FIFO has at least one element; given those conditions, a developer may be tempted to propose the following change on the example: change lines 20 and 29 from a while to an if statement. Not only would this simplify the code, but also avoid an unnecessary comparison for every pthread_cond_wait call. The reason for the statement change is that it is assured by item (i) that only a single thread will be woken up at a given time, and it is guaranteed that the test on lines 20 and 29 would always be true after the call to pthread_cond_wait by item (ii). Ergo, it is superfluous to recheck the condition test. This assumption has been made, for instance, for the bodytrack benchmark provided by PARSEC. Although reasonable, unfortunately, the assumption is not valid according to the standard as the latter does not guarantee the expected behavior of pthread_cond_signal.

A common misconception [IBM19] [Ora19]

[App19] 6 of the pthread_cond_signal procedure is that it unblocks one thread waiting for the associated condition. In reality, the procedure unblocks at least one waiting thread, and the number of unblocked threads is not known to the caller. Listing 5.2 is the example provided by the standard as the expected implementation of condition procedures, showing that a single pthread_cond_signal can wake up two other threads: lines 5 and 16 present the reason. The sequential value cond->value is used internally to represent that a new signal has arrived, yet, this value is not exclusively attached to any specific thread; hence, multiple threads can perceive the change of the value of cond->value and wake up. Listing 5.2 -Multiple awakenings by condition signal. Numbered comments refer to the order of events. [START_REF]Standard for Information Technology-Portable Operating System Interface (POSIX(R)) Base Specifications[END_REF]. The standard states that [START_REF]Standard for Information Technology-Portable Operating System Interface (POSIX(R)) Base Specifications[END_REF]:

"The effect is that more than one thread can return from its call to pthread_-cond_wait() or pthread_cond_timedwait() as a result of one call to pthread_cond_signal(). This effect is called "spurious wakeup"."

In other words, the developer cannot assure that the number of calls of pthread_-cond_signal will be the same as pthread_cond_wait. Ergo, it must always use a while statement to tolerate spurious wakeups. The standard also mentions that [IEE16]: (i) the spurious wakeup could be resolved, but the event occurs only rarely, and the correction would reduce the degree of concurrency of this operation; and (ii) forcing the use of the while loop is considered an added benefit, as it makes the application more robust.

The discussion on this section has been on the standard guarantees; however, the developer does not interface with the standard directly; he interacts with the pthread library implementation of it. Thus, the implementation may provide different behavior. NPTL [START_REF]Linux Programmer's Manual[END_REF] and libthr [START_REF]FreeBSD Library Functions Manual[END_REF] are two of the most common implementations found, respectively, on the glibc and the FreeBSD implementation of the C standard library. Both use spin-wait locks 7 to protect shared data of the condition variable and may avoid spurious wakeups. Nonetheless, both provide the same definition of the POSIX standard on their manual page (i.e., pthread_cond_signal wakes at least one thread). Therefore, even if they avoid spurious wakeup, they encourage the standardized usage of pthread_cond_signal. Besides, relying on the implementation of the standard leads to non-portable code.

Condition Usage Examples from The PARSEC Benchmark

This section demonstrates some of the usages of condition variables on the PARSEC benchmark. The discussion of these applications, and PARSEC itself will be presented in Chapter 6. Here we limit the discussion to condition variables only. No application on the PARSEC benchmark uses the associated mutex for real-time purposes. Nonetheless, we selected three applications to provide examples of condition variable usage.

Bodytrack

Bodytrack is implemented with a single master and multiple worker threads to execute its work. The master sends commands to the worker threads and they execute them. Bodytrack uses the single condition workAvailable for threads to sleep waiting for new commands. Listing 5.3 shows the condition usage by using two procedures: RecvCmd and SendInternalCmd. A worker thread that arrives at the RecvCmd procedure will check if any new work is available (i.e., cmd != THREADS_IDLE); if that is not the case, it will sleep on the condition. This procedure correctly uses the while loop to tolerate spurious wakeups 8 . The SendInternalCmd is only called by the master, and it provides new work and wakes up any sleeping threads. The workDispatch lock seems to be used for (i) the condition and (ii) protecting the shared cmd variable. However, its use for (ii) is superfluous; cmd does not need protection for its current use and may be an artificial of an earlier version. Besides the SendInternalCmd procedure, the AckCmd procedure also writes to cmd. For both cases, no lock is needed for protecting since (i) SendInternalCmd is used on one thread only; (ii) the pthread_barrier_wait guarantees that only one thread will receive a positive value, thus, cmd will be written only by this single thread; and (iii) SendInternalCmd only finished after the barrier poolReadyBarrier is finished, which only happens after AckCmd has already written 7 A spin-wait lock spins for a given amount of time and, if it fails to acquire the lock, enters the waiting queue and sleeps; otherwise, no sleep is required, and a context switch is avoided. 8 In the previous section, we mentioned Bodytrack incorrectly uses an if statement for the condition variable. This happens in another set of procedures called Run and GetNextImageSet for asynchronous IO processing.

Streamcluster follows the same strategy of using one master and multiple worker threads. It relies heavily on the use of barriers for synchronization; the condition variable is used to wait for a new center opened by the master. Listing 5.4 depicts the streamcluster code. When the center has been opened, the variable open goes to true. Once again, as the variable is only written by the master, no lock is required. Besides, the variable is written without the lock on line 35. Therefore, the mutex is exclusively used due to the requirement of the condition variable.

Ferret

Ferret uses a pipeline model with six stages, where each stage has its thread pool for working. The condition variables have two objectives: (i) notify any sleeping thread that a new element has been added to the queue; and (ii) notify all sleeping threads that the queue has been terminated. For this application, the lock que->mutex also has two objectives: (i) associates with the condition variable; and (ii) protects the queue shared data, specifically que->tail and que->end_count. Therefore, this lock is essential for the application workflow. Listing 5.5 -Ferret's condition variable usage. 

Design and Implementation Choices

We propose a novel design for the condition synchronization called neocondition. It provides the same functionality while removing the requirement of an associated mutex. As was discussed previously in Section 5.2.1.1, we believe the removal of the lock dependency may provide performance benefits for parallel applications. Developers that require the use of the mutex for protecting shared data or the priority transfer from the condition to the mutex may continue to use the PThreads condition with Subutai.

Neocondition is a synchronization variable that demands changes in three aspects of the system: the parallel application, the synchronization library, and, in the case of Subutai, the Subutai-HW. As the Subutai-HW will handle the waiting queue of threads, the kernel can work the same as it does with PThreads condition.

Application Changes

The parallel application needs to be modified to reap the benefits of neocondition. A parser can be used to identify and replace the locations of possible use automatically. The parser would keep track of the condition variable usages and any data that is accessed in the mutex-unlock code section. Then, it would check if that data requires protection by locking, mainly by observing how that data is written. In Section 5.2.2, we presented three usages of the PThreads condition. The first one, Bodytrack, may require user-intervention as it may confuse a parser due to its unnecessary use of the lock. The second one, Streamcluster, can be fully automated. The last one, Ferret, cannot benefit from neocondition and would be refused for the parser. The replacement of code can be made with a macro, as this would allow easy exchange of PThread condition and neocondition without incurring any performance overhead. Listing 5.6 demonstrates the common API among PThreads condition and neocondition. The developer can force the use of PThreads condition with the force_condition parameter. Note that as this value will be constant and directly written by the developer, the compiler can optimize from the if/else conditional execution to a direct call to the respective case. A more complex macro can be done to provide execution between the lock-unlock code section; however, this would be needed most likely because the application should not use neocondition. Thus, the application should avoid the common API and use PThreads conditions.

We highlight the fact that although the application must be changed to reap the benefits of neocondition, its workflow stays the same. The developer has minimal, if any, effort required to refactor the code. 

Synchronization Library Changes

For the synchronization library, we propose a lockless implementation to avoid incurring sequential code. In Section 5.2.1.1, two of the most important implementations of PThreads were discussed, and they both used locks for controlling access to shared data. In addition, in Section 5.2.1.2, we have demonstrated that the standard also assumes the use of locking for controlling shared-data. Nonetheless, with the majority of the operation done at the hardware-level for Subutai, the lockless implementation can be made easier. The OS primitives and the Subutai-driver still require the use of locking as they are done entirely at the software-level; however, this is already the implementation used for the other synchronization primitives.

Internally, neocondition works as thus. As discussed by the standard (Section 5.2.1.2), conditions can be represented as values -therefore, neocondition uses a stateful sequential variable to control notifications. This is called the sequential number of neocondition. The sequential number is an increasing value; every time a notification is received, the sequential number is increased on one value unit. It should be noted that the sequential number has no relation to the condition test; though, this is the same behavior with PThreads condition -as shown in Listing 5.6, both of them do not have access to the condition test, they are done externally on lines 3 and 14.

Listing 5.6 shows that before every call to neocondition_wait there is a call to neocondition_seqnum. The latter procedure records internally the last known sequential number observed by this thread. Then, from the call to neocondition_wait until the thread sleeping, different components of the system can check if the sequence number has changed. Similarly to the glibc and the futex implementation of Linux kernel, we check twice for sequence number changes: (i) in the synchronization library, after neocondition_wait is called but before the kernel space is invoked; and (ii) in the kernel, after the task is put to sleep but before the thread goes to sleep. The last check is a common kernel technique to avoid losing wake-up calls [START_REF] Corbet | Linux Device Drivers, 3rd Edition[END_REF].

PThreads already ensure that the developer uses opaque pointers for the condition variable; in other words, the developer does not know the contents of the condition datatype pthread_cond_t. Thus, our addition of the sequence number does not impact the application directly.

Subutai-HW Changes

Neocondition reuses the basic processing of PThreads barrier. Neocondition does not reuse the condition processing since the former requires the management of two queues (condition and mutex), while neocondition and barrier require only one queue. The distinction between barrier and neocondition is that the former checks for a specific number of threads while the latter checks for a new value. For conditions, the data field of the control structure (Figure 4.4) is a single pointer to the mutex synchronization. Neocondition reuses the data field as a single 32-bit integer for the sequential number. Table 5.2 presents the complexity of the required four new states for neocondition handling. They are used for: (i) retrieving the current sequential number on a given neocondition variable (named neocondition seqnum); (ii) sleeping on a neocondition variable (named neocondition wait); and (iii) notifying one and all threads waiting on a neocondition (named neocondition signal and broadcast, respectively). This Table, as done with Table 4.2, does not include the entry and exit time of the states: both times are the same as shown in Table 4

.3.
Neocondition seqnum is a read on a memory position of the SPM. Thus, it takes one memory operation and one cycle to request the creation of a new packet. Neocondition has no mutex attached to it; thus, no mutex unlocking operation is required for waking up threads. Neocondition wait either (i) is avoided if the sequence number has changed since the call to neocondition seqnum state, or (ii) the thread sleeps on the neocondition. They are represented by the best and worst response time of the neocondition wait state, respectively. Case (i) is straightforward: it reads the sequence number (latency = 1m) and compares it to the number on the packet (latency = 1c). If it does not match, a new sequence number has been generated since the last read; therefore, a packet is sent to the requestor (latency = 1c). Otherwise, case (ii), the thread is queued up -this is the same process as described in Signaling a neocondition event for at least 9 one thread is achieved on the state Neocondition signal. For this state, the sequential number is updated (latency = 2m) 10 and the queue is checked for sleeping threads (latency = 1c). If there are no sleeping threads, the state is finished; otherwise, one sleeping thread is woken up, and a packet is sent to it (latency = 8m). Broadcasting a neocondition event has the same behavior of signaling, but instead of waking one thread, it will wake up all sleeping threads. Therefore, this case is similar to the releasing phase of barriers. The threads will be periodically released every time a queue entry is consumed. Reading each queue entry and preparing the packet takes 10 memory operations and one Subutai-HW cycle.

5.2.4

The Positive and Negative Attributes of neocondition

In the last three Sections, the design of neocondition was discussed. Now, we provide a comparison of the characteristics of neocondition against PThreads conditions from the developer's point-of-view. Table 5.3 depicts the positive and negative attributes of neocondition compared to PThreads condition. Each set of positive and negative attribute on a line are related and will be explained shortly.

The first of the set of attributes is the compatibility of neocondition with existing parallel applications. These applications can be patched to use the novel API of neocondition 9 Neocondition has the same limitation as PThreads condition for signaling: more than one thread can read the updated sequential number. Refer to Section 5.2.1.2 for the discussion of this scenario. 10 If we assumed only one thread would signal events, then the sequential number could be read from the packet, and a memory read would be avoided; however, the application can use multiple threads for signaling; thus, we first read and then write the memory position.

Table 5.3 -Positive and negative attributes of neocondition compared to PThreads conditions.

Positive attributes Negative attributes

Legacy source-code compatible Not fully compatible with existing parallel applications

Two locks removed Neocondition is susceptible to the thundering herd phenomenon Condition deals with two queues; Neocondition, one Neocondition may be problematic for real-time implementations while retaining their existing parallel workflow. Maintaining the existing workflow is a key feature of neocondition, as redesigning this aspect is onerous (redesigning parallel application is discussed in Chapters 1 and 2). The use of neocondition may even be possible for cases where only the binary is available, by employing binary substitutions; yet, this has not been validated in this Thesis. However, even though neocondition is source-code compatible, it is not compatible with every parallel application. As discussed in Section 5.2.3.1, applications that use the associated lock for shared-data access (e.g., Ferret) cannot be converted to neocondition, as it would make the application susceptible to race conditions on their shared data.

The second set of attributes is related to the removal of locks. We propose the removal of (i) the associated lock of conditions, and (ii) the general use of locks for the neocondition handling in the library. The standard does not force the use of a lock for the internal processing of conditions; yet, this is commonly found, as shown in Section 5.2.1.2. Thus, locking would be avoided in two of three places: only kernel space would use locking. Unfortunately, the removal of the associated lock makes neocondition susceptible to the thundering herd phenomenon [START_REF]Linux man page[END_REF]. The essence of the thundering herd is thus. Given a set of 1. . . n threads, they each arrive at the neocondition in an increasing time order T ; thus, T n -1 arrives before than Tn. In addition, the time difference of the first to the n thread can be in the order of seconds. Eventually, all n threads will be released by a given thread, either by signaling or broadcasting. If the thread uses broadcast, then all n threads will be released, roughly at the same time, and execute the code next to the neocondition wait call. If the proceeding code is a request for locking (i.e., pthread_mutex_lock), then all n threads will try to acquire the lock, and n -1 calls will be pointless because all except one of the threads will be able to acquire it. Thus, n -1 will go to sleep again, this time waiting on a lock. In other words, computational resources are wasted in this scenario. The association of a lock with the condition variable avoids the scenario, as even with broadcasting, only one thread will truly be awoken (i.e., all other threads are transferred directly to the mutex waiting queue). This is the second scenario that neocondition is not recommended, but, for this case, it is merely a performance issue, while the other, mentioned in the previous paragraph, has a concurrency correctness violation. Finally, the last set of attributes is related to the queue usage of the neocondition and PThreads condition. Neocondition only handles one queue, while PThreads condition handles two (i.e., mutex and condition queue). On the one hand, there are two reasons for handling two queues: (i) the two queues avoid the thundering herd phenomenon; and (ii) facilitates the development of real-time implementations. On the other hand, neocondition aims to increase performance by avoiding mutual exclusion use.

The experimental results of neocondition will be described in Section 6.3.2.3.

EXPERIMENTAL RESULTS

It is all too easy to denigrate Dijkstra from the viewpoint of the year 2012, more than 40 years after the fact.

If you still feel the need to denigrate Dijkstra, my advice is to publish something, wait 40 years, and then see how your This chapter presents the experimental results conducted for Subutai. Similar to other mixed and hardware solutions, we used an architecture simulator to provide a quantitative evaluation. We employed the PARSEC benchmark as our target parallel application set, as it offers a wide range of distinct application domain and parallelization granularity [START_REF] Bienia | The PARSEC Benchmark Suite: Characterization and Architectural Implications[END_REF]. We also developed a micro-benchmark to demonstrate key aspects of our solution.

This chapter is organized as follows. Section 6.1 details the setup environment for the quantitative evaluation. Section 6.2 introduces the PARSEC benchmark and details the parallelization model used in some of the applications. Finally, Section 6.3 presents and discusses the experimental results.

Experimental Setup

A full system simulator is an architecture simulator capable of executing software stacks from real systems (user and kernel code) without any modification [START_REF] Engblom | Full-System Simulation from Embedded to High-Performance Systems[END_REF]. Such a tool can create virtual platform designs capable of gathering experimental data with workloads compatible with the running software. Gem5 is one simulator based on discrete event simulation, which is the result of the combined effort of a myriad of industrial and academic institutions such as AMD, ARM, University of Michigan and University of Texas. Gem5 aims to be a community-driven tool focused on object-oriented design for architecture modeling [BBB + 11]. The accuracy of Gem5 has been a topic of interest of many researchers [START_REF] Butko | Accuracy Evaluation of GEM5 Simulator System[END_REF] [ECC14] [GPD + 14]. Overall, Gem5 has been found to have discrepancies within the acceptable range. Some of them have been alleviated with latency model tuning [GPD + 14].

However, the simulation of computer architectures requires tremendous computational effort since it comprises any number of processors, memories, and I/O devices. Thus, accurate low-level descriptions of hardware-level simulation, such as RTL, and detailed annotated with every synchronization primitive's metadata -so that we can simulate these functions accurately. Moreover, we make sure to employ synced POSIX clocks for recording each thread start. The third step is the execution of our NoC-based manycore simulator called Subutaisimulator (modeled in SystemC) that reads the traces to generate tasks in the OS. Then, these tasks mimic the execution of the application threads, according to the execution times from the traces, and execute the synchronization functions. We reproduce NoC communication, queues and hardware latencies in our SystemC environment. The NoC was set up for 32 bits links, no virtual channel and an I/O buffer of 16 × 32 bits per each router port.

Initially, we intended to use an existing cycle-based NoC simulator for interconnect simulation. While providing the most accurate results, cycle-based simulation is extremely slow. As we target real applications, our simulated time is in the order of magnitude of seconds, which is 10 9 nanoseconds. Assuming 64 routers executing at 1GHz (i.e., 1ns clock cycle), for a 1 second simulated time, there are 64 × 1 × 10 9 = 6.4 × 10 10 events generated regardless if any processing is required (e.g., new data). Besides, it is necessary to have traffic injectors to use the NoC, making simulation even slower. In other words, cycle-based simulation makes the user always simulate the worst-case scenario. Therefore, we adapted an existing NoC implementation to be event-based; in this way, the cost of simulation is proportional to the user's demand. Table 6.1 shows the simulation time for some NoC simulators executing 1 second of simulated time without injecting packets (i.e., injection rate of 0%) on an 8 × 8 NoC (i.e., 64 cores). The test was executed on two Intel-based machines. The following simulators were tested: (i) ShoC [CCD + 15] -a cycle-based NoC simulator with flit precision; (ii) Noxim [CMM + 16] -also a cycle-based NoC simulator with flit precision aimed at wired and wireless networks; (iii) Noxim-XT [MLBR17] -an extension to Noxim for bit-accurate power estimation; and (iv) Capgras -the event-based simulator for Subutai-simulator. ShoC is the most demanding simulator because it uses independent injectors for each router; consequently, it has 64 traffic injectors operating at a cycle-accurate level as well. Noxim, on the other hand, has only one global injector, which makes it faster compared to ShoC. Noxim-XT increases the computational cost of Noxim by inserting monitors for energy evaluation. Finally, Capgras is the solution proposed by us since the computational resources are proportional to the NoC usage. Capgras also employs independent injectors that only operate when new data is available. Note that this test uses a sleeping application that does not generate any events, thus, we just present the overhead of the simulator. Therefore, an event-based NoC is not the main bottleneck of the simulator (i.e., avoids spurious event every 1ns). Currently, the main bottleneck of the simulator is the scheduler tick.

Finally, the OS latencies were extracted from FreeRTOS [START_REF]The FreeRTOS™ Kernel[END_REF]. The processing cores are clocked at 1GHz and are kept the same for both Gem5 and our simulation. Thus, our solution does not speed up any application computation portion. The results from our simulation environment are clustered in the fourth step of Figure 6.1 and discussed in Section 6.3.

PARSEC -Benchmark Suite for MultiProcessing

Benchmarking is the quantitative foundation for computer architecture research [START_REF] Bienia | The PARSEC Benchmark Suite: Characterization and Architectural Implications[END_REF]. Without a program selection that provides a representative load of the target application space, performance results can be skewed and invalidate conclusions drawn from it. A well-known fact of multiprocessing is the disruptive change of programming models for programs to benefit from their full potential. The use of older High-Performance Computing (HPC) workloads does not fit this scenario since it is based on smaller suites and sequential applications. This shortcoming is the target intended to be answered by the Princeton Application Repository for Shared-Memory Computers (PARSEC) suite [START_REF] Bienia | The PARSEC Benchmark Suite: Characterization and Architectural Implications[END_REF]. Intel and Princeton University created the first version of PARSEC; the latest version available of PARSEC is 3.0 [START_REF]PARSEC[END_REF]. It is a highly used benchmark with more than 55 papers in International Symposium on Computer Architecture from 2010 to 2014 [START_REF] Southern | Deconstructing PARSEC Scalability[END_REF].

The five objectives proposed by PARSEC are described as following:

1. Multi-threaded Applications -Shared-memory multiprocessor is one of the most employed architecture today for HPC. The trend for future architectures is to deliver performance improvements through increasing core counts on multiprocessing. Therefore, applications that require processing power must use a parallel model of execution.

2. Emerging Workloads -The increase of processing power enables new classes of applications whose computational requirements were beyond the capabilities of earlier generations of processors; hence, the benchmark suite should represent this trend.

3. Diverse -A benchmark suite must be broad in its representative load of applications, which includes both interactive applications like computer games, offline applications like data mining, and programs with different parallelization models. While a real representative suite is impossible to create for all cases, reasonable effort should be applied to maximize the diversity of the program selection.

Employ State-of-the-Art

Techniques -A benchmark suite must be up-to-date with current practice in parallel application techniques.

5. Support Research -A benchmark suite intended for research has additional requirements that go beyond the ones used for benchmarking real machines alone. Representative input sets with different proprieties should be provided.

PARSEC fulfills these objectives by providing rich, parallelized, state-of-the-art applications with diverse areas of research. The areas contemplated are computer vision, media processing, computational finance, enterprise servers, and animation physics. Table 6.2 summarizes the key characteristics of PARSEC benchmarks. Table 6.2 -Qualitative summary of key characteristics of PARSEC benchmarks [START_REF] Bienia | The PARSEC Benchmark Suite: Characterization and Architectural Implications[END_REF].

PARSEC provides three categories of input sets for each benchmark. The test and simdev are tiny input sets intended for testing and development, and should not be used for scientific studies. The input sets simsmall, simmedium, and simlarge are intended for simulators and are progressively larger (i.e., larger inputs contain more working sets and parallelism). They represent approximately the runtime execution of 1, 5, and 15 seconds, respectively. Finally, the native input set is the most interesting one because it is a real program input. However, its runtime execution is about 15 minutes, which is prohibitive for a full system simulator. Table 6.3 details the types of instructions and synchronization primitives employed on all benchmark applications under an 8-core system with the input set simlarge.

Southern et al. [START_REF] Southern | Deconstructing PARSEC Scalability[END_REF] evaluated the scalability of PARSEC and found that none of the application achieved the perfect speedup. Figure 6.2 summarizes the results obtained by them. The highest core-count machine used was a quad-socket system with 12-cores per socket, totaling 48 cores. For the entire application execution, the best speedup achieved was for the swaptions application -speed up of 30× and 25× for the simlarge and simmedium input sizes, respectively. However, for Bodytrack, for instance, the best speedup was 9× and Table 6.3 -Breakdown of finer details of the benchmark applications for input size simlarge on an 8-core system [START_REF] Bienia | The PARSEC Benchmark Suite: Characterization and Architectural Implications[END_REF]. 6× for the same set of inputs, respectively. The geometrical mean for the speedup of the entire application set was 5× and 4× for the same set of inputs, respectively. We experiment on four PARSEC applications: Bodytrack, Streamcluster, Facesim, and x264. Bodytrack and Streamclusters are the only two applications that use the three types of synchronization primitives; then, we chose Facesim and x264 for their application domain and parallelization techniques (Figure 6.3). Table 6.4 depicts the number of synchronization primitive calls for our application set while using 16, 32, and 64 threads. Summing up all values, Streamcluster is the application most dependent on synchronization operations, followed by Facesim, Bodytrack, and finally x264. Streamcluster and Facesim reach hundreds of thousands of operations, while Bodytrack and x264 reach tens of thousands. For each type of operation, we have the following order:

Streamcluster has the most calls for barriers operations, and Facesim has the most calls for conditions and mutex operations. Table 6.4 -Number of events of synchronization primitives during the execution of PARSEC applications. the predetermined point. Facesim and x264 do not use such an approach; thus, they are less susceptible to delays (i.e., slowing down one thread does not affect all others directly, as it happens with the former two applications).

Bodytrack Communication Model

Bodytrack is a computer-vision application that tracks a 3D pose of a mark-less body. Figure 6.3 shows the result of Bodytrack: a processed image frame. It uses 6 mutexes, 4 barriers, 3 conditions, and employs 3 types of threads to sort inputs of T threads. First, a single 'master' thread (T 0 ) is responsible for creating synchronization primitives, creating T t -1 threads, and sending computation requests for them. Then, the threads T 1 , . . . , T t -2 do the actual computation through the requests from T 0 . Finally, the last thread (T t -1 ) performs asynchronous I/O operations (e.g., loading images from disk to memory). Initialization is done exclusively by T 0 , where the synchronization variables and threads are created. Then, T 0 divides the computational work for the number of worker threads available; when it is done, it sends a condition broadcast for all worker threads. Meanwhile, the worker threads are checking if their work is already available: if it is not, it waits on the condition variable; if it is, it skips the condition and goes to the next phase. The next phase for the worker threads is the computational part. It uses mutexes to access shared data.

Meanwhile, T 0 waits for all worker threads to finish; in this case, it uses a barrier condition. The barrier guarantees that all worker threads are ready to handle the next work request. As the worker threads finish their work, they join the barrier as well. Only when all threads have joined the barrier, they are released to execute the next phase. The next phase loops back to the generation of more work for the worker threads in case of T 0 , and waiting for said generation for all worker threads. This loop is executed until no more work is available.

The workflow plotted in Figure 6.4 omits three aspects of Bodytrack's work: (i) after the worker threads have received a request through the condition, they acknowledge it through the use of another barrier (not shown in the Figure ), and the associated mutex of the condition; (ii) the thread responsible for asynchronous I/O (T t -1 ), because it communicates only with T 0 and produces very few events compared to the core workflow presented in the Figure ; (iii) the process of application termination, because it does not use data synchronization.

Streamcluster Communication Model

Streamcluster is a data-mining application that solves the online clustering problem for a stream of input points; it computes an approximation for the optimal clustering of them. Streamcluster has a much simpler communication model than Bodytrack, using a single instance of mutex, barrier, and condition. Table 6.4 shows that Streamcluster is much more dependent on barrier synchronization than Bodytrack. Once again, a 'master' thread (T 0 ) creates multiple threads for computation. These threads perform the actual computation; however, they do not need to receive commands from T 0 . The worker thread T 1 is also a master thread when it is required to open a new center for clustering. Otherwise, the worker threads synchronize through barriers only.

Facesim Communication Model

Facesim simulates motions of a human face for visualization purposes. It receives as input a face model and a time sequence of muscle activations. Facesim employs the fork-join model of parallel processing; however, instead of using a barrier, it uses two conditions and a mutex to synchronization all threads. In addition, faster threads can steal work from slower threads so Facesim can work in parallel in situations that other applications cannot (e.g., Bodytrack and Streamcluster as both do not have work-stealing capabilities). The mutexes that are generated according to the number of threads (Table 6.5) are employed for work-stealing. Therefore, the parallel work is statically partitioned, and it is replicated instead of shared when data spans more than one partition.

x264 Communication Model

x264 is a lossy video encoder for high-quality streams. It receives a compressed or uncompressed video stream and encodes it using the H.264 standard. This application does not synchronize all threads as done by the other applications on the set; it uses a sliding pipeline model, whose number of pipeline stages equals the number of video frames, while the sliding window is determined at runtime by the number of threads requested. The total number of stages created is 1 + 2 × videoframes. Besides, all mutexes variables are associated with condition variables. The condition variables are used to inform the threads of the encoding progress and to make sure that no data is accessed while it is not yet available.

Experimental Results

This section describes and discusses the experimental results, which are divided into four sections: (i) Subutai's area consumption and state-of-the-art comparison; (ii) single parallel application execution from PARSEC; (iii) multiple parallel application execution from the same benchmark; and (iv) micro-benchmark. The real applications depict the behavior of Subutai in our target application paradigm -the shared-memory paradigm. The microbenchmark is employed to demonstrate some fundamental aspects of Subutai.

Subutai's Area Consumption and State-of-the-art Comparison

Subutai-HW comprises a register-based NI, an FSM that controls synchronization and manipulates linked pointers, and a 1 KiB SPM to store metadata and events. We use an NI with 32-bit links, packing and unpacking logic, no virtual channel, and 2 I/O buffers of 16 × 32 bits. It is worth noting that using HW synchronization operations releases valuable memory and cache space that would otherwise be required. Additionally, the memory requirement is negligible when compared to a typical processor cache (less than 10%, if the cache size is 16 KiB). Table 6.6 summarizes the synthesis results showing that our solution increases by 46% the basic NI area, including the local SPM. However, the overhead is amortized when the whole chip area is considered. Using Patel et al. [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF] chip area of 400mm 2 , the percentage of total area consumption of Subutai-HW is 64×0.00632821 400 = 0.0010%, while the enhanced NI is 64×0.01976744 400 = 0.0032% for 64 cores.

The synthesis of Subutai-HW was achieved using Synopsis DC with an STMicroelectronics Silicon on Isolator (SOI) 28 nm technology and 1 GHz clock frequency. The SPM was synthesized with the same constraints and technology using Cut Explorer. We compare our solution to those related works that provide enough data about the absolute area consumption (i.e., not in percentages) and technology used. Table 6.7 depicts the area consumption of five hardware-based solutions.

As the solutions target different architecture designs, we divided the total area consumed by the number of cores estimated in the system (i.e., area per core), as this technique provides a fairer analysis. In this case, Subutai is second-to-last in terms of area consumed per core in the system. Also, Subutai and HTM have an additional area requirement per core; i.e., HTM needs to change the first level cache of the system for its functionality, and Subutai needs an SPM memory for synchronization handling. Even so, Subutai is third-to-last in terms of area consumption when both areas are combined. The hardware of Abellán et al. [AFA + 12] has the overall least consumption as it is mainly comprised of wires and controllers. The last line of Table 6.7 shows the estimation of area consumption for a 400mm 2 chip [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF] for the same set of related work. Subutai only consumes approximately 0.01% of the total chip. Once again, it is third-to-last in overall area consumption. The PARSEC benchmark requires a user-defined value to determine the number of threads to spawn by each benchmark. The value defined may not be the same value used for the total number of threads, as these benchmarks may create additional threads [SR15] [Cat15]. Bodytrack, for instance, produces two extra threads for the value received by the user. Hence, to use 64 threads, the user has to request only 62 threads. This work always uses the total number of threads created.

Speedup of a Single Parallel Application

We have simulated the four PARSEC applications that comprise our application set (i.e., Bodytrack, Streamcluster, x264, and Facesim) in three application configurations (16,32, and 64 threads) to visualize their behavior into our target architecture. For three out of four applications, they restrict their core usage to the number of threads; only x264 creates more threads than cores (as explained in Section 6.2.4). Therefore, these three applications also demonstrate our solution on architecture with lesser core count -16 and 32 cores.

The results are organized in a series of figures and tables: Figures 6.5, 6.6, and 6.7 depict the total execution time for our application set for 16, 32, and 64 cores, respectively. As not all data can be visualized in these figures, due to the order of magnitude of the total execution time, we have tabulated the most important latencies in the nanoseconds order of magnitude for the same set of executions on Tables 6.8, 6.9, and 6.10 for 16, 32, and 64 cores, respectively. The table values are (i) processing time; (ii) sum of all waiting time for synchronization primitives (called synchronization wait henceforth); (iii) NoC time for Subutai communication; and (iv) Subutai-HW time. For the SW-only solution, both (iii) and (iv) are handled by software; consequently, their values are computed together with (i) and (ii).

Processing

Synchronization Wait Scheduler For fair comparisons, we consider the same scheduler (RR) for all applications. We plot the results for two threads for each application: the 'master' thread (T 0 ), responsible for global synchronization, and a worker thread instance (T 7 ). The results illustrate that our solution reduces the application total time by handling synchronization faster than its software counterpart handles. As stated earlier, Subutai does not affect the computational portion of the application. For all applications, the master thread T 0 is responsible for four activities, in this order: (i) initializes synchronization variables; (ii) create worker threads; (iii) joins all of them (i.e., waits for all worker threads to finish); and (iv) executes post-parallel computation, if any. Activities (i) and (ii) should be as short as possible as they are done sequentially. Activity (iv) can be a post-parallel computation (e.g., parallel reduction), output generation, or nothing. Bodytrack, for instance, does not use post-parallel computation, as output generation is done for every frame processed; thus, it is executed inside the parallel region. Streamcluster also lacks post-parallel activities. Therefore, the majority of the execution time of the master thread is consumed by activity (iii), waiting for all worker threads to finish. Consequently, by making the worker threads faster, the master thread is also accelerated.

In addition, from the designer point-of-view, the master thread (T 0 ) shows the effective speedup of the application, as it is responsible for initializing and finalizing the application. In other words, only when T 0 finishes, the application can be terminated. Therefore, Bodytrack achieved a speedup of 1.71×, 1.78×, and 1.77× for 16, 32, and 64 threads, respectively. Streamcluster achieved a speedup of 2.11×, 2.71×, 2.20× for the same set of threads, respectively. x264 achieved a speedup of 1.13×, 1.09×, 1.05× for the same set of threads, respectively. Finally, Facesim achieved a speedup of 1.02×, 1.10×, 1.27× for the same set of threads, respectively. On average, our solution achieved a speedup of 1.58× for the target application set without any changes to the application code.

The results also show that the application set is not scalable to 64 or even 32 threads. Southern et al. [START_REF] Southern | Deconstructing PARSEC Scalability[END_REF] have independently corroborated this limitation as well. Nonetheless, our solution works the same regardless of the application scaling. * The processing times of the software solution are higher than Subutai, but the differences are in order of 10 5 ns, which is insignificant from the order 10 9 ns. other words, any unbalance of work distribution for working threads will generate sequential portions of execution, as threads with less work will finish before threads with more work (assuming a contention-free scheduling scenario, as is the case with the current Section).

The following figures demonstrate the latencies of all threads for each barrier call running with 64 threads: Figures 6.8a and 6.8b for Streamcluster, and Figure 6.9 for Bodytrack. Each colored point represents a single thread, and every barrier comprises 63 worker threads. A barrier is over (i.e., released) when all threads have joined into it; hence, when a given thread is the first to enter the same barrier again, it creates a new instance of the same barrier. These instances are given monotonic values to identify them, starting from 1 and going up to * The processing times of the software solution are higher than Subutai, but the differences are in order of 10 5 ns, which is insignificant from the order 10 9 ns.

b barriers where b is the total number of barriers created by the application 2 . In addition, the time plotted for each thread is relative to the time of the first thread to enter the barrier. Figure 6.8b shows that the instances of barriers of Streamcluster have an average lifespan of a couple of milliseconds (i.e., 10 7 ns). The impact of it depends on the duration of the application: Figures 6.5b, 6.6b, and 6.7b show that Streamcluter execution ranges from to 215 seconds (i.e., 10 9 ns). Therefore, the impact of a single instance should be fairly low. Unfortunately, Figure 6.8a shows that Streamcluster creates over 10 4 instances of barriers, which means that the application is limited by some barrier for almost its entire lifespan. Since For Streamcluster, we have removed the first instance of the barrier call as it has hundreds of milliseconds of latency, which would make Figure 6.8a harder to visualize. * The processing times of the software solution are higher than Subutai, but the differences are in order of 10 5 ns, which is insignificant from the order 10 9 ns. barriers limit the parallel execution of the code, as explained earlier, the application speedup potential is diminished significantly as the core count rises. This behavior is observed with the results from Figures 6.5b, 6.6b, and 6.7b.

Bodytrack differs from Streamcluster in three aspects: (i) it creates very few instances of barrier -only 46; (ii) it uses two barrier variables for the core workflow instead of one (both generating 46 instances); and (iii) the lifespan of barriers created with workDoneBarrier are over a order of magnitude (e.g., up to 10 9 ns) in comparison to the barriers generated in Streamcluster. The latencies of instances of the workDoneBarrier barrier are shown in Figure 6.9. Due to the order of magnitude of the latencies involved in the barriers, Bodytrack is also not able to scale to 64 threads, or even, 32 threads. The barrier procedure involves two operations, and Subutai accelerates both of them: (i) entering and (ii) exiting the barrier. Both operations use the same procedure, pthread_barrier_wait; thus, the functionality is decided by the procedure, and not by the developer (i.e., a thread will or will not be blocked on a barrier according to the runtime behavior of the application). As will be shown in Section 6.3.3, this procedure can achieve a speed up of 86× for releasing threads on Subutai compared to the SW-only. For item (ii), the operation switches the application from sequential (i.e., only a single thread has not reached the barrier and is executing) to fully parallel execution. Consequently, the speedup of this operation impacts significantly parallel applications that use it.

The acceleration for barrier operations on these applications are presented in the following figures: (i) Figure 6.10 for T 7 of Streamcluster for a subset of barrier calls (the same as shown in Figure 6.8b); and (ii) Figure 6.11 for T 7 of Bodytrack for all barrier calls, respectively. In these figures, every instance of a barrier is comprised of two bars: the left and right one for SW-only and Subutai, respectively. They are the latency, expressed in 10 5 ns, experienced by the thread from the moment it calls the barrier procedure until execution is returned to the thread. We did not plot results for the 'master' thread, as well as our example worker threads, in these results for two reasons: (i) the 'master' thread of Streamcluster does not participate in the barrier; and (ii) it is not guaranteed that the 'master' thread will be the first or last thread to reach the barrier; thus, its behavior is similar to any other worker thread in this regard. The barrier operations executed faster for the worker thread T 7 of Streamcluster and Bodytrack on Subutai than on SW-only, in general, as shown in Figure 6.10 and Figure 6.11, respectively. Nevertheless, there are cases where the inverse happens: for instance, the latency of barrier 401 of Streamcluster and barrier 7 of Bodytrack. However, the sum of all latencies is lower for Subutai in both cases. It is important to note that T 7 will not be the last thread to enter the barrier in all cases; thus, these values are not the total latency experienced for the barrier procedure. Instead, they are the latencies experienced for this thread only.

Nonetheless, we mention two related reasons for Subutai to be slower: (i) Streamcluster and Bodytrack use synchronization primitives in their core workflow. The latency for locks in high contention scenarios is dependent on how fast a thread can request the lock. For instance, a thread that participates in a lock disputed by 48 threads will execute earlier if it can arrive at the lock before the other requesting threads; otherwise, this thread is positioned at the end of the queue, which will demand more time to be processed; (ii) the PThreads standard [START_REF]Standard for Information Technology-Portable Operating System Interface (POSIX(R)) Base Specifications[END_REF] does not enforce an order for the releasing process of a barrier; hence, SW-only and Subutai can release threads in any order. Thus, threads that are released later because of (ii) will execute slower because of (i). Therefore, these reasons justify situations where Subutai is slower than SW-only.

Subutai also accelerates mutex and condition synchronization primitives besides barriers. However, these primitives may or may not result in sequential execution: it depends if the application shares them on all threads. Bodytrack and Streamcluster share these primitives with all worker threads; hence, we are able to increase the parallelism once again by providing faster synchronization operations.

As a result, Streamcluster achieved a speedup of 2.11×, 2.71×, and 2.20×, for 16, 32, and 64 threads, respectively; and Bodytrack achieved a speedup of 1.71×, 1.78×, and 1.77×, for 16, 32, and 64 threads, respectively. The speedup difference is explained by the number of synchronization calls utilized by each application; Table 6.4 shows that Streamcluter requires, roughly, 18×, 23×, and 31× the equivalent of Bodytrack for 16, 32, and 64 cores, respectively. Thus, we can better optimize worker threads, as they are the ones using these primitives. Tables 6.8, 6.9, and 6.10 show, for all cases, the worker threads of Streamcluster achieving a higher speedup when compared to the worker threads of Bodytrack.

x264

The x264 application avoids the barrier-based control entirely. While increasing the complexity of the implementation compared to Bodytrack and Streamcluster, x264 can distribute the workload as soon as a single thread has finished its work, instead of waiting for threads to finish before distributing the workload. In other words, as long as there is work to be done, and cores are available (i.e., idle), x264 executes entirely in parallel. Therefore, it is much less susceptible to delays in a given thread, as the other threads are not dependent on the former speed; this was the case for the other two applications analyzed earlier.

x264 does not reuse worker threads; once a worker thread has finished, it is terminated, and a new worker thread is created in its place. This explains why our example worker thread T 7 has a short lifespan. Another interesting aspect of x264 is that worker threads show different runtime behavior among themselves. While Bodytrack and Streamcluster have more or less the same behavior of all worker threads 3 , every x264 worker thread has a distinct behavior. As illustrated in the experimental results, some of the threads have almost no synchronization primitive usage at all, and others are predominantly dominated by this mechanism.

Additionally, x264 does not use mutexes for accessing shared data. When a worker thread needs information from another, they communicate through condition variables. The communication does not happen very often when compared to Bodytrack and Streamcluster, as shown in Table 6.4. The decrease of synchronization usage improves the parallel performance of the application; unfortunately these are the events that Subutai can accelerate. Since they happen less often, Subutai is limited in its ability to accelerate this application. Table 6.4 also shows that x264 uses approximately a hundred of conditions, while Bodytrack and Streamcluster are limited to half a dozen. Consequently, the contention on synchronization variables is decreased for x264. As an example, we demonstrate the contention for a mutex running with 64 threads in Figure 6.12a and Figure 6.12b for x264 and Bodytrack, respectively. These figures plot the time spent on the mutex queue in 10 6 ns (Y-axis) for a given number of threads (X-axis). For instance, for a value of 1 on the X-axis, the Y-axis shows the aggregate time that the application spent on this mutex with one thread on the mutex queue. Thus, as the X-axis increases, so does the contention on the mutex. Figure 6.12a shows that the contention for the x264 mutex reached 5 threads, while the maximum is 63 threads (the missing 64 th thread must be the owner); therefore, the contention is low. Figure 6.12b depicts that the contention for Bodytrack reaches 61 threads, while the maximum is 62 threads (the 'master' thread does not participate in this mutex). For both x264 and Bodytrack, Subutai can accelerate the queue manipulation, and the total acceleration is presented in Figure 6.12c and 6.12d, where the total time spent on the mutex queue is compared with SW-only. While the SW-only implementation has fast operations for the mutex queue [START_REF] Zuepke | Deterministic Futexes Revisited[END_REF], it still requires locking and is susceptible to cache misses. Our hardware implementation has exclusive access for its memory (SPM), without the need for locking, and execute operations on it with a latency of 1 ns (Section 4.2).

The speedup achieved with Subutai for x264 is 1.13×, 1.09×, and 1.05× for 16, 32, and 64 threads, respectively. We cannot schedule all worker threads perfectly due to the implementation of x264 as it creates more threads than the number requested by the user. Therefore, x264 was the only one affected by the scheduling of other threads on the single application execution.

Another aspect is that we were not able to accelerate all worker threads, as some of them have almost no synchronization usage. Nonetheless, threads that use synchronization mechanisms are accelerated, as shown by the speedup of our example worker thread: 1.32×, 1.87×, and 1.71×, for 16, 32, and 64 threads, respectively. 3 They are not the same due to the use of synchronization primitives and an unbalanced distribution of work. 

Facesim

Facesim does not employ barrier-based control; instead, it uses condition-based control to synchronize all threads. Such behavior was not found in the set of other applications. Synchronizing all threads would make Facesim susceptible to delays in worker threads, as Bodytrack and Streamcluster are, but because Facesim implements work-stealing abilities, the worker threads can continue to work in parallel even when their local work has finished, as long as there is remote work available. Consequently, Facesim can maintain parallel execution even for an unbalanced distribution of workload or due to scheduler contention. Like x264, Facesim use more than a dozen of synchronization primitives. In fact, Facesim is the only application of our set that scales the number of primitives with the number of threads. As discussed in the x264 section, increasing the number of primitives decrease the contention on them.

The comparison of Facesim and Bodytrack presents an interesting aspect of Subutai. From Table 6.4, it is clear that Facesim requires more synchronization operations. Since these operations are the basis of application acceleration from Subutai, it would be expected that Subutai speeds up Facesim more than Bodytrack; however, this is not the case for any number of threads analyzed in this work. Therefore, while the number of synchronization operations usage is an important factor, it should be combined with a second factor: the contention of synchronization primitives. As discussed in the x264 application, queue manipulation is a source of acceleration for Subutai. Facesim also does not have the same contention of synchronization primitives as Bodytrack does. The reasons for this are the same as the ones for x264: (i) the requirements of the application; and (ii) the use of many synchronization primitives instead of a dozen. Finally, Facesim is the most demanding of our application set for processing information computationally. Tables 6.8, 6.9, and 6.10 showed that the worker threads of Facesim have an order of magnitude higher for processing than any other application (i.e., 10 10 ns against 10 9 ns). Additionally, for the entire runtime of the application, only Streamcluster with 64 threads demanded more time (215.14 against 209.97 seconds). Yet, Figure 6.7 shows that Streamcluster is dominated by synchronization operations, while Facesim has the majority of its time dedicated to processing. As Subutai does not accelerate the computational portions of a parallel application, Facesim does not beneficiate from it as the other applications.

For the reasons discussed here, Facesim achieved a speedup of 1.02×, 1.10×, and 1.27× for 16, 32, and 64 threads. The speedup increases with the number of threads since the application scale the use of synchronization operations with it; thus, it is these operations that are accelerated.

Speedup of Multiple Parallel Application Execution

Figure 6.13 depicts the experimental results organized into sets of applications using 64 threads. Figures 6.13a, 6.13b, 6.13c illustrate eight instances of Bodytrack, Streamcluster, and x264, respectively. Figure 6.13d shows three instances of Facesim, and Figure 6.13e is a combination of instances, three of Bodytrack, three of Streamcluster and two of x264. Figure 6.13 depicts the entire execution time in seconds of an application set (i.e., from initialization to termination of all applications). These figures compare three types of schedulers: RR, CSA, and a One Application at a Time (OAT) scheduler. The latter one is used for representing a mono application system (i.e., it runs one application). Lines b and c of the set of figures display that Subutai decreases the execution time compared to SW-only even in a competitive scheduling scenario.

The results pertaining to x264 and Facesim require clarification. For x264, according to Table 6.5 and the description of the application set (i.e., eight instances), it seems that it is not possible to run eight instances of x264 due to the area limitation of Subutai-HW. Subutai-HW handles 4 synchronization primitives per hardware instance, and since we use a 64-core system, it handles 256 primitives in total (Section 4.2). However, each instance of x264 and Facesim require 190 and 67 primitives, respectively, per Table 6.5; therefore, these applications utilize 1520 and 536 primitives in total. In reality, x264 works as expected because the primitives are not created at the same time. Consequently, x264 does not need all primitives at the same time. Facesim, however, does require all primitives at the same time; hence, we decided to limit the execution of Facesim to three instances, because such a scenario is handled entirely by Subutai-HW (i.e., 201 synchronization primitives). Chapter 7 presents and discusses other techniques that enable the execution of eight instances of Facesim with Subutai-HW.

OAT Scheduler

Lines a of Figures 6.13a, 6.13b, 6.13c, 6.13d, and 6.13e depict the gains of running Subutai compared to an SW-only implementation with an OAT scheduler. These results are similar to the single application acceleration discussed in the previous section, as only one application is executed at a time. However, there are two differences: (i) we ran multiple instances of the same application instead of one; and (ii) we ran a mixed application set that is not present in the single application section. They achieved a speedup of 1.86×, 2.15×, 1.08×, 1.26×, and 1.91× for a set of Bodytrack, Streamcluster, x264, Facesim, and mixed applications, respectively.

RR Scheduler

The speedup achieved with Subutai while running with a RR scheduler was 1.58×, 2.56×, 4.61×, 1.39×, and 2.08× for a set of Bodytrack, Streamcluster, x264, Facesim, and mixed applications, respectively.

CSA scheduler

The speedup achieved with Subutai while running with the CSA policy was 1.58×, 2.70×, 4.61×, 1.43×, and 2.09× for a set of Bodytrack, Streamcluster, x264, Facesim, and mixed applications, respectively.

Discussion

While we have presented the speedup values for Subutai, the figures present gains for SW-only as well; yet, the execution time of SW-only is always higher (i.e., worse) compared to Subutai for the set of applications analyzed here. In fact, for the Streamcluster and mixed applications set (Figures 6.13b and 6.13e), running them on Subutai with an OAT scheduler was faster than running them on SW-only with either scheduler policies used in this work.

The CSA policy speeds up the execution time compared to the baseline RR for all cases of our application set, except x264, where the execution runtime is maintained the same as with RR. Figure 6.14 details the execution time for each application running with CSA and RR on Subutai. The set of Streamcluster with CSA presented the highest speedup when compared to the same set of the application with the RR scheduler, 1.05×, followed by Facesim (1.03×). Bodytrack and x264 presented a less significant speedup of less or equal to 1.01×. However, Subutai against SW-only using the same scheduler (CSA) on both had a speedup of 1.40×, 4.05×, 1.19×, and 2.40× for Bodytrack, Streamcluster, x264 and mixed application, respectively. Facesim had a speedup of less than 1.00× for the same setup. There are a few reasons why the speedup achieved using CSA is limited. Firstly, there is a fragile balance of accelerating one application in place of others. For instance, some applications on the SW-only implementation (e.g., x264) had higher execution time by using the CSA policy instead of pure RR. We aim to avoid such scenarios by enforcing the CSALimit; however, they can still occur for some applications 4 . In juxtaposition, the use of CSALimit restricts the CSA potential for accelerating applications. Secondly, CSA relies on the premise that accelerating critical sections decreases the overall execution runtime. This premise works well on barrier-based workloads, such as Streamcluster and Bodytrack, where the application is always working on the worst-case scenario (i.e., all worker threads are blocked waiting for the slowest thread to join the barrier). However, other applications, such as x264 and Facesim, can start working on new data as soon as the first thread has finished. Therefore, CSA has a lesser impact on such applications. Thirdly, CSA only directly accelerates the mutex synchronization primitive. Indirectly, accesses to conditions are also accelerated due to the use of mutexes. As CSA does not accelerate all synchronization primitives, sequential execution can still occur (e.g., barriers). Table 6.11 aggregates information regarding the execution of the application set on a CSA-enabled scheduler. The table provides four types of information for an application: (i) the number of scheduler events without a critical section; (ii) the number of scheduler events with a critical section, and the CSA policy is in effect; (iii) same as (ii), but the CSA is deactivated due to CSALimit; and (iv) the average of the sum of all critical sections for all worker threads. The average of the sum of all critical sections for all worker threads. Table 6.11 shows the percentage of critical sections according to the scheduling events: 5.12%, 0.26%, 9.29%, and 8.28% for Bodytrack, Streamcluster, x264, and Facesim, respectively. These percentages did not translate directly to better potential for acceleration on the CSA policy. Streamcluster, which has the least amount of critical section in percentage points, achieved the highest speedup with CSA in the examined sets. As we discussed previously, the synchronization workflow is a major factor for speeding up the application, and the number of critical sections alone does not capture it.

Another aspect that provided disparate behavior for the application set is the sum of all critical sections for worker threads: the values range from a couple to thousands of milliseconds. Bodyrtack and Facesim, which are the two most demanding applications in terms of average duration of critical section, are limited by CSALimit, while the other two applications are never limited by it. Consequently, Bodytrack and Facesim may be further accelerated by a limitless CSA; however, as we target a fair scheduler, a limitless CSA would make the application perform worse regarding the scheduler fairness. Table 6.12 presents the unfairness experimental values obtained in this work. For all cases, CSA either maintains or decreases the unfairness of the scheduler for the application set, except for x264 (SW-only and Subutai) and Facesim (SW-only). Bodytrack and Streamcluster maintain the same fairness using CSA, expect for Bodytrack with Subutai: in this case, the fairness increases (i.e., lower unfairness). x264 increases fairness for SW-only but decreases fairness for Subutai. It is visually perceivable why CSA has a higher unfairness for Subutai in this case from Figure 6.14c (line h): the 8 th instance of x264 has a boost of performance compared to the pure RR policy (from 73.85 to 61.44 seconds). While accelerating a single instance is interesting, our objective was not to burden the other instances while accelerating the total execution time. Thankfully, the objective was achieved in this case even though the unfairness metric increases: the overall execution time remains the same for CSA compared to RR (Figure 6.13c).

The SW-only execution of Facesim illustrastes that using a pure RR scheduler does not necessarily produce a fair distribution of resources on parallel applications. Due to the adverse effects of critical sections on parallel execution performance, the preemption of threads that are inside a critical section has a significant impact on the performance. Table 6.11 displays that moving from RR to CSA diminishes the unfairness from 1.23 to 1.01 on this application. In other words, the instances of the application have approximately the same execution time on CSA as the critical section duration remains to a minimum. For Subutai, the unfairness went from 1.01 to 1.02 using RR and CSA, respectively. Nonetheless, the total execution time of Facesim was shorter on Subutai than on SW-only.

Neocondition

Our application set from PARSEC (i.e., Bodytrack, Streamcluster, x264, and Facesim) was adapted to use neocondition according to the procedure described in Section 5.2.3. On the one hand, the procedure was straightforward for three out of four applications, as they exclusively use the mutex for the condition handling. On the other hand, Facesim employs the associated mutex for protecting a shared global variable. Although it would be possible to disassociate the mutex from the condition, we believe this is a change of the application design, and such action has been excluded from this work for compatibility with legacy code. Figure 6.15 shows the latency reduction in nanoseconds of the total execution time for three PARSEC applications using neocondition. This reduction is based on the comparison of the baseline execution with Subutai, as presented in Figure 6.7, against the same execution with neocondition running with 64 threads. As expected, decreasing mutex calls by employing neocondition reduce the execution time. As the applications from our set require 10 9 ns of total execution time, and the reduction by neocondition is in the range from 10 7 to 10 8 ns, the speedup of them was limited to less than 1.01×. Additionally, these applications do not execute more than a couple of hundred condition calls (Table 6.4). Still, serialization for accessing conditions has been eliminated while the applications maintained the same communication model.

Micro-benchmark

The set of application results give us a systemic view of Subutai, but it does not convey the optimization on the synchronization itself. The lack of a microcosm view happens because our applications employ at least tens of thousands of synchronization primitives during its execution. Consequently, we developed a micro-benchmark to demonstrate individual aspects of Subutai.

The producer-consumer problem is a classic example of a synchronization problem. It describes two processes, where the producer and consumer share a common structure to share data. The producer generates data, shares it in the structure, and repeats such a process until all data has been processed. Simultaneously, the consumer consumes the shared data (i.e., removing it from the shared structure). The problem is two-fold: (i) make sure the producer does not add data into the structure if it is full and (ii) make sure the consumer does not remove data from an empty structure. The solution is a synchronization mechanism. Listings 6.1 and 6.2 show a solution using two conditions and one mutex using the PThreads synchronization library. Initialization and error-checking have been omitted to simplify the code design. The shared structure (Listing 6.1) is a queue declared on line 6. Lines 4 and 5 determine the queue size and the value to represent an empty position, respectively. The three synchronization variables are declared in lines 7 to 9. The producer works as follows. First, the producer acquires the mutex and checks if the previous data has been consumed (lines 9 and 10): if it is not, it waits for the consumer thread (line 11). Then, it inserts the data in a new position and signals the consumer thread (lines 12-14). During all operations, besides waiting, the producer owns the lock. The consumer follows a similar logic. Listing 6.1 -Shared structure for the producer-consumer application. Both consumer and producer share the same mutex for controlling the conditions and the shared data. Therefore, when any of these threads block (lines 11 and 26), it is imperative Listing 6.2 -A producer-consumer solution based on synchronization provided by PThreads. Synchronization procedures are colored red (based on [START_REF] Arpaci-Dusseau | Operating Systems: Three Easy Pieces[END_REF]). that the lock is not held; otherwise, this can result in a deadlock scenario. Fortunately, PThreads deal with this internally, releasing the lock before blocking and reacquiring before returning to the user application. Listings 6.1 and 6.2 are a simple implementation to produce and consume a single item. A more efficient implementation can handle sequences of items. Also, it is possible to use different synchronization mechanisms to share data (e.g., atomic operations and barriers). The Beast from The Lord of the Flies by William Golding There exist a broad set of works in contemporary research that addresses data synchronization with the objective of reducing the cost of synchronization for modern applications. These works typically face the same unique set of problems: (i) the burden of understanding and implementing the new concepts are left entirely in the hands of the developers; (ii) the solution requires modification to the application design and source code; and (iii) the improvements of the work are applicable only for a subset of the essential synchronization mechanisms. This set of problems limits the use of new techniques for to-be-developed applications while disregarding existing parallel applications. In this way, they write off the possibility of reusing existing parallel software code. As stated by McKenney, locking in research is often considered to be the worst villain of parallel programming, yet, paradoxically, it is widely employed [START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF]:

CONCLUSIONS

"In recent concurrency research, the role of villain is often played by locking. In many papers and presentations, locking stands accused of promoting deadlocks, convoying, starvation, unfairness, data races, and all manner of other concurrency sins. Interestingly enough, the role of workhorse in production-quality shared-memory parallel software is played by, you guessed it, locking."

In the context of reducing the cost of data synchronization, we saw that even small percentages of sequential execution could significantly diminish the achievable speedup of parallel applications (viz. Figure 1.1). Also, increasing parallelism tends to be directly proportional to increasing code complexity to deal with the consequences of the former increase (e.g., race conditions, stale data, livelocks). Therefore, moving to novel synchronization solutions is a non-trivial task. This Thesis addresses the three problems raised earlier by creating a faster synchronization library that does not require modification on the application's source code. Thus, existing parallel applications can make use of our solution with little cost, and novel applications can be developed using the same methodology already used in production-quality parallel applications: lock-based designs. This chapter summarizes the original contributions of this Thesis, discusses final remarks and directions for future work.

Contributions of this Work

During this Thesis, the Author collaborated directly with Grupo de Sistemas Embarcardos (GSE) from Pontifícia Universidade Católica do Rio Grande do Sul (PUCRS) in Porto Alegre/Brazil and Laboratoire des Sciences et Techniques de l'Information, de la Communication et de la Connaissance (Lab-STICC) from Université Bretagne-Sud (UBS) in Lorient/France. This section explores the contributions of this Thesis developed in these research groups. We list three major contributions of this Thesis:

1. Definition of a novel solution for data synchronization, namely Subutai -Subutai is a hardware/software approach to speed up parallel applications without modifying the application design and source code. For achieving acceleration while avoiding changes to the application, Subutai modifies the implementation of the underlying synchronization primitives employed by the application. We choose the PThreads library as a reference for this work, yet, several libraries can also be accelerated. Subutai comprises three components: (i) user space library that overwrites the underlying synchronization API;

(ii) Subutai-HW, which is an enhanced NI with access to a scratchpad memory; and (iii) an OS driver for communicating with Subutai-HW.

We demonstrated that Subutai has practical value by accelerating parallel applications provided by the PARSEC benchmark. We employed four applications from PARSEC, a computer-vision, data-mining, video-encoding, and face-simulation application named Bodytrack, Streamcluster, x264, and Facesim, respectively. They achieved a speedup of 1.57×, on average, compared to the same architecture (16,32, and 64 cores) executing an entire software solution. The speedup achieved is for the entire applications running from start to finish.

2. Development of a novel NI architecture, namely Subutai-HW -We have enriched an existing NI implementation with the ability to handle dynamic double-linked queues and dealing with an external memory. The double-linked queues were used to control the three essential data synchronization procedures of PThreads: mutex, barrier, and condition. As such, the local memory relieves the processor memory and cache from handling the data, while saving valuable space in the cache. We compressed the software structure by approximately 90% compared to the glibc implementation.

The new NI architecture can be integrated into any existing NI with two sources of overhead: (i) FSM to handle the double-linked queues; and (ii) access to a scratchpad memory. In this work, these circuits represented a limited area overhead of 19% and 27% on 28 nm SOI technology for (i) and (ii), respectively.

3. Two extensions for Subutai: CSA and neocondition -We have proposed two extensions built on top of the essential components of Subutai. Firstly, we designed the CSA scheduler policy to accelerate parallel applications in a highly-contended scheduler scenario while maintaining the fairness of the scheduler. Secondly, we propose neocondition, a reimplementation of PThreads conditions that avoids the serialization of access to conditions through the removal of the associated mutex. They provide performance benefits while increasing the cost of adoption. The former is done entirely in software, while the latter requires changes to software and hardware. Subutai will work even in the absence of these extensions.

The CSA policy had a speedup ranging from approximately 1% up to 5% compared to a baseline RR policy. While the speedup is limited, we highlight that the scenarios explored in this work require hundreds of seconds of execution; thus, the speedup removes up to a couple of seconds of execution. Additionally, we demonstrated that the scheduler fairness was not affected negatively by our policy. Meanwhile, neocondition was ported to three out of four of our application set and reduced the execution time ranging from 10 7 up to 10 8 nanoseconds with minimal changes on the application's source code. At UBS, the Author worked on a novel hybrid wireless/wired NoC intended for parallel computing. Subutai was extended to support such networks and benefit from multicast and broadcast messages (i.e., NoCs typically exclusively use unicast packets, and that was the case for this work). Then, the NoC was ported to Noxim for energy consumption analysis. The exploration of this research appeared in [MCM + 18] [KCM + 18] [CKMCD19].

Discussion and Future Work

Parallel applications are indispensable for current and future systems, as the chip parallelism is a reality, and the applications must be written to use it. However, they require specialized knowledge for their implementation, and programming languages do not commonly resolve concurrency issues at compilation or even at runtime. While debugging tools are available, they incur performance and memory degradations that limit their practicality to the debugging phase. ThreadSanitizer is an example of such a tool -the slowdown of using it in Chromium was of approximately 25× compared to the native build [START_REF] Serebryany | ThreadSanitizer: Data Race Detection in Practice[END_REF]. Currently, the project aims to have a decrease in the range of 5× up to 15× slower [START_REF]ThreadSanitizer[END_REF], a prohibitive degradation of performance for release builds. Unfortunately, no simple solution exists for a precise definition of parallel applications. Additionally, novel solutions for data synchronization have been proposed to provide more performance while increasing the complexity of their design even further. As parallelization of application is manually performed, this is a very laborious and error-prone task.

In this context, Subutai is a step forward in the direction of improving the performance of parallel applications without modifying the application source code. Even novel applications (or rewritten applications) can still benefit from our solution since Subutai accelerates the synchronization operation itself. Our design was presented as a lecture at the 55 th Design Automation Conference (DAC) in its 2018 edition [CFM + 18], a flagship conference worldwide in electronic design for academia and industry. According to the H5-index rank from Google Scholar Metrics, DAC is ranked the 5 th best venue for Computer Hardware Design and the 2 nd conference in the top 5 as of 2019 [START_REF]Computer Hardware Design[END_REF]. This indicates the relevance of our solution and how it is perceived by the research community.

Using the information provided in this Thesis, we built a system that can be extended to provide support for other libraries besides PThreads. We highlight the inclusion of the pseudo-code implementation, Appendix A, as a key contribution to this. The existing support for PThreads already provides ample applicability due to its indirect use in other libraries (Table 3.6); however, direct support for these libraries may provide further gains. Additionally, Subutai was employed in conjunction with other tools for hybrid wireless/wired NoC support on efficient parallel computing. These works were presented in [MCM + 18] [CMCD19] and will be presented in [START_REF] Mondal | Broadcast Mechanism Based on Hybrid Wireless/Wired NoC for Efficient Barrier Synchronization in Parallel Computing[END_REF]. This Thesis explored the acceleration of parallel applications without modifying their source code using an HW/SW co-design approach. Moreover, the design can be extended to support additional parallel applications besides the ones explored here. Besides that, it paves the way for other future works, some of which will be discussed in the following Sections.

psy: Synthetic Data Synchronization Communication Creator

Simulating real applications in architecture simulators is a laborious and time-demanding task. Additionally, some applications are not supported by the simulator. We were unable to execute Ferret, an application of PARSEC, for any number higher than 8 cores on Gem5. As far as we know, no work has been able to achieve this. We were particularly interested in this application due to its synchronization design: multiple worker threads working on a 6-stage pipeline of condition-controlled queues. Such design is not captured in the experimental results. Therefore, we intended to design a tool, called psy, to capture the data synchronization communication model of parallel applications.

The methodology for psy is thus. Firstly, the application is run natively in a given machine. Meanwhile, the data synchronization operations would be profiled and recorded for later use. Then, a generic synthetic application would be designed to read the recorded operations and mimic its behavior. Finally, we would aim to run this synthetic application in the Gem5 architecture simulator. Additionally, we would extrapolate other synchronization designs from the recorded ones; for instance, Ferret uses a fixed 6-stage pipeline regardless of thread or input size. In our synthetic version of Ferret, we could experiment using differentsized pipelines. Since extrapolation was a requirement of our proposal, we pursued statistical models for extrapolation of data.

Initially, we aimed to simulate the behavior of applications we already had access to. Therefore, we chose to simulate the barrier behavior of Bodytrack. Our first idea was to find a polynomial for each thread that represented its behavior using polynomial regression. Figure 7.1 compares the resulted data from the polynomial and the recorded execution. Unfortunately, we were only able to generate a polynomial with approximately 50% of the coefficient of determination. Thus, the polynomial was not an appropriate candidate for our methodology. Our second attempt was to use a gaussian distribution for generating barrier values. We produced a single distribution using the recoded data and plotted the results in Figure 7.2b, which shows the generated value for a single thread. Comparing it with the recorded value (Figure 7.2a), we believe this is an acceptable result for a single thread, as the gaussian assumes a normal distribution. However, this distribution would not produce accurate results for other threads, as the standard deviation found was too large to produce the results from Figure 7.2a. Therefore, after the first thread is modeled, we use a second gaussian distribution from the same set of recorded data to reproduce the expected behavior; the result is plotted in Figure 7.2c. A zoomed section of Figure 7.2 for some of the first 10 barriers of Bodytrack is depicted in Figure 7.3. Considering the limitations of replicating the data from Figure 7.2a according to a normal distribution, we believe this was a candidate for our methodology. The missing steps for psy are the experimental results and verification of the generated values. Assuming that the double gaussian model would prove acceptable, the next steps would be to simulate different input sizes from our application sets and applications that we were unable to run (e.g., Ferret). As applications require seconds of execution, and Subutai-HW handles requests in a couple of nanoseconds, the latter is idle for most of the application execution time. Thus, there is ample opportunity for employing energy-efficient schemes for reducing the consumption of Subutai-HW. Besides power-gating and dynamic frequency scaling, non-volatile memories with low power dissipation could replace our current SRAM-based SPM design.

The use of different technology designs for SPM provides some interesting research explorations. Even if the use of such technology produces slower memory accesses, we believe it would be an acceptable compromise as the application operates in orders of magnitude higher than nanoseconds. Additionally, Table 4.2 allows estimating the increase in latency for each operation of Subutai-HW. Another possible compromise is to employ a mixed solution: keep a few high-speed Subutai-HW (employing SRAM-based SPM) and complement them with low-power Subutai-HW (employing non-volatile SPM) across the system. Such a design implies the creation of an algorithm to determine the best allocation place at runtime for a given synchronization primitive.

7.2.3

Barrier-aware Policy for Schedulers intended for Parallel Applications This work proposes the CSA policy that accelerates critical sections of parallel applications. Figure 1.8 shows that CSA directly accelerates mutexes, by reducing the critical section duration in a contended scheduler scenario, and indirectly accelerates conditions, as they require mutexes for operating. The acceleration of barriers in the contended scheduler scenario is missing from this work and Figure 1.8. Although not present in this document, we believe it is a worthwhile topic of research.

As discussed in this work, barriers penalize parallel applications by blocking some threads while others are working. Thus, the use of barriers does not allow the application to be fully parallel. While some applications may choose to remove the use of barriers, others may require it. Therefore, a barrier acceleration policy on the scheduler may be proposed for the latter applications.

Our intent was to propose a simple policy initially: accelerate the threads that have not reached the instance of a barrier when a certain threshold of threads already have reached it. For instance, a threshold of 80% of threads; for 64 threads, only when 51 threads have already reached the barrier, the other 13 threads would be accelerated. For our target architecture (Section 4.1), this would not be done entirely at the software level, as the OS and scheduler are decentralized. Consequently, Subutai-HW is the component of the system that handles the barrier information. We would, then, create a new type of communication for distribution this information.

SW-only neocondition Implementation

The experimental results for neocondition discussed in Section 6.3.2.3 were limited to the Subutai system only. An implementation for the SW-only system (i.e., Linux kernel) would provide easier access to a wide range of applications to experiment. Such implementation requires modifying the kernel as well since the kernel space does not support neocondition natively, i.e., the kernel space assumes it must release and acquire a lock according to the PThreads specification.

We created a proof-of-concept neocondition implementation that is restricted to user space. There are two caveats because of the restriction to user space: (i) we utilize the poll system call with a timeout to sleep in case the condition expression was not satisfied. However, significant time is spent between the user making the system call request, and the thread going to sleep. During such a period, the condition can be satisfied, and the thread will not know. Therefore, the thread will waste the timeout period waiting for a condition that has already been satisfied; and (ii) we employ asynchronous signals from POSIX to wake up sleeping thread. The use of signals may not be the optimal tool for such a task. The implementation was verified with the Bodytrack benchmark in regard to output generated. Table 7.1 shows the execution time for both PThreads condition and SW-only neocondition for a producer-consumer benchmark. Because the application is small, it is highly susceptible to scheduler decision policies. Hence, we plot three execution times per condition type and use the fastest execution of the PThreads condition as the reference.

We tested two variants of SW-only neocondition: broadcast and signal implementations. The former sends a POSIX signal to all threads, regardless if they are waiting for the condition or not, while the latter sends the same signal just for those waiting on the condition. The variants represent a tradeoff, as only the signal version has to maintain a list of waiting threads. For the application shown in Table 7.1, the signal version is faster than the broadcast version. Nonetheless, the SW-only implementation of neocondition is not able to accelerate usages of conditions generally. Furthermore, the last execution of neocondition signal showed an astonishing overhead of execution, which results from the use of the poll system call for blocking, as discussed previously. We have used a timeout of 100 000 µs to check externally for new condition events, which is not the ideal implementation, yet it proved the feasibility of the solution regarding functionality.

7.2.5

Queue Optimizer: Scheduler-aware Hardware Queue

When executing multiple threads on the same core, more than one thread may hold a mutex variable; yet, only one of them can execute. As mutexes limit a parallel application to execute sequentially, the delay caused by an application not being able to run is consequential. This event is especially troublesome for executing multiple applications. To avoid such scenarios, we would like to extend Subutai-HW with a new module called Queue Optimizer.

The Queue Optimizer would be able to change the order of the double-linked queue used by Subutai-HW. Currently, the queue is organized according to the arrival order of the requests (i.e., a FIFO behavior). The Queue Optimizer would maintain the FIFO order only if the next thread to own the mutex can execute. For this choice, the Queue Optimizer needs to receive the decision information of the scheduler a priori. Thus, two modifications on the scheduler are required: (i) decide the current and the next thread to execute; and (ii) send this information for the associated Subutai-HW according to information recorded on the synchronization variables. Therefore, periodic packets of scheduler information for any number of Subutai-HW will be injected into the network for every scheduler event.

This scheme can avoid blocked threads from receiving mutexes while creating a new hardware module and increasing the overhead of both scheduler and interconnect network. A study is required to understand its impact on the target architecture. 

A.2 Macros

The following lines provide a number of macros that define the pointer arithmetic used for Subutai-HW. All pointer accesses should use at least one of them, as Subutai-HW normally compresses two pointers into a single memory operation. In addition, all memory access is assumed to be aligned in relation to the data structure (i.e., multiple of 2 bytes for 16 bits, multiple of 4 bytes for 32 bits, and so on); thus, the empty pointer, NULL_PTR, is defined as an improper unaligned address for a pointer. Parallel applications are essential for efficiently using the computational power of a MultiProcessor Systemon-Chip (MPSoC). Unfortunately, these applications do not scale effortlessly with the number of cores because of synchronization operations that take away valuable computational time and restrict the parallelization gains. The existing solutions either restrict the application to a subset of synchronization primitives, require refactoring the source code of it, or both. We introduce Subutai, a hardware/software architecture designed to distribute the synchronization mechanisms over the Network-on-Chip. Subutai is comprised of novel hardware specialized in accelerating synchronization operations, a small private memory for recording events, an operating system driver, and a user space custom library that supports legacy and novel parallel applications.

We target the POSIX Threads (PThreads) library as it is widely used as a synchronization library, and internally by other libraries such as OpenMP and Threading Building Blocks. We also provide extensions to Subutai intended to further accelerate parallel applications in two scenarios: (i) multiple applications running in a highly-contended scheduling scenario; (ii) remove the access serialization to condition variables in PThreads. Experimental results with four applications from the PARSEC benchmark running on a 64-core MPSoC show an average application speedup of 1.57× compared with the legacy software solutions. The same applications are further sped up to 5% using our proposed Critical Section-aware scheduling policy compared to a baseline Round-Robin scheduler without any changes in the application source code.
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  Figure 4.5 shows an entry to the double-linked queue composed of six fields. The first bit is employed to allocate/deallocate the entry. The "prev" and "next" fields are pointers to the previous and next entries, respectively, or nil if they do not exist. The 17 th bit "R" is reserved and used for memory alignment. The last 32-bit field identifies the requesting thread. The "Core ID" field is padded with zeroes because the NoC packet uses only 8-bit to identify the core.
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 611 Figure 6.11 -Comparison of latency for the procedure pthread_barrier_wait for SW-only and Subutai. The results are for T 7 for all barrier calls of poolReadyBarrier.
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 1 

1 -Breakdown of RCU usage by kernel subsystems [MBWW17].

  Take heed. You got it wrong. Admit it. Locking is _hard_.

	SMP memory ordering is HARD.
	So leave locking to the pro's. They _also_ got it wrong, but
	they got it wrong several years ago, and fixed up (...)
	This is why you use generic locking. ALWAYS.

Table 2 .

 2 1 -Overview of some memory barriers [Int17] [Lea19] [SPA93].

	Barrier	Guarantees (All (1) instructions executed prior to the barrier commit before the core execute any additional (2) instructions)	Required by ISA (x86, ARM, PowerPC, ALPHA, SPARC-{RMO, PSO, TSO})
	LoadLoad	(1) Load; (2) Load	ARM, PowerPC, ALPHA, SPARC-RMO
	LoadStore (1) Load; (2) Store	ARM, PowerPC, ALPHA, SPARC-{RMO, PSO}
	StoreStore (1) Store; (2) Store	ARM, PowerPC, ALPHA, SPARC-{RMO, PSO}
	StoreLoad (1) Store; (2) Load	x86, ARM, PowerPC, ALPHA, SPARC-{RMO, PSO, TSO}

Table 2 .

 2 2 establishes the use of memory barriers for the locking and unlocking operations on different ISAs for the GNU implementation of the standard C library. The acquire barrier is comprised of LoadLoad and LoadStore barriers. The release barrier is comprised of LoadStore and StoreStore[START_REF] Howells | LINUX KERNEL MEMORY BARRIERS[END_REF]. The full barrier is the combination of all barriers presented in Table2.1. However, it is important to state that the barriers of Table2.1 are only applied when the architecture requires them. For instance, the x86 architecture applies only the StoreLoad barrier for the full memory barrier mentioned in Table2.2.

	Table 2.2 -Memory barriers used by some PThread implementations for mutexes. Adapted
	from [Boe07]		
	Environment	lock memory barrier unlock memory barrier
	glibc 2.4 Itanium	full	full
	glibc 2.4 x86	full	full
	glibc 2.4 ALPHA	acquire	release
	glibc 2.4 PowerPC	acquire	release

  [START_REF] Marejka | Atomic SPARC: Using the SPARC Atomic Instructions[END_REF]. An example of a C-like code for the CAS procedure is shown in Listing 2.8. If the operation has succeeded, Listing 2.6 -Lock-based enqueue operation. Synchronization procedures are colored red. LoadLoad and a LoadStore barrier. The other two barriers described in Table2.1 are executed when the lock is granted back by calling the unlocking procedure. Line 11 executes the other two barriers. The net effect of using lock-based procedures is represented in Figure2.4, where the blue fences represent the use of multiple memory barriers.

				Listing 2.8 -C-like code for the CAS procedure.
	#include <pthread.h> 1 int
	2 CAS(void *ptr, int expected_val, int new_val)
	void 3 {	
	4	enqueue(struct queue_item *qitem, struct queue *queue) int r;
	5	{	ATOMIC {
	6		pthread_mutex_lock(queue->q_lock); r = (int *)*ptr;
	7		queue->q_tail->qi_next = qitem; if (r == expected_val) {
	8		qitem->qi_next = NULL; r = new_val;
	9		queue->q_tail = item; (int *)*ptr = r;
	10		pthread_mutex_unlock(queue->q_lock); }
	11	}	}
	12		return (r);
	13 }	
	it means that this thread holds the lock. In this case, line 6 is executed to use two memory
	barriers: a Listing 2.7 -SPARC-RMO assembly code for locking and unlocking operations [Mar19].
		_check_lock:
			cas	[%o0],%o1,%o2	! try the CAS
			cmp	%o1,%o2
			mov	0,%o0	! assume it succeeded -return FALSE/0
			movne	%icc,1,%o0	! may have failed -return TRUE/1
			membar #LoadLoad|#LoadStore	! memory barrier (RMO)
			retl
			nop
		_clear_lock:
			membar #StoreStore|#LoadStore ! memory barrier (RMO)
			st	%o1,[%o0]	! store the word
			retl
			nop
	2.2.2.1 Scalability of Reader-Writer Locks
			Before discussing lock-free algorithms, we must address the scalability of reader-
	writer locks (rwlock), which are specialized locks for read-mostly critical sections [McK19a];

  [START_REF] Michael | Simple, Fast, and Practical Non-blocking and Blocking Concurrent Queue Algorithms[END_REF].

	1 #include <stdlib.h>	
	2		
	3 #define CAS(ptr, newval, oldval) /* compiler or library implementation */
	4		
	5 void		
	6 enqueue(struct queue_item *qitem, struct queue *queue)
	7 {		
	8	struct queue_item *last;	
	9	struct queue_item *next;	
	10		
	11	while (1) {	
	12	last = queue->q_tail;	/* bug */
	13	next = last->qi_next;	
	14	if (last == queue->q_tail) { /* bug */
	15	if (next == NULL) {
	16	if (CAS(last->qi_next, item, next) == item) {
	17		CAS(queue->q_tail, item, last);
	18		return;
	19	}	
	20	} else	
	21	CAS(queue->tail, next, last);
	22	}	
	23	}	
	24 }		

Table 2 .

 2 3 -An execution scenario from Listing 2.11[START_REF]Lock-free FIFO queue implementation[END_REF].

	Time	Execution	Queue state	Comment
	1	Thread1: pushes A and then B	Head: A, Tail: B	A and B are arbitrary nodes
				Thread1 executes lines 8 to
		Thread1: executes dequeue		13 from Listing 2.11. For this
	2	procedure lines 8 to 13; Scheduled before	Head: A, Tail: B	thread, qi variable is A and next variable is B and it is
		executing line 14		about to atomically change
				queue->q_head from A to B
	3	Thread2: pops A and then B	Head: nil, Tail: nil	Queue is empty after Thread2 has executed
	4	Thread2: pushes A again and a new node C	Head: A, Tail: C	C is an arbitrary node
				Thread1 tries and achieves
	5	Thread1: Continues ex-ecution from line 14	Head: B, Tail: nil B is a wild pointer; C is lost	the atomic change of queue->q_head from A to B. Yet, node B is not present in the queue anymore and the
				pointer to node C is lost.

Table 3 .

 3 

	Mutex	Scalable	Fair	Sleeps Size
	mutex	OS-dependent OS-dependent Yes ≥ 3 words
	spin_mutex	No	No	No	1 byte
	queuing_mutex	Yes	Yes	No	1 word

1 -Traits and behavior of mutexes. Based on [Rei07] [Int19d].

Table 3 .

 3 2 -Memory barriers used by some PThreads implementations for spinlocks. Adapted from[START_REF] Boehm | Reordering Constraints for Pthread-style Locks[END_REF].

	Environment	lock memory barrier unlock memory barrier
	glibc 2.4 Itanium	full	release
	glibc 2.4 x86	full	release
	glibc 2.4 ALPHA	acquire	release
	glibc 2.4 PowerPC	acquire	release
	FreeBSD 6.1 Itanium	acquire	acquire
	FreeBSD 6.1 x86	full	full

Table 3 .

 3 [START_REF] Mondal | Broadcast-and Power-Aware Wireless NoC for Barrier Synchronization in Parallel Computing[END_REF] -Unsuccessful firing rules attempts and its reasons[START_REF] Martin | Notifying Memories: a case-study on Data-Flow Applications with NoC Interfaces Implementation[END_REF].

	Video		Useless	Empty	Full
	Sequence	Format	attempt	input FIFO	output FIFO
	Akiyo	CIF	42.7%	63.7%	36.3%
	Parkjoy	720p	21.3%	90.8%	9.2%
	Foreman	CIF	34.8%	90.7%	9.3%
	Coastguard	CIF	27.8%	98.4%	1.6%
	Stefan	CIF	25.9%	83.3%	16.7%
	Bridge far	QCIF	23.8%	38.4%	61.6%
	Ice	4CIF	45.6%	70.4%	29.6%

Table 3 .

 3 5 -Notification memory gain for decoding 10 frames of five video sequences[START_REF] Martin | Notifying Memories: a case-study on Data-Flow Applications with NoC Interfaces Implementation[END_REF].

	Video Sequence Format	Throughput Latency	Injection Switch rate conflicts number Flits
	Bridgefar	QCIF	+15.53%	-73,96% -45,80% -71,38% -54,22%
	bus	CIF	+2.84%	-73,79% -53,40% -72,90% -54,73%
	grandma	QCIF	+16.79%	-68,96% -60,78% -85,50% -67,36%
	foreman	CIF	+14.26%	-78,41% -46,81% -72,86% -54,39%
	ice	4CIF	+15.41%	-78,44% -50,53% -75,33% -58,16%

  Listing 3.5 -Example of Dataflow application flow. Adapted from [MRSD16].

	#include <stdlib.h>	
	struct df_fifo {	
	size_t	df_writer, df_reader;
	size_t #include <immintrin.h> void #include <pthread.h> size_t	df_nb_readers; *df_data; df_data_len;
	struct data { };	
	unsigned int pthread_mutex_t *lock; status; struct df_fifo *fifo_in_1, *fifo_in_2;
	void #define FIFO_OUT_SZ }; struct df_fifo *fifo_out; *data;	256
	void /* returns the number of tokens on the FIFO */ data_init(struct data *dt); size_t
	void nb_tokens(const struct df_fifo *fifo);
	func(void) void { fire(void) struct data dt; {	
	again:	
	if (nb_tokens(fifo_in_1) >= 64 && nb_tokens(fifo_in_2) >= 1 &&
	(FIFO_OUT_SZ -nb_tokens(fifo_out)) > 64) {
	/* execute firing action */
	}	
	else	
	goto again;
	}	

data_init(&dt); dt.status = _xbegin(); if (dt.status == _XBEGIN_SUCCESS) { /* critical section start */ /* critical section end */ _xend(); } else { /* fallback path */ pthread_mutex_lock(dt.lock); /* critical section start */ /* critical section end */ pthread_mutex_unlock(dt.lock); } }

Table 3 .

 3 6 -Related work summary.

	Solution	Orientation	Requirements	Legacy code compatible	Uses PThreads	Target data synchronization	Experimen-tal results
	PThreads	Software	Latency	No	Yes	Barrier, Condition, Mutex	Many real applications
	OpenMP	Software	Latency and application model	No	Yes (libgomp)	Atomic, Barrier, Mutex	Many real applications
	TBB	Software	Latency and application model	No	Yes (Linux)	Atomic, Condition, Mutex	Many real applications
	RCU	Software	Latency	No	May use	RWMutex	Linux kernel
	Boehm	Software	Latency and correctness	Maybe	Yes	Mutex	Synthetic microbenchmark
	France-Pillois et al.	Software	Latency	Yes	Indirectly (OpenMP)	Barrier	IS and microbenchmarks
	HTM	Mixed	Latency	Maybe	May use (recommended)	Mutex	Indirectly (PThreads)
	MCAS	Mixed	Latency and area	No	No	Atomic	Synthetic microbenchmarks
	CASPAR	Hardware	Latency	Yes	No	Atomic	Applications and microbenchmarks
	Hardware-based barrier	Mixed	Latency and area	No (Not addressed)	Indirectly (OpenMP)	Barrier	Synthetic microbenchmarks
	Notifying Memories	Hardware	Latency, applica-tion model, area	Yes	May use (spinlock)	Spinlock	MPEG-4 decoder
	Subutai	Mixed	Latency and area	Yes	Yes	Barrier, Condition, Mutex	PARSEC and microbenchmarks

Table 3 .

 3 7 -Related work key contribution.

	Solution	Key contribution
	PThreads	Cross operating system support for multithreaded application via standardized POSIX interface
	OpenMP	API specification for portable multithreaded ap-plication using the fork-join programming model
	TBB	Library for parallel programming that provides a higher level of abstraction compared to PThreads and OpenMP
	RCU	Block-free read access to shared data even when the data is being updated
	Boehm	Relaxing PThreads reordering con-straints for a subset of the C language
	France-Pillois et al.	Optimize the release procedure for the GNU OpenMP library
	HTM	Abstraction that provides the transaction con-cept for running atomically blocks of code
	MCAS	CAS procedure that operate over a range of memory positions at the same time
	CASPAR	Execution of multiple CAS operations in parallel using specialized hardware
	Hardware-	Multiple hardware solutions for
	based barrier	hardware-based barrier synchronization
	Notifying	Hardware-accelerated notification for
	Memories	firing rules of data-flow applications

  have seen the glint in their eyes when they discuss optimization techniques that you would not want your children to know about! Peter Zijlstra and Paul McKenney: page-table walkers vs memory order Subutai is a synchronization solution for legacy and novel parallel applications.Subutai is comprised of a software/hardware co-design to perform fast synchronization operations. Figure4.1 highlights the components of Subutai for a general-purpose computing stack.

		Userspace Applications		
	Shell	Web Browser	Video Coding	SQL Server	Virtual Manager Machine	...
		Application Program Interface		
			Userspace Libraries		
	C Standard Library	PThreads Library Interface PThreads Library Implementation	OpenMP Library	Ncurses Library	Libevent Library	...
			System Call Interface		
			Operating System Device Drivers		
	Virtual File system	Network system	Scheduler	Virtual Memory	Synchronizat ion	...
		Architecture-specific Interface		
			Physical Devices		
	Timers	Memory	Network Interface (on-chip)	Storage Disk	Digital Audio Synthesizer	...

Table 4 .

 4 1 -Latency of essential queue procedures. m = memory latency.

	Queue procedure	Best response time	Worst response time
	pop_free_queue	2m	4m
	pop_synch_queue	3m	7m

Table 4 .

 4 2 -Latencies of Subutai-HW states. c = cycle latency, m = memory latency, n = number of synchronization variables handled by Subutai-HW, ρ = number of threads on a barrier.

	State	Best response time	Worst response time	Packet Injection
	Allocation	4m + 1c	(n × 1m) + 3m + 1c	(n × 1m) + 1m + 1c
	Deallocation	3m	3m	None
	Mutex Lock	2m + 1c	11m	2m + 1c
	Mutex Unlock	2m	10m + 1c	2m + 1c
	Barrier Wait	7m	(1m + 1c) + ρ × (11m + 3c)	(1m + 1c) + (12m + 4c) + (23m + 7c) ... = (1m + 1c) + ρ × (11m + 3c)
	Condition Wait	5m + 1c + Mutex Unlock	10m + 1c + Mutex Unlock	None
	Condition Broadcast	1m	18m + 1c	11m + 1c
	Condition Signal	1m	29m + 2c	11m + 1c

Table 4 .

 4 3 -Latency of Subutai-HW states with parameters c = 1ns, m = 2ns, n = 4, ρ = 63, FSMentry = 4ns, and FSMexit = 1ns.

	State	Best response time (empty queue)	Worst response time (queued)	Packet Injection Best Worst
	Allocation	14 ns	20 ns	10 ns	15 ns
	Deallocation	11 ns	11 ns		None
	Mutex Lock	10 ns	27 ns	None	10 ns
	Mutex Unlock	9 ns	26 ns	None	12 ns
	Barrier Wait	19 ns	1583 ns	None 7, 32, 57, . . . ns
	Condition Wait	20 ns	47 ns		None
	Condition Broadcast	7 ns	42 ns	None	27 ns
	Condition Signal	7 ns	65 ns	None	27 ns

Table 4 .

 4 .4. Listing 4.4 -The pthread_mutex_t employed by the Subutai Solution. 4 -Cache space reduction of synchronization primitives.

	1 #include <stdint.h>		
	2			
	3 #define __PTHREAD_NI_DST(val)	(((val) >> 24) & 0x7F)
	4 typedef struct {		
	5	uint32_t	__synch_id;
	6 } pthread_mutex_t;		
		Synchronization Primitive	GLibC x86-64 (bytes)	Subutai (bytes)	Reduction (Percentage)
		mutex		40	4	90%
		barrier		32	4	87.5%
		condition		48	4	91.7%

  12 2 13 2 14 2 15 2 16 2 17 2 18 2 19 2 20 2 21 2 22 2 23 2 24 225 

										55.78%			Bodytrack x1 Bodytrack x4	
													Bodytrack x8	
	Time in critical section (%)	1.70% 0.72% 0.44%	38.04% 16.15% 10.41%	25.40% 12.04% 6.88%	9.62% 4.11% 2.76%	4.99% 2.08% 1.38%	2.98% 1.50% 0.95%	1.22% 0.62% 0.51%	1.17% 0.62% 0.71%	43.65% 2.94%	3.39% 8.10% 9.02%	4.05% 4.54% 4.54%	2.16% 2.74% 3.19%	1.25% 1.60% 1.91%	0.56% 0.86% 0.86%	0.52% 0.68% 0.66%
								Time (ns)						

  5 2 6 2 7 2 8 2 9 2 10 2 11 2 12 2 13 2 14 2 15 2 16 2 17 2 18 2 19 2 20 2 21 2 22 2 23 2 24 2 25

																Bodytrack x1	
																Bodytrack x4	
		47.91%														Bodytrack x8	
	Time sleeping (%)	33.95% 30.19%																			21.40% 24.14%
		0.03% 0.01% 0.00%	0.01% 0.00% 0.01%	0.03% 0.00% 0.01%	0.04% 0.01% 0.00%	0.13% 0.03% 0.08%	0.24% 0.15% 0.05%	0.30% 0.12% 0.12%	0.35% 0.19% 0.11%	0.34% 0.27% 0.20%	0.35% 0.52% 0.48%	0.51% 0.66% 0.70%	1.06% 1.37% 1.81%	1.87% 2.71% 2.94%	3.61% 5.85% 6.39%	4.64% 3.90% 3.48%	6.24% 4.67% 4.84%	7.80% 5.69% 6.20%	8.49% 7.92% 8.09%	6.05% 10.59% 10.16%	10.01%
										Time (ns)								

Table 5 .

 5 1 -Impact of CSALimit on the Bodytrack application set employing a timeslot of 1ms. CS = Critical Section.

	Application set	Schedule requests (not CS)	Schedule requests (CS)	CSA (CS)	RR (CS)
	Bodytrack ×4	305517	CSA (CS) +	15267 1558
	Bodytrack ×8	323379	CSA (RR)	15274 1274

Table 5 .

 5 2 -Complexity of neocondition states. c = cycle latency, m = memory latency, n = number of synchronization variables handled by Subutai-HW, = number of threads on a neocondition.

	State	Best response time	Worst response time	Packet Injection
	Neocondition seqnum	1m + 1c	1m + 1c	1m + 1c
	Neocondition wait	1m + 2c	11m	1m + 2c
	Neocondition signal	2m + 1c	10m + 1c	10m + 1c
	Neocondition broadcast	2m + 1c	2m + 1c + × (10m + 1c)	(13m + 1c) + (23m + 2c)+ (33m + 3c) ...
	Section 4.2 requiring 11 memory operations (i.e., allocate a queue entry and enqueue it on
	the neocondition queue).		

Table 6 .

 6 1 -Simulation time for some NoC simulators executing 1 second of simulated time without injecting packets.

	NoC Simulator	Injected packets	Simulated time	Simulation time (Xeon W3520 @2.67GHz)	Simulation time (Xeon E5-2660 v3 @3.3GHz)
	ShoC	0	1 second	3 078m49s	2 532m37s
	Noxim	33 1	1 second	477m38s	341m29s
	Noxim-XT	36 1	1 second	1 296m45s	1 402m50s
	Capgras	189 2	1 second	0m 7s	0m 7s
	1. Noxim does not allow 0% injection rate; hence, we employed an injection rate of 1 × 10 -9 %.	
	2. 63 packets from Thread			

0 to all other cores to create additional 63 threads. Then, 126 packets from and to Thread 0 for join operation (i.e, pthread_join).

Table 6 .

 6 [START_REF] Fernandes | Least-Squares Approximation Surfaces for High Quality Intra-Frame Prediction in Future Video Standards[END_REF] -Synthesis results for Subutai-HW and SPM using 28 nm SOI.

	Components	Area (µm 2 )	Technology	Overhead
	Basic NI	13 539.23	28 nm	-
	Subutai FSM	2626.21	28 nm	19 %
	SPM	3702	28 nm	27 %
	Basic NI + Subutai-HW (FSM + SPM)	19867.44	28 nm	46 %

Table 6 .

 6 7 -State-of-the-art area consumption.

			HTM [SDS08]	MCAS [PKMS17]	Abellán et al. [AFA + 12]	Notifying Memo-ries [MRSD16]	Subutai
	Area per core (mm 2 )	0.32800	0.01824	0.00022	0.00534	0.00262
	Additional area per core (mm 2 )	0.01560	No	No	No	0.00370
	Target fre-quency (GHz)	Not addressed	3.40	0.62	0.50	1.00
	Target system	8-core	32-core	64-core	12-core	64-core
	Technology (nm)	65	14 (scaled)	45	65	28
	Technique	Estimation	Synthesis	Synthesis	Synthesis	Synthesis
	Overhead				
	for a 64-core	5.497 %	0.291 %	0.003 %	0.008 %	0.010 %
	400mm 2 chip				
	6.3.2	PARSEC Experimental Results		

Table 6 .

 6 8 -Detailed execution time (ns) and the speedup for the application set executing on 16 cores.

				16		
	Application	Type	Thread 0	Thread 7
			SW-only	Subutai	SW-only	Subutai
		Processing*	2.1 × 10 9	2.1 × 10 9	14.0 × 10 9	14.0 × 10 9
		Synch. Wait	26.7 × 10 9	14.8 × 10 9	3.6 × 10 9	3.0 × 10 9
		Synch. NoC	-	0.6 × 10 4	-	1.0 × 10 4
	Bodytrack	Subutai-HW	-	2.4 × 10 4	-	4.6 × 10 4
		Scheduler	-	-	-	-
		Total	28.8 × 10 9	16.9 × 10 9	17.6 × 10 9	17.0 × 10 9
		Speedup	1×	1.71×	1×	1.04×
		Processing*	0.1 × 10 9	0.1 × 10 9	9.2 × 10 9	9.2 × 10 9
		Synch. Wait	42.2 × 10 9	19.9 × 10 9	15.4 × 10 9	10.7 × 10 9
		Synch. NoC	-	0.3 × 10 4	-	30.1 × 10 4
	Streamcluster	Subutai-HW	-	0.4 × 10 4	-	27.9 × 10 5
		Scheduler	-	-	-	-
		Total	42.3 × 10 9	20.0 × 10 9	24.6 × 10 9	19.9 × 10 9
		Speedup	1×	2.11×	1×	1.24×
		Processing*	28.7 × 10 9	28.7 × 10 9	1.9 × 10 9	1.9 × 10 9
		Synch. Wait	5.8 × 10 9	1.4 × 10 9	1.3 × 10 9	7.0 × 10 6
		Synch. NoC	-	5.9 × 10 5	-	5.3 × 10 3
	x264	Subutai-HW	-	3.9 × 10 5	-	4.5 × 10 3
		Scheduler	6.1 × 10 9	5.9 × 10 9	1.5 × 10 6	9.7 × 10 5
		Total	40.6 × 10 9	36.0 × 10 9	4.1 × 10 9	3.1 × 10 9
		Speedup	1×	1.13×	1×	1.32×
		Processing 12.5 × 10 10 12.2 × 10 10 1.04 × 10 10 1.04 × 10 10
		Synch. Wait	13.9 × 10 9	12.8 × 10 9	34.7 × 10 9	32.8 × 10 9
		Synch. NoC	-	2.6 × 10 5	-	3.9 × 10 4
	Facesim	Subutai-HW	-	3.3 × 10 5	-	5.7 × 10 4
		Scheduler	-	-	-	-
		Total 13.9 × 10 10 13.6 × 10 10 13.9 × 10 10 13.6 × 10 10
		Speedup	1×	1.02×	1×	1.02×
	Synch. = Synchronization.				

Table 6 .

 6 [START_REF] Sanchez | 3D-HEVC depth maps intra prediction complexity analysis[END_REF] -Detailed execution time (ns) and the speedup for the application set executing on cores.

				32		
	App.	Type	Thread 0	Thread 7
			SW-only	Subutai	SW-only	Subutai
		Processing*	2.2 × 10 9	2.2 × 10 9	14.0 × 10 9	14.0 × 10 9
		Synch. Wait	30.1 × 10 9	16.0 × 10 9	6.6 × 10 9	4.6 × 10 9
		Synch. NoC	-	1.4 × 10 4	-	1.0 × 10 4
	Bodytrack	Subutai-HW	-	4.5 × 10 4	-	8.9 × 10 4
		Scheduler	-	-	-	-
		Total	32.2 × 10 9	18.2 × 10 9	20.6 × 10 9	18.6 × 10 9
		Speedup	1×	1.78×	1×	1.11×
		Processing*	0.1 × 10 9	0.1 × 10 9	5.4 × 10 9	5.4 × 10 9
		Synch. Wait	64.7 × 10 9	23.7 × 10 9	26.8 × 10 9	18.4 × 10 9
		Synch. NoC	-	0.8 × 10 4	-	35.4 × 10 4
	Streamcluster	Subutai-HW	-	0.8 × 10 4	-	67.1 × 10 5
		Scheduler	-	-	-	-
		Total	64.8 × 10 9	23.8 × 10 9	32.2 × 10 9	23.8 × 10 9
		Speedup	1×	2.71×	1×	1.36×
		Processing*	31.0 × 10 9	31.0 × 10 9	2.1 × 10 9	2.1 × 10 9
		Synch. Wait	6.0 × 10 9	2.9 × 10 9	3.1 × 10 9	1.1 × 10 9
		Synch. NoC	-	1.1 × 10 6	-	8.1 × 10 3
	x264	Subutai-HW	-	7.4 × 10 5	-	4.1 × 10 3
		Scheduler	4.4 × 10 9	4.0 × 10 9	5.4 × 10 8	1.1 × 10 6
		Total	41.4 × 10 9	37.9 × 10 9	5.8 × 10 9	3.1 × 10 9
		Speedup	1×	1.09×	1×	1.87×
		Processing 11.0 × 10 10 10.8 × 10 10 10.0 × 10 10	9.8 × 10 10
		Synch. Wait	41.7 × 10 9	29.4 × 10 9	51.6 × 10 9	40.3 × 10 9
		Synch. NoC	-	8.9 × 10 5	-	1.4 × 10 5
	Facesim	Subutai-HW	-	6.1 × 10 5	-	1.1 × 10 5
		Scheduler	-	-	-	-
		Total 15.2 × 10 10 13.8 × 10 10 15.2 × 10 10 13.8 × 10 10
		Speedup	1×	1.10×	1×	1.10×
	Synch. = Synchronization.				

Table 6 .

 6 10 -Detailed execution time (ns) and the speedup for Bodytrack and Streamcluster executing on 64 cores.

				64		
	Application	Type	Thread 0	Thread 7
			SW-only	Subutai	SW-only	Subutai
		Processing*	2.8 × 10 9	2.8 × 10 9	16.8 × 10 9	16.8 × 10 9
		Synch. Wait	50.2 × 10 9	27.1 × 10 9	22.7 × 10 9	13.1 × 10 9
		Synch. NoC	-	3.6 × 10 4	-	2.0 × 10 4
	Bodytrack	Subutai-HW	-	8.0 × 10 4	-	17.9 × 10 4
		Scheduler	-	-	-	-
		Total (ns)	53.0 × 10 9	29.9 × 10 9	39.5 × 10 9	29.9 × 10 9
		Speedup	1×	1.77×	1×	1.32×
		Processing*	0.2 × 10 9	0.2 × 10 9	30.0 × 10 9	30.0 × 10 9
		Synch. Wait 214.9 × 10 9	97.3 × 10 9 117.7 × 10 9	67.3 × 10 9
		Synch. NoC	-	2.3 × 10 4	-	17.1 × 10 4
	Streamcluster	Subutai-HW	-	1.7 × 10 4	-	1.6 × 10 7
		Scheduler	-	-	-	-
		Total (ns) 215.1 × 10 9	97.5 × 10 9 147.7 × 10 9	97.3 × 10 9
		Speedup	1×	2.20×	1×	1.52×
		Processing*	35.9 × 10 9	35.9 × 10 9	2.1 × 10 9	2.1 × 10 9
		Synch. Wait	3.8 × 10 9	2.1 × 10 9	3.7 × 10 9	2.2 × 10 9
		Synch. NoC	-	2.2 × 10 6	-	7.6 × 10 3
	x264	Subutai-HW	-	1.4 × 10 6	-	4.0 × 10 3
		Scheduler	4.8 × 10 9	4.2 × 10 9	3.4 × 10 4	1.1 × 10 6
		Total (ns)	44.5 × 10 9	42.2 × 10 9	5.8 × 10 9	4.3 × 10 9
		Speedup	1×	1.05×	1×	1.71×
		Processing 13.7 × 10 10 11.9 × 10 10 10.5 × 10 10 10.0 × 10 10
		Synch. Wait	73.4 × 10 9	46.7 × 10 9 10.5 × 10 10	65.5 × 10 9
		Synch. NoC	-	2.3 × 10 6	-	1.4 × 10 5
	Facesim	Subutai-HW	-	1.1 × 10 6	-	6.6 × 10 4
		Scheduler	-	-	-	-
		Total (ns) 21.0 × 10 10 16.6 × 10 10 21.0 × 10 10 16.6 × 10 10
		Speedup	1×	1.27×	1×	1.27×
	Synch. = Synchronization.				

Table 6 .

 6 11 -Characteristics of the application set executing on CSA (CS = Critical Section; all data are averages achieved for all applications).

	Application set	Schedule events (not CS)	Schedule events (CS) CSA (CS) RR (CS)	Avg Sum of CS 1
	Bodytrack ×8	323379	15274	1274	145.23 ms
	Streamcluster ×8	1292934	3417	0	1.71 ms
	x264 ×8	203047	18856	0	17.83 ms
	Facesim ×3	5196538	378250	52115	3355.40 ms
	1				

Table 6 .

 6 [START_REF]AFA +[END_REF] -Unfairness metric for CSA and RR schedulers (lower is better).

	Application set	SW-only RR CSA	Subutai RR CSA
	Bodytrack ×8 1.04	1.04	1.16	1.15
	Streamcluster ×8 1.11	1.11	1.19	1.19
	x264 ×8 1.27	1.24	1.12	1.20
	Facesim ×3 1.23	1.01	1.01	1.02
	mix ×8 2.00	1.71	1.88	1.83

Table 7 .

 7 1 -The software exploration of neocondition: execution time of PThreads condition and SW-only neocondition.

	Application	Type	Execution runtime Overhead
		PThreads condition	23 844µs	Reference
	Producer-consumer	PThreads condition	27 405µs	14.9%
		PThreads condition	37 130µs	55.7%
		Neocondition broadcast	46 290µs	94.1%
	Producer-consumer	Neocondition broadcast	47 459µs	99.0%
		Neocondition broadcast	50 324µs	111.0%
		Neocondition signal	32 890µs	37.9%
	Producer-consumer	Neocondition signal	33 611µs	40.9%
		Neocondition signal	242 488µs	1016.9%

  Les applications parallèles sont essentielles pour utiliser efficacement la puissance de calcul des systèmes multi-processeurs (MPSoC). Cependant, ces applications ne s'adaptent pas sans effort au nombre de coeurs à cause des opérations de synchronisation qui limitent les gains de parallélisation. Les solutions existantes soit se restreignent à un sous-ensemble de primitives de synchronisation, soit nécessitent de modifier le code source de l'application, ou les deux. conçue pour distribuer les mécanismes de synchronisation sur le réseau sur puce, tout en restant compatible avec le code source originel. Subutai est composé d'un matériel spécialisé dans l'accélération des opérations de synchronisation, une mémoire privée, un pilote de système d'exploitation et une bibliothèque personnalisée.Nous ciblons la bibliothèque POSIX Threads (PThreads), largement utilisée comme bibliothèque de synchronisation native et en interne par d'autres bibliothèques telles que OpenMP ou TBB. Nous fournissons aussi des extensions à Subutai destinées à accélérer encore davantage les applications dans deux cas: (i) plusieurs applications dans un contexte d'exécution fortement disputé; et (ii) sérialisation d'accès pour les variables condition dans PThreads. Les résultats expérimentaux sur quatre applications du benchmark PARSEC fonctionnant sur un MPSoC à 64 coeurs montrent une accélération moyenne des applications de 1,57× par rapport à des solutions purement logicielles. Une accélération de 5% en plus est obtenue en utilisant notre politique d'ordonnancement Critical Section-aware comparée à un ordonnanceur Round-Robin de base.

	Nous	présentons	Subutai,	une	solution
	logiciel/matériel			

Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo CadoreCataldo 2019 

The use, for instance, of GCC atomic builtin operations imply full memory barriers[START_REF]5.44 Built-in functions for atomic memory access[END_REF].Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo Cadore Cataldo

Although some authors use the term 'processor' to designate the processing unit, instead of 'core,' we emphasize that they are equivalent for the purposes of this work.Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo CadoreCataldo 2019 

Some implementations choose to swap the order of the second and third parameters (for instance, Listing 2.9). Regardless, the operation is the same.

As shown in Listing 2.7, the _check_lock and _clear_lock procedures can add instructions of their own to the critical section. However, the number of instructions added is restricted; otherwise, they will not provide acceptable performance.

The chosen programming language is responsible for this bug -the algorithm description is correct.Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo CadoreCataldo 2019 

Also independently invented by other researchers[START_REF] Mckenney | Is Parallel Programming Hard, And, If So, What Can You Do About It?[END_REF].Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo CadoreCataldo 2019 

LibC is an implementation of the standard C libraries.Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo Cadore Cataldo

As stated by the official manual: "In a strict sense, this is not an accurate name, because a mutex limits execution to one thread at a time"[START_REF]Mutex Flavors[END_REF].

MCAS can be simulated in a transaction on HTM-enabled hardware; yet, it may not perform the same as the hardware implementation. For example, a transaction can abort in situations that MCAS would not.

Excluding the idle thread.Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo CadoreCataldo 2019 

In the next section, we will describe a metric capable of quantitatively compare the schedule fairness for a set of processes.

Accesses to condition and, therefore, to the mutex associated with it, may vary according to the situation the threads were scheduled.

Here, we are comparing only the latency to access to the shared data, and not the full process (i.e., lock acquiring, data access, and lock releasing). For the latter case, concurrent access may be faster.

[START_REF] Apple | Mac OS X Manual Page For pthread_cond_signal(3)[END_REF] is based on the 1996 POSIX standard where the spurious wakeup is not explicitly mentioned.Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo CadoreCataldo 2019 

For our evaluation, the execution time for an application set is determined by the last application to finish; thus, it is not enough to accelerate one of the applications in the set.Subutai : Distributed synchronization primitives for legacy and novel parallel applications Rodrigo CadoreCataldo 2019 

List of Listings

Table 3.3 -Gains for the release phase on TSAR and Alpha architectures [START_REF] France-Pillois | Optimization of the GNU OpenMP Synchronization Barrier in MPSoC[END_REF].

The authors provide experimental results on IS, which is a real application from the NAS benchmark. The gain on the total time spent in the release phase is 42.5%, while on the total execution time of the same application was 12.9%. Listing 3.3 -Lock-free CAS algorithm [START_REF] Patel | A Hardware Implementation of the MCAS Synchronization Primitive[END_REF]. task waiting for an event and possibly many futex_q per futex. Besides, the same bucket can be shared by different futexes, as shown in Figure 4.7 [START_REF] Hart | A futex overview and update[END_REF]. 

Subutai Implementation

The new software implementation is much simpler than the glibc implementation as the processing is offloaded to Subutai-HW. Consequently, the synchronization library is transformed to act as the link between the user application and the hardware. The ... The example provided by Listing 5.1 allows us to explore two interesting characteristics of conditions in the next sections. Firstly, the example shows the use of locking for waiting on a condition, yet no locking is done for the notification (i.e., pthread_cond_broadcast and pthread_cond_notify). This will be explored in Section 5.2.1.1. Secondly, we discuss in Section 5.2.1.2 the requirement of a repeatedly looping (i.e., while statement) for the condition due to the absence of calls reciprocity.

Interrupt

IO read System call exit

to the cmd variable. Thus, we postulate that workDispatch is a lock exclusively used for the condition variable. hardware simulation model, increase the time for design exploration making prohibitive the entire system simulation [START_REF] Butko | Accuracy Evaluation of GEM5 Simulator System[END_REF] [GPD + 14]. A single detailed simulation on Gem5 for PARSEC applications goes from 7.5 hours (Blackscholes application) up to 108 hours (x264 application) on a multicore system comprised of 8 cores [START_REF] Cataldo | Design and Exploration of 3D MPSoCs with on-Chip Cache Support[END_REF]. Our target architecture, comprised of 64 cores, makes the simulation significantly slower 1 , making it prohibitive for benchmarking.

Therefore, we employ Gem5 to collect essential information to create a dynamic trace, which can be simulated significantly faster. The same approach has been used extensively with Gem5 [BGO + 15] [NSM + 15] [NBSG17]. In fact, our trace approach is very similar to Butko et al. [BGO + 15]; the traces identify the functions that do and do not depend on synchronization primitives. Accordingly, we can simulate all synchronization primitives and understand their impact on the rest of the code. Figure 6.1 shows the methodology flow of our experimental setup in four steps. The first step of our setup is the application execution using Gem5 in full-system simulation mode to provide an accurate characterization of the application. We run the entire PARSEC application utilizing the simmedium input size.

Full system Gem5

Subutaisimulator

The second step is the application execution trace, from start to finish, as the sequential portions of code can hinder the real speedup of any parallel application [START_REF] Southern | Deconstructing PARSEC Scalability[END_REF] (c.f. Figure 1.1). The application trace provides the execution times between synchronization calls and the number and execution time of each synchronization call. The trace is further 1 Gem5 is a single thread application; thus every additional core that has to be simulated will increase the simulation time. (1) Every packet is counted as an independent event. Therefore, for a 64 barrier, for instance, 64 events are generated for waiting on a barrier, and another 64 events are generated for releasing them, as we do not support broadcast on the interconnect fabric. Table 6.5 shows the number of synchronization primitives utilized for the core workflow of each application in our set. Facesim and x264 use approximately a hundred of primitives, while Bodytrack and Streamcluster are limited to half a dozen. Only the Facesim application changes the number of primitives according to the number of threads instantiated. Besides, no barrier variables are employed in Facesim and x264; thus, it justifies the absence of barrier calls in Table 6.4. The next sections describe the high-level implementation details of our application set. Their description is based on Bienia et al. work [START_REF] Bienia | The PARSEC Benchmark Suite: Characterization and Architectural Implications[END_REF] and the implementation provided by PARSEC. We target an agnostic solution in terms of the application domain; hence, we only focus on the communication model. Bodytrack and Streamcluster use barrierbased synchronization for synchronizing threads on a predetermined code point. Thus, they are both highly susceptible to delays, as all threads are blocked until the slowest one reaches Next, we describe the application characteristics that explain the range of speedup values obtained with our solution.

Bodytrack and Streamcluster

We have decided to analyze Bodytrack and Streamcluster in a single place as they share interesting similarities. Both of them share the following characteristics: (i) they utilize barrier-based synchronization control; (ii) they utilize all synchronization primitives we support in this work; (iii) their 'master' thread is almost entirely controlled by the use of synchronization primitives.

The use of barrier-based control for synchronization heavily penalizes a parallel application. The reason for this penalization is two-fold: (i) a thread that enters a barrier is blocked until all other threads also joins the barrier; thus, this thread does not perform useful computation during the blocked time, decreasing the parallelism of the application; and (ii) as the barrier is released only after the last, and, therefore, the slowest, thread enters the barrier, the application always run on the worst-case scenario when employing barriers. In We employ multiple implementations of the producer-consumer problem to benchmark the performance of different synchronization primitives. We developed three versions of one producer and many consumers design based on three essential primitives: mutex, barrier, and condition. Such a problem allows us to trace the performance of a single primitive at a time. Table 6.13 shows the average absolute time of SW-only and Subutai for these primitives. Table 6.13 -Results for one producer and many consumer applications running with six threads.

Synchronization

Event type Avg. Subutai significantly speeds up every synchronization primitive compared to the SW-only implementation. The comparison is made from the application perspective. For instance, the Condition Broadcast and Mutex Unlock scenarios have no response packet for Subutai; consequently, Subutai can return to the application immediately after the request packet is sent. Thus, the processing is offloaded to the hardware, and the primitive is handled faster from the caller perspective.

The SW-only implementation depends on the following costs to handle synchronization primitives: (i) context switching; (ii) synchronization for queue operations; and (iii) kernel space switching. Item (i) is reduced in Subutai by using a distributed OS. As mentioned in Section 4.1, we exploit a decentralized and distributed scheduler for thread manipulation. Additionally, as shown in Section 3.1.1, every group of PThreads handled by Subutai needs thread manipulation for blocking. Item (ii) is reduced by offloading all queue operations to hardware. Finally, item (iii) is not present in our OS; on the other hand, Subutai adds the cost of I/O operations to deal with Subutai-HW, which is not present in the software solution. Nonetheless, these factors explain the gains shown in Table 6.13.

Appendix A -SUBUTAI-HW PSEUDO-CODE IMPLEMENTATION

The essential Saltes of Animals may be so prepared and preserved, that an ingenious Man may have the whole Ark of This Appendix provides a pseudo-code implementation of the most important procedures provided by Subutai-HW. It uses a mixture of the C language with RTL description to provide a detailed description of the states of Subutai-HW. It is important to note that this is not a replication of the implementation of Subutai-HW, which was done in RTL; rather, this pseudo-code implementation was the foundation that was used for the actual implementation. This Chapter is organized as follows. Section A.1 defines the characteristics of the SPM associated with every NI. Section A.2 defines a number of macros that will be used by the queue procedures and the state machine. Finally, Section A.3 and A.4 define the queue procedures and the state machine, respectively.

A.1 Queue sizes

The following lines define macros related to the SPM memory size. The SPM is logically divided into two areas: queue and synchronization area. However, we assume they are physically comprised of a single contiguous memory; thus, we define the boundary between them with the following set of macros.

Listing A.1 -Queue-related macros for the SPM. 
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In my restless dreams, I see that town. . . Silent Hill. You promised you'd take me there some day. . . but you never did.

Well, I'm alone there now, in our special place. . . waiting for you.

Mary's Letter from Silent Hill by Team Silent
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