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Introduction

Road transportation is the most used mode of travel in the world. However, the resulting road accidents remain a major issue causing huge economic and human losses. According to the National Highway Traffic Safety Administration (NHTSA) and the Directorate-General for Mobility and Transport (DGMT), more than three million people are injured each year due to traffic accidents in the United States and the European Union [START_REF]Directorate-General for Mobility and Transport (DGMT)[END_REF] [2]. To combat this problem, manufacturers are adding more safety features in their vehicles.

Modern safety features are often technologically advanced embedded electronic systems. For instance, blind spot monitor increases the drivers' awareness by issuing a warning when a vehicle approaches the driver's sides or rear. An area notoriously tricky to check using traditional side mirrors. Lane keep assist systems prevent oversteering and helps keep the vehicle centered. It works by alerting the driver when needed and could even take automatic measures to keep the vehicle in the lane. Collision avoidance systems aims to prevent or reduce the severity of a collision. These systems rely on sensors like radars, lasers and cameras to detect dangerous situations in the surrounding environment. They warn the driver of incoming threats or act automatically on the vehicle with actions like emergency braking or swerving.

The outcomes of these vehicular safety systems, from timely alerts to swift measures, are often life saving for the driver and passengers of a vehicle. To quantify their added value, Haus et al. [3] estimated the benefits of automated emergency braking in the United States. Their results show a decreased fatality risk between 84% and 87% and injury risk between 83% and 87%. Given their great advantage on high-stakes use cases, that involve human lives, safety systems are becoming less of a commodity and more of a necessity. However, because of their critical usecase, the cyber-security mechanisms that ensures the functionality of these safety systems need to be on par with the high risk in case of failure. After all, these safety systems could assume control of the vehicle. Sensors could fail and embedded electronics of a vehicle could malfunction. Moreover, malicious actors could target safety systems with cyber-attacks which would have catastrophic results on unsecured vehicles.

Koscher et al. [4] were the first to demonstrate a cyber-attack on the embedded system of commercial vehicles.

They use the integrated controller area network or CAN bus to modify the vehicle's displays, control the breaks or even stop the engine completely. Checkoway et al. [5], working with the same research group, were able to prove that some of these cyber-attacks could be done over-the-air without the need for a wired connection. Miller et al. [6] demonstrated to journalists some of these cyber-attacks on a 2014 Jeep Cherokee. A story that went viral on social and traditional media outlets. The journalists were surprised and frightened when the attackers were able to remotely kill the engine while the vehicle was cruising on the highway.

In this thesis, our goal is to ensure the cyber-security of a new vehicular safety system. Cooperative Intelligent Transport Systems (ITS) (C-ITS) is a new technology that aims to reduce traffic accidents and improve road safety in general. The technology is based on inter-vehicle communications in the form of safety messages. These messages can contain information about the vehicle like the position and the current speed or various warnings about the current traffic condition. This exchanged information could prove critical for the vehicle to insure the safety of the passengers or surrounding pedestrians. For instance, safety applications can use the received data to warn the driver about upcoming road works or about the need for an imminent emergency brake. Furthermore, C-ITS could be used to improve the overall traffic conditions through applications like the cooperative adaptive cruise control. C-ITS could even reduce traffic jams and contribute to shockwave damping on the highway by providing the driver with speed advice.

Safety mechanisms in C-ITS are cooperative in nature. Therefore, it is essential to establish interoperability be- For instance, the ETSI published the Cooperative Awareness Message (CAM) [7] to enable vehicles to share kinematic information and the Decentralized Environmental Notification Message (DENM) [START_REF][END_REF] to share warnings.

Whilst the IEEE published the Basic Safety Message (BSM) [START_REF]Dedicated short range communications (DSRC) message set dictio-nary™[END_REF] providing similar functionalities to users. Both these systems are currently being tested through pre-deployment projects in Europe and the US. As a result, users could start to benefit soon from C-ITS functionalities.

Problem statement

The reliable operation of the C-ITS-based safety applications require secure Vehicle-to-Everything (V2X) messages. To this end, the IEEE and the ETSI created and standardized the Vehicular Public Key Infrastructure (PKI) [10] [11]. The PKI issues digital certificates to the different actors of the C-ITS system, called ITS Stations (ITS-Ss). The certificates are used by the ITS-S to sign each transmitted message thus ensuring its authenticity, integrity and non-repudiation. Furthermore, the adoption of such systems requires, especially in our current global environment, the protection of the users' privacy. For this reason, the ITS-S are allowed to regularly change their signatures using temporary digital certificates. These temporary certificates are called pseudonyms and they would allow the user to avoid being tracked [START_REF] Petit | Pseudonym schemes in vehicular networks: A survey[END_REF].

Nevertheless, despite the protections provided by the PKI infrastructure, security challenges still exist in the current C-ITS system. In particular, digital signatures do not ensure the accuracy and validity of a message. For instance, a malicious vehicle with a valid certificate could send inaccurate or false data over the V2X network.

Consequently, a misbehavior detection mechanism is needed to protect the system and mitigate the effects of these malicious or otherwise faulty ITS-Ss. Although Misbehavior Detection is a well-researched topic and despite the large number of published studies, many research challenges still exist in the misbehavior detection domain. C-ITS is an ever evolving system with different developing components both on the technical and regulatory side. In this thesis, our goal is to identify the remaining challenges that need to be addressed and propose solutions to the various components of the misbehavior detection system.

Contributions

In this section we cite and summarize all the contributions of this thesis. We start with a state of the art evaluation section. Then the following contributions are divided into sections corresponding to the misbehavior detection process: local, reporting and global detection. Finally, we also add a general section for contributions spanning the entire detection process.

State of the art evaluation

Feasibility Study [START_REF] Kamel | Feasibility Study of Misbehavior Detection Mechanisms in Cooperative Intelligent Transport Systems (C-ITS)[END_REF]: We started our work with a feasibility study of the different misbehavior detection mechanisms in C-ITS. In this study, we extract and classify the mechanisms used in the published works on misbehavior detection. We then analyze the feasibility of such mechanisms in the current European ETSI and American IEEE ecosystems. Then, we discuss the remaining challenges that need to be addressed by the community. Some of these challenges were addressed in the course of the thesis.

Contributions to the local misbehavior detection

CaTch Detectors [START_REF] Kamel | CaTch: a confidence range tolerant misbehavior detection approach[END_REF]: This contribution to the local detection component concerns the plausibility and consistency checks. We notice that both the ETSI CAM and the IEEE BSM messages integrate a field called confidence range for each mobility parameter. This field is included based on the fact that sensor measurements could be inaccurate due to physical limitations or environmental characteristics. However, this information was not taken into consideration during the misbehavior detection checks computation. This may result in a high number of false positives in a realistic scenario. Therefore, we created CaTch (Confidence range Tolerant misbehavior detection approach), a misbehavior detection library which takes into consideration the confidence range. We implement the CaTch detectors in a simulator and show that taking into consideration the sensors' inaccuracy during the checks computation process increases the detection quality.

Fusion Applications Comparative [START_REF] Kamel | Misbehavior detection in C-ITS: a comparative approach of local detection mechanisms[END_REF]: This contribution to the local detection component concerns the fusion application of the plausibility checks. We notice that many fusion application proposals already exist in the literature.

However, the various published detection results are often difficult to compare since it's done on different data and with different scenarios. To this end, we re-implement the complete detection process along with the different detection applications in an extension of the Vehicles in Network Simulation (VEINS) simulator [START_REF]Framework For Misbehavior Detection (F 2 MD)[END_REF]. Our comparative results show a trade-off between the accuracy of the detection mechanisms and the calculation latency.

VeReMi Dataset Extension [17]:

This contribution concerns the complete local detection process. A large number of studies are aimed at providing local misbehavior detection solutions. However, the results of these studies are still difficult to compare, reproduce and validate. This is due to the lack of a common reference dataset. For this reason, the original Vehicular Reference Misbehavior Dataset (VeReMi) was created. The goal of VeReMi is to allow for comparable evaluation of misbehavior detection in C-ITS. It is the first public misbehavior detection dataset allowing anyone to reproduce and compare different results. VeReMi is used in a number of studies and is currently the only dataset in its field. We extend the dataset by adding realistic a sensor error model, a new set of attacks and larger number of data points. Additionally, we provide benchmark detection metrics using a set of local detectors and a simple misbehavior detection mechanism.

Contributions to the misbehavior reporting

Misbehavior Reporting Protocol [START_REF] Kamel | Misbehavior Reporting Protocol for C-ITS[END_REF]: Despite the consensus on a need for a unified communication protocol between the ITS-S and the Misbehavior Authority (MA), a misbehavior reporting protocol is still missing. In this work, we propose a Misbehavior Report (MBR) message format and identify the relevant information that the report should include. For each detected misbehavior type we propose the corresponding proofs to be included in the report as well as an assigned confidence level. The latter is an indication that enables to differentiate non-forged proofs and self-forged proofs (i.e. if a proof could be forged by the reporting entity).

Misbehavior Reports Dataset [START_REF] Haidar | DARE: A Reports Dataset for Global Misbehavior Authority Evaluation in C-ITS[END_REF]: Following our misbehavior reports proposal, we need to propose a simple method for researchers to use this protocol within their systems. To this end, we publish a dataset of misbehavior reports derived from the local embedded detection of misbehaving entities. This dataset can be used to further develop and evaluate the MA detection component. The sets include different road topology, varying attacker rates and attack scenarios.

Contributions to the global misbehavior detection

Machine Learning Based MA [START_REF] Mahmoudi | Towards a Reliable Machine Learning Based Global Misbehavior Detection in C-ITS: Model Evaluation Approach[END_REF]: The MA is responsible for protecting the ITS system by mitigating the effects of an attack. Accordingly, the MA must first identify the type of attack. We believe that the MA will benefit from using Artificial Intelligence (AI) solutions such as Machine Learning (ML) to perform this task. To this end, we implement the complete misbehavior detection process in an extension of VEINS simulator [START_REF]Framework For Misbehavior Detection (F 2 MD)[END_REF]. Then we evaluate different ML approaches for the MA. Our results show that the use of ML enables the MA to precisely classify the reported ITS-S and identify the different types of misbehavior.

Global Sybil Attack Detection [21]:

We believe that an attacker performing a Sybil attack (i.e. using multiple fake identities) is better detected at the global level. Therefore, we propose a misbehavior detection process at the MA, which is able to identify and detect both Sybil and other types of attacks. It is based on advanced ML algorithms. In addition, we evaluate our solution by integrating it in both ETSI and IEEE C-ITS standard architecture.

Release of an Open Source Framework for Misbehavior Detection (F 2 MD) [START_REF] Kamel | Simulation framework for misbehavior detection in vehicular networks[END_REF]: In order to test all our previously proposed solutions, we implemented F 2 MD. It is a complete misbehavior detection solution that includes a real time simulation of the whole misbehavior detection process from local to global detection. F 2 MD is a VEINS module. VEINS is a well-known an open source framework for running vehicular network simulations [START_REF] Sommer | Bidirectionally coupled network and road traffic simulation for improved ivc analysis[END_REF]. VEINS is based on the Objective Modular Network Testbed in C++ (OMNeT++) [START_REF] Andr | The omnet++ discrete event simulation system[END_REF] for network simulation and the Simulation of Urban MObility (SUMO) [START_REF] Krajzewicz | Recent development and applications of SUMO -Simulation of Urban MObility[END_REF] for road traffic simulation. F 2 MD is also open source and could be found and used freely on GitHub [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

Transfer to ETSI standardization body [START_REF]Intelligent Transport Systems (ITS); Security; Pre-standardisation Study on Misbehavior Detection. ITS-WG5[END_REF]: Because of its cooperative nature, interoperability is essential for the correct functionality of the C-ITS systems. Therefore, the ETSI and IEEE standardization bodies have already standardized large functions of the system. Misbehavior detection is a security layer for C-ITS. As a result, some standard functionalities are required. Specifically, the operation of the cloud component, the connection between the MA and the PKI and the misbehavior reporting process. To this end, throughout the course of this thesis, we participated in the ETSI ITS-W5 and contributed to the TR-103-460: Pre-standardization Study on Misbehavior Detection.

Work environment

This research work has been carried out in the Secure Cooperative Autonomous systems (SCA) Project in the Technological Research Institute SystemX. SCA is research project with both industrial and academic partners. The industrial partners include vehicle manufacturers, automotive suppliers and cybersecurity services providers: Atos (IDnomic), Oppida, Groupe PSA, Groupe Renault, Transdev, Trialog, Valeo and YoGoKo. The academic partner is the Institut Mines-T él écom, specifically T él écom Paris, amongst the top public higher education and research engineering establishments in France.

In addition to the work in SCA, this thesis included a research visiting hosted by the Institute of Distributed Systems at Ulm University. The visiting was under the supervision of Professor Frank Kargl and focused mainly on misbehavior detection in Cooperative Adaptive Cruise Control (CACC). However, with the help of their privacy experts, we were additionally able to analyze the privacy aspect of the CAMs within the current ETSI C-ITS system.

Finally, we also jointly published the extension to the VeReMi dataset.

Chapter 2

State of The Art

This chapter includes a state of the art description of the various systems related to misbehavior detection, that are referred to in this thesis. First, we present the C-ITS model and current security architecture. Next, we discuss some of the current C-ITS pre-deployment projects. Then, we detail the insider attacker model that is common in this domain. After that, we cite and describe the published related works. Last, we end this section with a feasibility study on the different misbehavior detection mechanisms in C-ITS.

C-ITS model

.1 shows the current C-ITS system structure. In C-ITS vehicles should exchange safety messages with a cost-efficient and low-latency communication system. However, this communication system is not yet agreed upon and two possible technologies currently exist:

• IEEE 802.11p is an amendment to the IEEE 802.11 (the common Wi-Fi standard) that enables wireless communications in a vehicular environment [START_REF]Ieee standard for information technology-local and metropolitan area networks-specific requirements-part 11: Wireless lan[END_REF]. The IEEE 802.11p is the base technology for the European ITS-G5 and the American WAVE. ITS-G5 stands for Intelligent Transport Systems operating at the 5.9 GHz frequency band. It is specified in the ETSI EN 302 571 and the ITS Directive 2010/40/EU [START_REF]European Telecommunications Standards Institute (ETSI)[END_REF]. WAVE stands for Wireless Access in Vehicular Environments. It is specified in IEEE 1609 family of standards [START_REF]Ieee standard for wireless access in vehicular environments (wave) -identifier allocations[END_REF]. WAVE enables the Dedicated Short-Range Communications (DSRC) standards and its family of safety applications.

Both ITS-G5 and WAVE have been tested in pre-deployment projects in the US and Europe.

• 3GPP Release 14 introduced cellular LTE support for V2X services [START_REF]3GPP. Technical Specification Group Services and System Aspects; Release 14 Description; Summary of Rel-14 Work Items (Release 14)[END_REF]. In this standard, the 3rd Generation Partnership Project (3GPP) also introduced an optimized LTE Direct technology for automotive applications. It In April 2019, the European Commission proposed the Delegated Act on C-ITS that would push to the adoption of ITS-G5 in the European member states. However, the European Parliament voted against this proposal, adopting a technology neutral approach instead. Regardless of the communication technology however, the C-ITS safety protocols have been well developed and standards have already been released.

In Europe, the ETSI ITS Working Groups proposed and published several safety messages formats. Cooperative Awareness Message (CAM) is a periodically transmitted beacon message [7]. The CAM contains status and attribute information about the ITS-S. The status includes information like the position, motion state, time and activated systems. The attribute includes information like the dimensions, vehicle type and role in the road traffic.

Decentralized Environmental Notification Message (DENM) is another type of message that contains information and warnings related to the current traffic and road conditions. This information is then presented to the driver of the receiving ITS-S who is able to react and potentially avoid dangerous situations. In the US, the IEEE also published safety messages formats. The Basic Safety Message (BSM) is the IEEE periodic beacon equivalent to the CAM message. However, unlike the ETSI system, warnings could also be appended to BSMs. Therefore, the BSM also replicates the functionalities of the DENMs without the need for a different specific message.

Similarly to the exchange messages formats, the standardization bodies are also working on proposals for several safety applications. Even though most safety applications are currently still in the pre-standardization phase and not readily available, a lot of progress has already been made. As a result, some road-safety and trafficefficiency applications are well developed. Here are some examples:

• Road safety applications:

-Collision Avoidance Systems [START_REF][END_REF] [33] [START_REF][END_REF]: These systems are considered primary road safety applications. The C-ITS CAM and DENM services are utilized to broadcast specific warnings to neighboring ITS-Ss to prevent collisions. These warning include Intersection Collision Risk Warning (ICRW), Road

Hazard Signaling (RHS) and Longitudinal Collision Risk Warning (LCRW).

-Collective Perception Service (CPS) [START_REF]European Telecommunications Standards Institute (ETSI)[END_REF] [36]: CPS enables different ITS-Ss to share data of their surrounding environment. This data is acquired by physical sensors such as radars, lidars and cameras.

CPS also defines a specific type of message called the Collective Perception Message (CPM). CPMs include specific containers that allows a ITS-S to efficiently encode perceived objects that could be quickly and securely transmitted and decoded by neighboring ITS-Ss.

• Traffic efficiency applications:

-Cooperative Adaptive Cruise Control (CACC) [START_REF]European Telecommunications Standards Institute (ETSI)[END_REF]: CACC is an extension of the in-vehicle Adaptive Cruise Control (ACC) system. CACC uses the Vehicle-to-Vehicle communication (V2V), specifically a CAM container, to broadcast specific information such as the target speed, acceleration control and breaking capacity. This information allows for safer and more efficient cruising with a shorter time gap with respect to the preceding vehicle.

-Platooning [START_REF]Intelligent Transport Systems (ITS); Platooning; Pre-standardization study. ETSI WG1 Technical Specification[END_REF]: Platooning is a similar application to CACC with more advanced functionalities. Specifically, platooning considers lateral and longitudinal control of the vehicle, whereas only longitudinal control is considered with CACC.

-Electronic Payment Applications [START_REF]European Telecommunications Standards Institute (ETSI)[END_REF]: Electronic payment is a C-ITS application that allows payment over V2X messages. This application enables seamless Electronic Toll Collection (ETC) for highways and Electronic Fee Collection (EFC) for parking spaces or access to city centers.

Pre-deployment projects

Various V2X pre-deployment projects are planned, ongoing or have been completed in the United States and Europe. Pre-deployment projects for connected vehicles started as early as 2012. In this section, we discuss some of these projects. 

Communications architecture

In this section, we describe the communications architecture of the ITS station. As an example, we follow the ETSI architecture of communications in ITS (ITSC) described in detail the ETSI EN 302 665 [START_REF]European Telecommunications Standards Institute (ETSI)[END_REF]. Figure 2.2 shows the ITS station reference architecture. It is an extended version of the Open Systems Interconnection (OSI) model [START_REF] Iso | Information technology -Open Systems Interconnection -Basic Reference Model: The Basic Model[END_REF] with included ITS applications. Here is a brief description of the functionalities of each ITSC block:

• Applications: This block contains the classes of applications described in section 2.1. Different classes of application have different requirements depending on their reliance on the communication. These requirements could vary with respect to reliability, latency and security.

• Management: This block contains all the management entities necessary for the ITS functionalities like the regulatory information management, cross layer management, station management and application management. It is common to the all the protocol stack layers.

• ITSC OSI protocol stack: In the current ITSC ITS architecture, multiple layers of the OSI communication protocol stack are combined into one block:

-Access: The ITSC access block includes the functionality of the OSI physical and datalink layers, usually separated into layers 1 and 2. This block contains the communication technologies described in section 2.1, the IEEE 802.11p and 3GPP PC5 interface.

-Networking: The ITSC Networking & Transport are combined into one layer whilst they are depicted by layers 3 and 4 in the OSI representation. The Networking protocols includes the IPv6 and GeoNetworking [START_REF]Intelligent Transport Systems (ITS); Vehicular Communications[END_REF]. The Transport protocols include UDP/TCP and other dedicated ITSC protocols.

-Facilities: The ITSC Facilities layer combines the OSI session, presentation and application layers, usually layers 5, 6 and 7. This layer includes generic functions and requirements which could be shared between different ITS applications. For instance, this layer manages the services like the cooperative awareness which could be used by various safety applications.

• Security: This block contains the functionalities relating to the communication security. It includes the firewall and intrusion management, authentication and profile management as well as crypto key and certificate management. These functionalities are used in the vehicular PKI system described in section 2.4.1.

C-ITS security

In the current C-ITS system, ITS Stations (ITS-Ss) like vehicles and RSUs cooperate by exchanging messages.

These messages are used a in large number of security applications (see Section 2.1). Therefore, any errors in these messages could cause the safety applications to malfunction, which in turn could lead to catastrophic results.

Consequently, the messages and their contents must be secured. As a result, the ETSI and IEEE created and standardized the vehicular PKI. However, the PKI is not enough to protect the system, specifically from internal attackers.

The scientific community proposed misbehavior detection as a mitigation technique against these types of attacks.

Currently, misbehavior detection is starting to be integrated in the latest ETSI and IEEE security architectures.

Vehicular PKI system

In this section, we describe the vehicular PKI system. The PKI is a form of asymmetric or public-key cryptography where every user owns at least one pair of keys, one public and one private. It is based on the mathematical one-way Figure 2.3: ETSI Vehicular PKI system functions. The private key is used to encrypt data which could only be decrypted using the public key and vice-versa.

Basically speaking, the sender encrypts the hashed message using his private key, this is called the signature. The receiver then uses the sender public key to decrypted the signature, then checks if it matches the hash of the received message. This enables the receiver to verify that the message was not altered during transmission. The vehicular PKI mainly updates the traditional PKI system with privacy protection and key distribution mechanisms.

As an example, we describe the ETSI Security Credential Management System (SCMS) for V2X communica- 

Enrolment Authority (EA):

The EA has only one direct contact with the ITS-S upon enrolment. The role of this entity is to manages the Enrolment Credentials (ECs) of ITS-S. The ECs are not used to sign messages sent to neighboring ITS-Ss. Instead, they enable the vehicle to request more ATs.

Root Certificate Authority (RCA):

The RCA is the highest authority in the security management hierarchy. The role of this entity is to provide the EA and the AA with the certificates needed to be trusted by the ITS-S. These certificates allow then to issue valid ECs and ATs.

Distribution Center (DC):

The DC provides the Certificate Trust List (CTL) and the Certificate Revocation List (CRL) to the local ITS-Ss. These lists enable the ITS-Ss verify the legitimacy of the certificate authorities.

In short, a new ITS-S should first find the address of an EA included in the CTL and verify that its certificate is signed by a valid RCA. Then, the ITS-S proceeds to request one EC, also called the long term identity, from the EA. This step is generally carried out in the factory. The ITS-S then acquires the address of an AA from the CTL and verifies its certificate. The ITS-S sends a request to this AA including the public key of the EC that is encrypted with the public key of the EA. Upon receiving this request, the AA will send the encrypted EC to the EA, which is able to decrypt it and verify that the vehicle is indeed enrolled. If so, the AA will issue new a AT to the ITS-S. These

ATs, also called Pseudonyms, are used to sign V2X messages. An ITS-S station should regularly change its used Pseudonyms to hide its identity and avoid tracking by passive attackers.

The ETSI PKI enables local ITS-S to verify the authenticity and integrity, authorization of incoming messages from legitimate users. The certificates could also include different levels of authentication. For instance, an ambulance or a police vehicle could obtain a higher road priority. Additionally, the PKI protects the users' privacy. The users' privacy is protected on the local level through the use of Pseudonyms. The privacy is also protected on the global level. This is due to the mechanism used to request ATs. The EA and the AA are unable to track the real identities of ITS-Ss without cooperating. Finally, the PKI has been thoroughly tested by researchers for performance evaluation [START_REF] Haidar | On the performance evaluation of vehicular PKI protocol for V2X communications security[END_REF] [46] and for scalability [START_REF] Cincilla | Vehicular PKI scalability-consistency trade-offs in large scale distributed scenarios[END_REF]. These studies concluded that current state the ETSI PKI is feasible in a realistic environment.

Similarly to the ETSI version, the IEEE ITS-S acquire a long term identity equivalent to the EC and pseudonym identities equivalent to the ATs. Even though the IEEE version of the SCMS is not described here, it provides similar privacy and authenticity benefits to the ETSI version.

Misbehavior in C-ITS

Currently, neither the IEEE nor the ETSI versions of the SCMS provide protections that ensure the validity of the contents of a V2X message. An ITS-S with a valid set of ATs could send erroneous messages, all while having a valid signature. These errors are due to sensor fault, on-board unit malfunctions or even hacking. The physical sensors responsible for acquiring environmental data (e.g. GPS, Radar, etc. . . ) could return incorrect information.

The connection between the sensor and the on-board unit could be unreliable, leading to a number of bad readings.

The on-board unit of a vehicle responsible for the transmission of V2X messages may contain bugs in its software.

Even if we design a secure system where we minimize the possibility of the former issues, an on-board unit could still be hacked by a user with malicious intentions.

A hacker with control of an on-board unit is able to send V2X messages containing strategic information to serve a selfish purpose. For instance, an attacker could fake a traffic congestion warning on a specific road segment to deter other vehicle from choosing it. An attacker could also fake an emergency break warning to cause other vehicles to needlessly decelerate. An attacker could even manipulate information to cause multiple vehicles to crash in a platoon. Furthermore, an attacker could use the multiple ATs in his collection to simulate the existence of multiple fake vehicles on the road. These fake vehicles could be cleverly used to take advantage of the V2X services. For instance, an attacker could fake the existence of a large number of vehicles waiting on a smart traffic light in order to gain priority at an intersection. Finally, the privacy protections provided by the vehicular PKI would make a malicious ITS-S less detectable. The attacker could perform an attack and then change his AT to regain the trust of his neighboring ITS-S. This type of potential abuse of the C-ITS services renders a misbehavior detection protocol essential to the system deployment. report should be issued.

Misbehavior detection protocol

Misbehavior reporting:

The misbehavior reporting process begins when the local fusion application determines that a misbehavior report should be issued. This process consists of building a Misbehavior Report (MBR) message with a set of relevant information confirming the misbehavior of the reported vehicle. More precisely, vehicles are required to provide evidences proving the type of the detected misbehavior to the MA. This evidence consists mostly of the messages used in the detection process. After collecting enough evidence, the MBR is then sent to the global MA. The report could be transmitted to the MA via a trusted RSU or by direct cellular communication.

Global Misbehavior detection:

The global misbehavior detection process begins by collecting the received MBRs. This operation is performed by the MA which is localized in the back-end security management system.

Using the evidence in the MBRs, the MA should be able to recreate the local events to verify, if possible, the validity of the report. The MA then proceeds to analyze the collected MBRs to identify if a misbehavior has occurred and then precisely define the type of this misbehavior. The severity and the type of misbehavior determines the suitable reaction required to protect the system.

Misbehavior reaction: Once the detection results are obtained, the MA informs the authority in charge of enforcing the appropriate misbehavior reaction. Currently, the only discussed reaction type is the certificate revocation enforced by the PKI. In figure 2.4, we just provide an example where the PKI is in charge of proceeding to the appropriate reaction. As this is not yet standardized, the revocation and reaction procedure is still not well defined and other authorities may be in charge of the misbehavior reaction in the future. In this section, we recap the overall system architecture in the case of a presence of an attacker as illustrated in figure 2.5. We describe what occurs in different sections of the system.

General security architecture

• Vehicular Network consist of communicating ITS-Ss. Vehicles with valid certificates exchange signed messages that serve various purposes in ensuring road safety. For instance, a vehicle could send beacon messages, such as CAMs or BSMs, which contains kinematic information (position, heading, velocity etc...) to inform other vehicles of its presence on the road. However, an attacker could send these messages with fake information. The attack could be performed by one or multiple collaborating vehicles. Many use cases of attacks exist with different motivations and capabilities.

• Access Network is the layer used to relay local information to the back-end system in the cloud. This information includes certificate requests to the PKI and misbehavior reports to the MA. The communication could be done over a cellular connectivity (eNodeB) or the ITS-G5 (RSU).

• Back-end Security System is currently composed of the Public Key Infrastructure (PKI) and the Misbehavior Authority (MA). The PKI delivers digital certificates to the vehicles. The MA collects the MBRs form local vehicles then investigates and issues the suitable reaction.

Attacker model

In this research domain, we consider misbehavior in the use of the C-ITS communication infrastructure. A misbehavior could be the result of a faulty on-board system or physical sensors or a result of malicious intentions. The misbehaving ITS-S transmits signed messages with a modified payload. Generally, the attacker model has the following characteristics:

1. Insider: The attacker has the required cryptographic credentials to communicate on the C-ITS network. The attacker possesses a valid set of ECs and is able to request valid ATs from the AA. These ATs are used to sign the misbehaving messages.

Active:

The attacker actively participates in the C-ITS communication and sends bogus data over the V2X network. Unlike the passive attacker whose main role is data collection and who therefore operates without transmitting any messages.

Message payload modification:

The attacker can modify any field in its outgoing V2X messages. This is possible if an attacker has complete access to his vehicle's CAN bus. The attacker could also have changed the software of his vehicle's OBU. The attacker could also mount a man-in-the-middle attack and modify any sensor data. For instance, this should allow the attacker to modify location data received from a GPS module.

It should also allow the attacker to modify speed and acceleration information from a Telematics Control Unit (TCU). As the vehicle's OBU (V2X Unit) is connected to the CAN bus, it would consider this data genuine.

Transmission rate modification:

We assume that the attacker can modify the transmission rate of his OBU.

The attacker can alter the OBU in his vehicle, allowing faster or slower transmission rate depending on the type of the attack. For instance, the attacker could greatly increase his transmission rate to perform a Denialof-Service (DoS) attack. The attacker could also double his transmission rate to pretend to be two vehicles, thus creating a ghost vehicle.

Pseudonym certificates access:

The attacker has complete access over the usage of his previously acquired pseudonym certificates. We use the same premise as above, that the attacker has modified his OBU. This modification should give the attacker an unrestricted usage of his pseudonym certificates. This would enable the mounting of Sybil attacks. For example, to create four other ghost vehicles in addition to his own, the attacker would use five simultaneous certificates and increase the transmission frequency by five times. The attacker would be able to transmit signed beacons for all four Sybil ghost vehicles and his own, all while honoring required standard transmission rate.

Related works

Misbehavior Detection is a well-researched topic with studies spanning the last two decades. Golle et al. first published in 2004 a paper on detecting and correcting malicious data in the vehicular networks [START_REF] Golle | Detecting and correcting malicious data in vanets[END_REF]. Their work is regarded as one of the first to introduce the research axis. They highlight the possibility of vehicles transmitting fraudulent data such as a road congestion or an erroneous vehicle position. They also emphasize the damaging effects of such attacks. Since then, this topic has been studied in much further detail. Van der Heijden et al.

published in 2019 a well written and complete recent survey on the different misbehavior detection studies [START_REF] Wouter Van Der Heijden | Survey on misbehavior detection in cooperative intelligent transportation systems[END_REF].

The survey includes a large number of well-known works and detection mechanisms. They classify the studies into two families of detection mechanisms: data-centric and node-centric. A study could make use of a combination of mechanisms but every mechanism fits under one of these families. Data-centric mechanisms rely purely on the contents of the message to estimate its plausibility and consistency. Node-centric mechanisms rely on the behavior of a node and generally assign a trust value to every neighboring ITS-S.

In this section, we examine the published studies related to all the contributions of this thesis. The studies will be sorted by the detected attack and by the family of detection mechanism.

Detection of Sybil attacks

With the current ETSI and IEEE C-ITS model, the PKI infrastructure provides the vehicle with multiple valid certificates. The vehicle proceeds to regularly change its identity in order to prevent easy remote tracking. An attacker could take advantage of this system to launch a Sybil attack. Sybil attacks were first introduced by Douceur in [START_REF] Douceur | The sybil attack[END_REF].

In V2X networks, a sybil attack occurs when an ITS-S actively uses multiple pseudonyms at the same time to simulate one or several ghost vehicles. Due to the important damages it may cause in C-ITS systems, researchers introduced several approaches for Sybil detection.

Pouyan et al. [START_REF] Akbar | Sybil Attack Detection in Vehicular Networks[END_REF] propose three methods for local Sybil attack detection. The resource testing method assumes that a radio network entity cannot send and receive on the same channel at the same time. This detection method is not valid in the current state of vehicular networks because attackers may have multiple channels to send and receive messages. The Position verification method assumes that a vehicle can be localized at only one position at the same time. This method proposes the use of physical signal properties (i.e. Received Signal Strength Indicator (RSSI), Time Of Arrival (TOA) and Time Difference Of Arrival (TDOA)) to verify the true position. The feasibility of this method in a real scenario remains to be assessed. Last, they propose the encryption and authentication based methods, which assume that using a PKI is enough to detect Sybil attack. In the current C-ITS system, a vehicle could obtain multiple pseudonym identities at the same time. Therefore, a legitimate entity with valid key materials can still perform a Sybil attack.

Chen et al. [START_REF] Chen | A robust detection of the sybil attack in urban vanets[END_REF] and Park et al. [START_REF] Park | Defense against sybil attack in vehicular ad hoc network based on roadside unit support[END_REF] both propose Sybil detection mechanisms where a vehicle with an OBU collects signed time stamps from RSUs. The theory is that these stamps act as proof that a vehicle had passed by a certain RSU. Each vehicle is required to broadcast collected stamps. Since a Sybil attacker can only have one physical path, a group of vehicle with a similar collection of stamps is considered a suspect of a Sybil attack. Chang et al. [START_REF] Chang | Footprint: Detecting sybil attacks in urban vehicular networks[END_REF] propose a similar mechanism they call Footprint. Footprint works similarly to the previous mechanisms as vehicles also collects signatures from RSUs. However, their model uses cryptography mechanisms to hide the real vehicles trajectories. Therefore, this model is more privacy friendly. Nevertheless, all these detection mechanisms assume a Sybil attacker is moving through the system and is not performing a localized attack (i.e. fake congestion).

Additionally, a Sybil attacker that refrains from broadcasting the collected time stamps would have a similar status to an ITS-Ss that had just started a new trip.

Hao et al. [START_REF] Hao | Cooperative sybil attack detection for position based applications in privacy preserved vanets[END_REF] propose a protocol that detects Sybil nodes in a cooperative way by examining the consistency between the vehicles positions and those of their neighbors. The idea is based on detecting the sudden appearance of a vehicle or of multiple vehicles as well as on evaluating the number of neighbors. When a vehicle locally detects that a neighbor is potentially malicious, it broadcasts a warning message to have the confirmation of other neighbors that an attack is occurring. When the number of vehicles that confirm that an attack is occurring is greater than a predefined threshold, the identified vehicle may be quarantined for a certain period of time or reported to the authority. We believe that cooperative detection systems are not reliable because the attacker takes part of the community and could distort the detection procedure. Moreover, it requires an honest majority to work properly. Xiao et al. [START_REF] Xiao | Detection and localization of sybil nodes in vanets[END_REF] propose a similar protocol that also relies on vehicles broadcasting a list of neighbors. The broadcasted list should include unique identifiers for neighbors such as the hash of the last beacon. Additionally, the neighbors list should include the RSSI. Afterwards, specific calculation determines the legitimacy of each node according to the neighbors list and the range of each vehicle. Sybil attackers could then be reported or excluded from the network.

Zhou et al. [START_REF] Zhou | Privacy-preserving detection of sybil attacks in vehicular ad hoc networks[END_REF] introduced Privacy-Preserving Detection of Abuses of Pseudonyms (P 2 DAP), a method which enables the ITS-S to verify its neighbors' pseudonym identities through edge computing. In P 2 DAP, they consider edge computing through the use of RSUs, however this functionality could also be attributed to an eNodeB. In their system, the RSUs are considered a trusted entity. Accordingly, the RSU has the ability to link different pseudonyms.

This linkage is done by pseudonyms which hash a common value. Linking pseudonyms would enable the detection of a Sybil attacker using the certificates issued for the same vehicle. In the current C-ITS system, the linkability of pseudonyms is not available even at the PKI level without the cooperation of the AA and the EA. Similarly, Lee et al. [START_REF] Lee | A DTSA (Detection Technique against a Sybil Attack) Protocol using SKC (Session Key based Certificate) on VANET[END_REF] propose Detection Technique against a Sybil Attack (DTSA), a method that is also enabled through the edge computation. DTSA suggest a different kind of pseudonyms where vehicles obtain a session key from a Vehicular Ad hoc NETwork (VANET) server to use within a limited time frame. Afterwards, each vehicle verifies the identity of neighboring vehicles with the help of the same VANET server.

Granted that the Sybil attack is ultimately a special kind of bogus information attack, it could also be detected by some types of methods designed for bogus information detection. In particular, those based on physical-layer and data-centric false beacon information detection mechanisms. This is addressed in detail in the following section.

Detection of bogus information attacks

Broadcasting bogus information sent on the V2X network is at the essence of misbehavior in C-ITS. Bogus information could have different implications varying from minor issues, like deteriorating the quality of infotainment services, to dramatic problems like causing accidents and potentially victims. In this section, we describe some of the bogus information detection methods that have been proposed in the literature.

Bogus beacon messages detection mechanisms

Vora et al. [START_REF] Vora | Secure location verification using radio broadcast[END_REF] propose a method of verification of the position in the broadcasted beacons. Their method is edgeassisted and based on a total coverage of an area by RSUs or eNodeBs. They assume a broadcasted message is received by multiple RSUs. The RSUs then uses the received signal strength to estimate the distance. Using the distance from multiple RSUs, the misbehavior detection system is able to approximate an area where the message was generated. The position included in this message should coincide within this area. Hubaux et al. [START_REF] Hubaux | The security and privacy of smart vehicles[END_REF] propose another location verification scheme for broadcasted beacons. They discuss two mechanisms: tamper-proof Global

Positioning System (GPS) and verifiable multilateration. They argue that tamper-proof GPS is not an adequate solution. They state that tamper-resistant hardware has well known weaknesses and GPS in general is vulnerable to attacks such as spoofing and jamming. Therefore, they then argue that verifiable multilateration is the more robust method to achieve position verification. Verifiable multilateration is an edge assisted method that requires the total coverage of an area by base stations (e.g. RSUs). It uses distance bounding to verify that the messages could be physically received by a certain station. Afterwards, a back-end system verifies that the claimed position is within the intersection area of all the base stations.

Sun et al. [START_REF] Sun | A data trust framework for vanets enabling false data detection and secure vehicle tracking[END_REF] proposed several physical layer features to verify a vehicle's location and mobility. In their attacker model, the attacker transmits false positions inside the beacon messages. This attacker can be independent or can collude with other attackers who will corroborate the false data. they combine both detectors using subjective logic. Subjective logic [START_REF] Jøsang | A logic for uncertain probabilities[END_REF] a probabilistic approach that takes into account the uncertainty and the trust in the source of the information.

Zaidi et al. [START_REF] Zaidi | Host-based intrusion detection for vanets: A statistical approach to rogue node detection[END_REF] propose a collaborative detection mechanism based on the information broadcasted by neigh-bors. In this model the vehicle broadcasts a flow parameter for their vehicles in their neighboring region. The flow parameter is calculated based on the density and speed of vehicles in a fixed range. Therefore, the flow for neighboring vehicles has to be within a certain threshold. Consequently, using a statistical model, vehicles could calculate the plausibility of the neighbors' information and detect misbehaving vehicles.

Bogus warning messages detection mechanisms

Ruj et al. [START_REF] Ruj | On data-centric misbehavior detection in vanets[END_REF] propose a data-centric scheme of misbehavior detection in vehicular networks. Similarly to the previously discussed studies, they use an edge assisted mechanism for position verification. Their method relies on distance bounding, but additionally on the speed of light and the message timestamp to verify the distance from the source of the transmitted signal. Furthermore, they propose a data-centric verification scheme for warning messages. Their method for warning verification relies on the assumption that a vehicle emitting a warning event should behave accordingly. Ghosh et al. [START_REF] Ghosh | Detecting misbehaviors in vanet with integrated root-cause analysis[END_REF] also propose a similar scheme for the detection of fake warning messages. Their method is based on integrated root-cause analysis. For example, a vehicle issuing a blocked road warning needs to be on a proximity of the event and needs to change its path accordingly to avoid the obstacle. A vehicle issuing a warning event is thus monitored by the neighboring vehicles to determine the message authenticity and therefore the validity of the warning.

Cao et al. [START_REF] Cao | Proof-of-relevance: Filtering false data via authentic consensus in vehicle ad-hoc networks[END_REF] propose a voting based validation scheme for warning messages. The validation of an event depends on the number of signatures it receives from neighboring vehicles. In this work, they created an efficient and secure protocol to collect and distribute signatures. Their protocol relies on growth codes introduced by Kamra et al. [START_REF] Kamra | Growth codes: Maximizing sensor network data persistence[END_REF]. Growth codes are initially introduced to enhance efficiency and data persistence in an unreliable or failing sensor networks. They are used here to ensure that transmitted signatures arrive to their respective destinations.

Hsiao et al. [START_REF] Hsu-Chun | Efficient and secure thresholdbased event validation for vanets[END_REF] propose a similar voting based warning validation. They consider a system where an event becomes valid if the number of witnesses exceeds a certain threshold, then proceeds to evaluate multiple threshold-based event validation algorithms. would then transmit all accusations to a cloud entity. The cloud entity would then decide on which vehicle to permanently revoke using the PRP and would allow the other to rejoin the system. This mechanism is in place specifically to reduce the number of fake accusations.

Trust based detection mechanisms

Leinm üller et al. [START_REF] Leinm Üller | Cooperative position verification -defending against roadside attackers 2.0[END_REF] propose a method a cooperative position verification method to defend against the roadside attacker. In their work, vehicles build local trust in their neighbors using data-centric mechanisms (like the MDM). values and several plausibility and consistency checks. In total, their network takes 7 features as input. These features include checks for overlapping positions, maximum transmission range, Kalman filter mobility validation as well as cooperative reports from the neighboring vehicles. They use these features to train a feed forward neural network over the Next Generation Simulation (NGSIM) [START_REF]Next Generation Simulation (NGSIM) Vehicle Trajctories Dataset[END_REF] dataset. NGSIM contains real-world traffic data and vehicle trajectories recorded using digital video cameras every one-tenth of a second. However, the authors synthetically introduced the attacks in this dataset. Although, their model has a 99% detection rate, their analysis was performed on a static set of vehicles in the NGSIM dataset. Additionally, since the attacks were introduced synthetically, there exists a possibility of bias in these attacks.

So et al. [START_REF] So | Integrating plausibility checks and machine learning for misbehavior detection in vanet[END_REF] propose a machine learning based framework to detect location spoofing. They scored their location plausibility, movement plausibility and other quantitative features to feed into the machine learning models.

They evaluated the performance of these models in terms of their classification accuracy and precision-recall characteristics. They used the VeReMi [START_REF] Rens | Veremi: A dataset for comparable evaluation of misbehavior detection in vanets[END_REF] dataset for the training and testing purposes. Consequent, they considered location spoofing attacks from the VeReMi dataset. Their study aimed to create a baseline ML solution using the K-Nearest Neighbors (K-NN) and Support Vector Machine (SVM) classifiers. Both algorithms performed similarly with SVM having a slight edge. In order to improve on this model, So et al. [START_REF] So | Physical layer plausibility checks for misbehavior detection in v2x networks[END_REF] propose three novel physical-layer plausibility checks, The First-BSM (FBSM), Majority-BSM (MBSM) and Weighted-BSM (WBSM) all based on the RSSI. They show that these checks outperform recently proposed machine learning based schemes operating at the application-layer.

Singh et al. [START_REF] Kumar Singh | Machine learning based approach to detect position falsification attack in vanets[END_REF] proposed another machine learning solution using the VeReMi dataset. The study tested SVM and Logistic regression. However, their features consist of the positions of the sender and the difference between the sender and the receiver. These features are not adapted for the detection of any attack. They obtain unreasonably high detection accuracy. According to our tries to recreate their results, it's likely that their system is over-fitting.

Singh et al. also proposed a deep learning based solution [START_REF] Kumar Singh | Misbehavior detection in c-its using deep learning approach[END_REF]. In this study, the detection is done within an RSU where an attacker attempts to create a fake traffic jam. Additionally, they use a completely different set of features.

The new features consist of the mean amount of time vehicles spent in a road segment and the number of vehicles currently in the road segment. They create their own relatively small simulation scenario. They trained and tested an MLP and an LSTM. In their model, LSTM is the better performer although at the cost of more computational time.

Zhang et al. [START_REF] Zhang | Misbehavior detection based on support vector machine and dempster-shafer theory of evidence in vanets[END_REF] propose a misbehavior detection mechanism based on SVM and the Dempster-Shafer Theory and Random Forest. They claim that the proposed scheme is more effective to detect internal attacks as compared to the detectors proposed in VeReMi.

Feasibility study

In this section, we assess the feasibility of existing misbehavior detection mechanisms within the current C-ITS ecosystem. We contribute to the state of the art by providing a new classification and understanding of the works on misbehavior detection. We focus on the logic behind the detection mechanisms instead of the details of every detection method. Finally, we discuss remaining challenges that have to be addressed by the community.

Feasibility is assessed on multiple levels. Currently, standardization bodies such as the ETSI and IEEE made significant progress in designing the C-ITS architecture. We believe that misbehavior detection mechanisms should be in line with the current standards to ensure a much needed fast and easy deployment. Furthermore, misbehavior detection mechanisms face challenges caused by the constant conflict between security and privacy. This conflict often appears in the form of regulations or legal complications (e.g. violation of the General Data Protection Regulation (GDPR) [START_REF]679 of the European Parliament and of the Council of 27 April 2016 on the protection of natural persons with regard to the processing of personal data and on the free movement of such data, and repealing Directive 95/46/EC (General Data Protection Regulation)[END_REF]). Finally, there is feasibility challenges in term of the required equipment necessary for the functionality of a detection mechanism. The equipment required for a detection mechanism may be too costly to include in each station. Additionally, the entire system may not yet have reached the maturity a mechanism requires. In this section, we will illustrate standard incompatibilities with a circle (○), legal and regulation conflicts with a square (□) and required equipment with a triangle (△).

Feasibility of detection mechanisms for Sybil attacks

Using the multiple studies that have targeted the detection and mitigation of the Sybil attack discussed in section 2.6.1, we extract three prominent methodologies used specifically for Sybil detection:

Path history detection mechanisms: This mechanism is based on the fact that one physical vehicle has one physical path. Therefore, requiring vehicles to collect and broadcast signed time stamps from RSUs would theoretically prevent Sybil attackers. It is proposed by Chang et al. in [START_REF] Chang | Footprint: Detecting sybil attacks in urban vehicular networks[END_REF], Chen et al. in [START_REF] Chen | A robust detection of the sybil attack in urban vanets[END_REF] and Park et al. in [START_REF] Park | Defense against sybil attack in vehicular ad hoc network based on roadside unit support[END_REF].

The current state of the standard requires a vehicle to change all of its identifiers when using a new certificate, in order to prevent linkability between pseudonyms [11]. However, beaconing a footprint history would negate this effect and facilitate the linkability of pseudonyms (○). Additionally, a new protocol has to be implemented to enable:

the RSUs to issue signed timestamps and the OBUs to beacon these timestamps (○). Although the current ETSI CAM messages include an optional path history field, this variable consists of a list of GPS coordinates and is not compatible with the signed timestamps proposed in this method [7]. Furthermore, it is unclear if requiring a broadcast of the path history is friendly to the current privacy protection laws (□). Although in [START_REF] Park | Defense against sybil attack in vehicular ad hoc network based on roadside unit support[END_REF] and [START_REF] Chang | Footprint: Detecting sybil attacks in urban vehicular networks[END_REF] the privacy issue of direct traceability is addressed, this would not negate the pseudonyms linkability problem. Finally, this approach relies on a wide coverage RSUs in the C-ITS network (△).

Pseudonym Linkability based mechanisms

This mechanism relies on a system where in some way pseudonyms have to be linked. Linking pseudonyms would enable the detection of a Sybil attacker using the certificates issued for the same vehicle. It is proposed by Zhou et al. in [START_REF] Zhou | Privacy-preserving detection of sybil attacks in vehicular ad hoc networks[END_REF] and Lee et al. in [START_REF] Lee | A DTSA (Detection Technique against a Sybil Attack) Protocol using SKC (Session Key based Certificate) on VANET[END_REF].

Enabling pseudonym linking at the RSU level is not compliant with the privacy requirements of C-ITS. Currently, the vehicular PKI system is designed in such a way that not even the AA and the EA have the ability to link pseudonyms without cooperating [43] (□). At the present time, the ETSI standard does not specify any linkage authority and the IEEE designed linkage authority is only available to the misbehavior authority [START_REF] Whyte | A security credential management system for v2v communications[END_REF] (○). Moreover, it's unclear how scalable this approach is when an RSU has to link pseudonyms of a great number of vehicles (△).

Neighbor List Exchange This mechanism relies on vehicles broadcasting a list of neighbors including unique identifiers. Using this list, vehicles are able to calculate legitimate nodes and Sybil attackers could then be reported or excluded from the network. It is proposed by Hao et al. in [START_REF] Hao | Cooperative sybil attack detection for position based applications in privacy preserved vanets[END_REF] and Xiao et al. in [START_REF] Xiao | Detection and localization of sybil nodes in vanets[END_REF] Exchanging the neighbor lists is a distributed and simple approach. However, its efficiency could be greatly affected by the rate of the pseudonym change [START_REF][END_REF] (○). Furthermore, data protection acts could oppose broadcasting the information about other vehicles (□).

Since a Sybil attack is ultimately a special kind of bogus information attack, it could also be detected by some methods designed for bogus information detection. In particular, we note physical-layer and data-centric false beacon information detection mechanisms, which we address in detail in the next section.

Feasibility of detection mechanisms for bogus information attacks

A large number of studies in the literature have targeted the detection and mitigation of the bogus information attacks. In this section, we extract the specific detection mechanisms behind studies discussed in the section 2.6.2. We organize our evaluation into three sections: detection methods for false position information (the main component of the beacon message), detection methods for warning messages and detection methods that evaluate a node and thus all the messages it broadcasts.

False beacon information

RSU triangulation This mechanism relies on a total coverage of an area by RSUs. A message received by multiple RSUs would be limited to a general area therefore verifying its physical location. It is used by Vora et al.

in [START_REF] Vora | Secure location verification using radio broadcast[END_REF] and Hubaux et al. in [START_REF] Hubaux | The security and privacy of smart vehicles[END_REF].

The triangulation technique requires a total RSU coverage of the area (△). Additionally, it requires a specific communication protocol between the RSUs to share achieve this triangulation (○). Finally, the automatic back-end information sharing of vehicle locations could be opposed by the privacy protection regulations (□). in [START_REF] Sun | A data trust framework for vanets enabling false data detection and secure vehicle tracking[END_REF], So et al. in [START_REF] So | Physical layer plausibility checks for misbehavior detection in v2x networks[END_REF] and Gyawali et al. in [START_REF] Gyawali | Misbehavior detection using machine learning in vehicular communication networks[END_REF].

Physical layer detection

Physical detection methods are generally compatible with the standard and the corresponding laws. However, they may require specific on-board sensors (△).

Data-centric detection

This mechanism uses the semantics of the messages to determine its authenticity. Specifically, this mechanism targets the plausibility and consistency of the information in the message. It is used by Schmidt at al. in [START_REF] Robert K Schmidt | Vehicle behavior analysis to enhance security in vanets[END_REF], Bißmeyer et al. in [START_REF] Bißmeyer | Intrusion detection in vanets through verification of vehicle movement data[END_REF], Leinm üller et al. in [START_REF] Leinm Üller | Decentralized position verification in geographic ad hoc routing[END_REF] and Van der Heijden et al. in [START_REF] Rens | Enhanced position verification for vanets using subjective logic[END_REF].

Generally, local data-centric mechanisms don't present major feasibility issues. These mechanisms do not require any additional equipment nor changes to the standard nor present any legal challenges.

Machine learning based detection

This mechanism analyzes various features of the messages with a machine learning algorithm. The features can be issued from the raw message data or can be derived from the physical signal proprieties or the data-centric checks. It is used by Grover et al. in [START_REF] Grover | Machine learning approach for multiple misbehavior detection in vanet[END_REF][START_REF] Grover | Misbehavior detection based on ensemble learning in vanet[END_REF], Ghaleb et al. in [START_REF] Fuad | An effective misbehavior detection model using artificial neural network for vehicular ad hoc network applications[END_REF], So et al.

in [START_REF] So | Integrating plausibility checks and machine learning for misbehavior detection in vanet[END_REF], Singh et al. in [START_REF] Kumar Singh | Machine learning based approach to detect position falsification attack in vanets[END_REF][START_REF] Kumar Singh | Misbehavior detection in c-its using deep learning approach[END_REF], Zhang et al. in [START_REF] Zhang | Misbehavior detection based on support vector machine and dempster-shafer theory of evidence in vanets[END_REF] and Gyawali et al. in [START_REF] Gyawali | Misbehavior detection using machine learning in vehicular communication networks[END_REF].

Similarly to data-centric mechanisms, machine learning doesn't require any changes to the standard or present any legal challenges. However, using machine-learning requires significant on board processing power (△).

Neighbors information exchange

This mechanism is based on the exchange of some additional information between neighboring vehicles. This information is then used by vehicles to detect misbehaving beacon data. It is used by Leinm üller et al. in [START_REF] Leinm Üller | Decentralized position verification in geographic ad hoc routing[END_REF], Van der Heijden et al. in [START_REF] Rens | Enhanced position verification for vanets using subjective logic[END_REF], Zaidi et al. in [START_REF] Zaidi | Host-based intrusion detection for vanets: A statistical approach to rogue node detection[END_REF] and Ghaleb et al. in [START_REF] Fuad | An effective misbehavior detection model using artificial neural network for vehicular ad hoc network applications[END_REF].

For this mechanism to work, a new protocol for exchanging additional information between neighbors has to be standardized and implemented [7] (○). Additionally, the legality of sharing certain additional data between neighbors has to be investigated (□).

False warning messages

Data-centric detection This mechanism relies on the assumption that a vehicle emitting a warning event should behave accordingly. Neighboring vehicles monitor the behavior of the emitting vehicle to determine the authenticity of a certain event. This mechanism requires a vehicle's pseudonym to remain the same after emitting the warning.

It is used by Ruj et al. in [START_REF] Ruj | On data-centric misbehavior detection in vanets[END_REF] and Ghosh et al. in [START_REF] Ghosh | Detecting misbehaviors in vanet with integrated root-cause analysis[END_REF].

A block on the pseudonym change after generating a warning message is currently planned to be included in the standard [START_REF][END_REF]. Therefore, this method is compatible with the standard, presents no legal challenges, and does not require any special equipment. However, it is worth noting that this approach assumes that the malicious vehicle is only deceptive about the warning messages. Otherwise beacons its correct location information. Therefore, this method has to be bundled with a position verification technique.

Voting based detection This mechanism is based on voting or cooperative validation of an event in order to ensure its integrity. This mechanism is generally effective in a densely populated network with an honest majority. It is used by Cao et al. in [START_REF] Cao | Proof-of-relevance: Filtering false data via authentic consensus in vehicle ad-hoc networks[END_REF], Kim et al. in [START_REF] Kim | Vanet alert endorsement using multi-source filters[END_REF] and Hsiao et al. in [START_REF] Hsu-Chun | Efficient and secure thresholdbased event validation for vanets[END_REF].

Similarly to other mechanisms, voting schemes requires a new protocol and messages architecture [7] [8] (○).

Nevertheless, this protocol could be more challenging to integrate due to the effect of pseudonymity on the voting integrity (○). This effect is amplified with a higher frequency of pseudonym change [START_REF][END_REF].

General node trust evaluation

In this section, we evaluate detection methods that estimates the general trust in the vehicle instead of estimating the correctness of messages separately. Therefore, all messages from a corresponding node will be evaluated according to its trust level. It is worth noting that all methods that evaluate node trust are eventually affected by pseudonym change. This severity of this issue varies depending on the change frequency (○).

Cooperative trust establishment This mechanism is based on establishing cooperative trust through voting or through a consensus. It is used by Raya et al. in [START_REF] Raya | Eviction of misbehaving and faulty nodes in vehicular networks[END_REF], Zhuo et al. in [START_REF] Zhuo | Removal of misbehaving insiders in anonymous vanets[END_REF], Leinm üller et al. in [START_REF] Leinm Üller | Cooperative position verification -defending against roadside attackers 2.0[END_REF], Kim et al. in [START_REF] Kim | Vanet alert endorsement using multi-source filters[END_REF] and Kerrache et al. in [START_REF] Chaker Abdelaziz Kerrache | T-vnets: A novel trust architecture for vehicular networks using the standardized messaging services of etsi its[END_REF].

Similarly to all node-centric approaches, compatibility with pseudonyms is always a challenge (○). Additionally, cooperative trust establishment requires the modification of the current communications architecture whether to include voting or for consensus mechanisms [7] [8] (○). Last, revocation of a node from the network entails a denial of security application to the node. Legally, it is unclear if nodes of the same clearance level could deny other nodes from access to safety applications (□).

Data centric trust evaluation These mechanisms evaluate trust without a cooperation between vehicles. It is used by Raya et al. in [START_REF] Raya | On data-centric trust establishment in ephemeral ad hoc networks[END_REF].

Data-centric methods are generally compatible with the laws and the standard. However, the node-centric approach also adopted by these methods may have a conflict with the pseudonymity ensured in the standard (○).

Pseudonym linking These mechanisms are used to circumvent the pseudonymity issue for trust establishing mechanisms. These solutions aim to achieve an implicit linkability between pseudonyms. It is used by Jaeger et al.

in [START_REF] Jaeger | A novel framework for efficient mobility data verification in vehicular ad-hoc networks[END_REF] and by Xu et al. in [START_REF] Xu | Device fingerprinting in wireless networks: Challenges and opportunities[END_REF].

Although the implicit linking of pseudonyms benefits greatly all node-based mechanisms, privacy protection regulations may oppose these types of methods to ensure that linkability is only feasible by a trusted authority.

Otherwise, the whole concept of pseudonyms may as well be questioned (□). on node-trust face more feasibility challenges. However, the feasibility is not the only factor to consider. The performance of a mechanism should also be evaluated [START_REF] Wouter Van Der Heijden | Survey on misbehavior detection in cooperative intelligent transportation systems[END_REF]. Some problems could be overcome if there is a big enough incentive. A system that requires changes in the regulations, in existing standards, or requires specific equipment should justify a clear major benefit to have a chance to be adopted.

Feasibility discussion

A system with incompatibilities with the standard could be considered if the advantages it presents are significant. For example, several solutions [START_REF] Hao | Cooperative sybil attack detection for position based applications in privacy preserved vanets[END_REF][56] [START_REF] Bißmeyer | Intrusion detection in vanets through verification of vehicle movement data[END_REF][64] [START_REF] Rens | Enhanced position verification for vanets using subjective logic[END_REF] are based on a neighbor's information sharing mechanism.

In simulation, this mechanism shows promising results [START_REF] Rens | Enhanced position verification for vanets using subjective logic[END_REF] and does not imply major changes in standardized protocols to add the relevant fields on exchanged messages. For these reasons, we classify this method among those that have a good balance between "costs" and benefits. On the other hand, reputation-based mechanisms that requires the C-ITS to have a stable identity, are harder to integrate. Requiring a stable vehicle identity would directly oppose the pseudonymity both practically and in principle. Therefore, the addition of a reputation protocol requires rethinking major parts of the current system and is unlikely to be adopted.

Systems that present legal issues are difficult to adopt because they need a change in the regulations. Legal issues (usually privacy violations) itself can prevent a systems' deployment despite the advantages it could presents.

For instance, detection methods that rely on broadcasting a path history pose a major legal concern related to privacy. Similarly, methods that are based on the implicit local linkability of pseudonyms break the mechanisms meant to ensure the protection users' privacy. In our opinion, privacy threatening methods such as those that rely on path history broadcasting and local pseudonym linking are unlikely to be deployed, especially in the presence of [START_REF] Xu | Device fingerprinting in wireless networks: Challenges and opportunities[END_REF] alternative, more privacy friendly methods.

Lastly, methods that require specific equipment face the simple trade off of costs and benefits. For a method to be eligible for deployment, in some way, the benefits have to outweigh the costs. With this in mind, we take the example of the RSU triangulation technique for location verification. Currently, RSU coverage is limited and thus the cost of a total RSU coverage is high compared to the benefits. Moreover, other less demanding methods exist. However, in a later stage of the connected C-ITS network, with a wider and more secure RSU coverage, the triangulation check could be easier to justify and subsequently integrated.

In essence, this study doesn't aim to evaluate the detection methods based on their current compatibility status.

Instead, the goal is to evaluate the compatibility status itself. C-ITS systems are reaching the deployment stages. A misbehavior detection system, based on the current state of the art needs to be implemented and deployed in parallel to the deployment of C-ITS. The need for a robust and seamlessly compatible detection method is imminent.

Moving forward, the gap between the regulations and the scientific methods needs to be bridged. The regulations need to be adapted to accommodate for some detection mechanisms. Correspondingly, future studies need to consider the feasibility challenges while innovating new misbehavior detection mechanisms.

Chapter 3

Framework for Misbehavior Detection

Simulation and Evaluation

In this chapter, we present a misbehavior detection simulation framework that enables the research community to develop, test, and compare detection algorithms. We also demonstrate its capabilities by running example scenarios and discuss their results. Framework for Misbehavior Detection (F 2 MD) is open source and available for free on our GitHub [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

Motivations

Misbehavior Detection in C-ITS is an active field of research that concentrates on developing mechanisms to detect anomalous behavior pertaining to vehicle movement, transmission, etc. Detection algorithms could be on physical sensors and on V2X messages. In this work, we concentrate on V2X-based Misbehavior Detection. In order to perform substantial research, these techniques have to be implemented on a large scale, in different scenarios, with a variety of vehicle densities and many other variations. Currently, there are only a few widespread deployments of connected vehicles (see section 2.2). A variety of problems still exist with these deployments such as the limited number of use cases and the strict regulations on the generated data. Obtaining raw, untouched data is difficult due to regulations that require anonymization and stripping of information that may be helpful in designing detection algorithms. Also, finding a suitable subset of data for analysis warrants spending huge amounts of time that could be used in actually designing detection algorithms. Hence, there is a crucial need to simulate vehicular networks and evaluate misbehavior detection algorithms in those simulations.

Simulators such as VEINS [START_REF] Sommer | Bidirectionally coupled network and road traffic simulation for improved ivc analysis[END_REF] provide a platform for the development of misbehavior detection algorithm. We propose F 2 MD, a singular framework with which one can:

• Evaluate effectiveness of attacks (we provide 6 attacks and 9 faulty behaviors with our framework),

• Assess performance of detection algorithms (we provide 15 algorithms with our framework), using 8 metrics,

• Implement a set of new V2X attacks,

• Implement several detection algorithms for easy comparison,

• Visualize in real-time the detection algorithms performance,

• Generate dataset format to feed the common attack dataset VeReMi [START_REF] Rens | Veremi: A dataset for comparable evaluation of misbehavior detection in vanets[END_REF],

• Evaluate multiple misbehavior report formats and global Misbehavior Detection algorithms.

The remainder of this chapter is structured as follows. In section 3.2, we discuss the related works. In section 3.3, we explain our proposed framework in detail. In section 3.4, we run multiple examples with our framework to demonstrate the extent of results one can get from it. Finally, in section 3.5, we present our conclusion.

Related works

The current state of C-ITS infrastructure is far behind for conducting comprehensive research on misbehavior detection. This warrants implementing custom V2V simulators or retrofitting network simulators for this purpose.

Therefore, it is safe to assume that simulations are a crucial part of evaluation of detection algorithms. For V2V simulations, a simulator should consist of network and mobility models that simulate real-world V2V scenarios.

Simulators such as Network Simulator 3 (NS-3) and OMNeT++ provide feature-rich environments for network simulations. However, these simulators do not simulate a crucial aspect of V2X networks, a vehicle's mobility model.

Likewise, MATLAB could also be used to perform simulations like in the work of Sun et al. [START_REF] Sun | A data trust framework for vanets enabling false data detection and secure vehicle tracking[END_REF] and Ghaleb et al. [START_REF] Fuad | An effective misbehavior detection model using artificial neural network for vehicular ad hoc network applications[END_REF].

However, MATLAB simulation require a readily available dataset on which misbehavior detection algorithms can be run for conducting evaluations.

In C-ITS research, one commonly used network and mobility simulator is VEINS [START_REF] Sommer | Bidirectionally coupled network and road traffic simulation for improved ivc analysis[END_REF]. VEINS is a well-known and open source framework for running vehicular network simulations [START_REF] Sommer | Bidirectionally coupled network and road traffic simulation for improved ivc analysis[END_REF]. It is based on the OMNeT++ [START_REF] Andr | The omnet++ discrete event simulation system[END_REF] for network simulation and the SUMO [START_REF] Krajzewicz | Recent development and applications of SUMO -Simulation of Urban MObility[END_REF] for road traffic simulation. VEINS provides APIs to create custom applications that run locally on a vehicle. These applications can react on receiving a beacon from another vehicle and/or on changing its own position among other features. VEINS also provides the capability to generate custom datasets for different road networks. However, it does not include misbehavior detection algorithms or the capability to evaluate them.

To the best of our knowledge, there is only one simulation module that allows the simulation of misbehavior mechanisms in C-ITS, namely VeReMi [START_REF] Rens | Veremi: A dataset for comparable evaluation of misbehavior detection in vanets[END_REF]. VeReMi is a dataset, but the publication also offers a VEINS extension which includes five position-based attacks and four basic detection checks. However, the purpose of this VEINS extension is mainly to feed the VeReMi dataset and is not suitable for real time detection and evaluation. In our framework, we offer a different take on the VEINS extension focusing mainly on a real time simulation. We also offer more attacks on the V2X network, advanced detection algorithms and common evaluation metrics. Note that we later also work closely with the team behind VeReMi to the extend the dataset using the F 2 MD framework for the benefit of the scientific community (see section 4.3).

Framework features

In this section, we describe the different components of F 2 MD. All parts of the framework that are described in the following section are also available for download in open source format [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

General framework characteristics

This framework provides a complete solution for real time simulation and evaluation of a misbehavior detection system. It extends VEINS with a large panel of detection, evaluation and other general C-ITS modules. One of the main characteristics of F 2 MD is its modularity. The architecture is organized in several functional levels: input data, local detection, local visual output, report data output and global detection. According to the misbehavior evaluation level, the complexity of the scenario, the attacks and the detection method may be chosen. We adopted this approach to facilitate the testing of different state of the art solutions in different modules of the framework.

Additionally, F 

Framework input data

The first input required for the framework is a SUMO scenario. We do provide three scenarios out-of-the-box. The scenarios include various network topologies with a downtown area, residential roads and main arterial roads linked to highways. The second scenario is the Luxembourg SUMO Traffic (LuST) [START_REF] Codeca | Luxembourg sumo traffic (lust) scenario: 24 hours of mobility for vehicular networking research[END_REF] (see figure 3.4). This scenario is a SUMO network based on population census data and real traffic information of Luxembourg. Therefore, the vehicle density is somewhat realistic with morning and evening peaks. This scenario is provided in a Small and a Large version.

This would enable the user to choose the most suitable network size for his use case. In addition, both versions would constitute excellent training and test sets to be used in the evaluation of machine learning models.

The small LuST network has an area of 1.61 km 2 with a variable density peaking at 67.4 Vehicle/km the Network Interface Card (NIC) settings such as the txPower, bitrate, Recall and thermalNoise. We strongly recommend leaving these settings as the VEINS defaults. The values could be found in the OMNeT++ configuration file on our github. Finally, our framework requires specific inputs like the attack types, the attacker density, the report format and the Pseudonym Change Policies (PCP). This list is not exhaustive but gives a general idea of what types of input is expected. Some inputs are even specific to the type of attack or the PCP. For example, if we choose a periodical pseudonym change, then we have to set the mean change period. These inputs could also be modified in the OMNeT++ configuration file. A full list of inputs is included in our Github repository [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

Misbehavior mechanisms

In order to assess the quality of different detection methods, we need to introduce misbehavior into the system. For this reason, we implemented two categories of misbehavior: Faulty behavior and Attacks. Faulty behavior are errors on the sensor data, and Attacks are more elaborate and intentional schemes. The framework injects a predefined percentage of misbehaving vehicles. These vehicles could all present one type of misbehavior or could mix multiple types. Details of all the implemented misbehavior mechanisms are presented below.

Faulty behaviors

Each vehicle should include an on-board treatment of the data to ensure their plausibility before transmission.

However, this preventive system could possibly lack some use cases and is prone to failure, especially in the case of budget vehicles. Here, we consider the case where such an on-board data pre-treatment system fails. We extracted from the literature a set of possible faulty behaviors [START_REF] Petit | V2X Validation Tool[END_REF]. The following set was implemented in the framework:

• Fixed Position: The ITS-S broadcasts a faulty fixed position (X,Y )

• Fixed Position Offset: The ITS-S broadcasts its real position with a fixed offset (∆X,∆Y )

• Random Position: The ITS-S broadcasts a faulty limited random position (rand(X min ↦ X max ), rand(Y min ↦ Y max ))

• Random Position Offset: The ITS-S broadcasts its real position with a limited random offset (∆(0

↦ X max ),∆(0 ↦ Y max )
• Fixed Speed: The ITS-S broadcasts the same faulty fixed speed (V x )

• Fixed Speed Offset: The ITS-S broadcasts its speed with a fixed offset (∆V X )

• Random Speed: The ITS-S broadcasts a faulty limited random speed (∆(0 ↦ V max ))

• Random Speed Offset: The ITS-S broadcasts its real speed with a limited random offset (∆(0 ↦ V max ))

• Delayed Messages: The ITS-S broadcasts its information delayed from reality (∆t)

Attacks

Our attack schemes vary in complexity. The following list details what is currently implemented in our framework:

• DoS: The ITS-S sends V2X messages at a higher frequency than what is defined in the standard. The frequency increase inflicts an overhead on the broadcasting channel. This may render the channel unusable by other vehicles.

• DoS Random: The ITS-S performs a DoS attack while simultaneously randomizing all the V2X messages data.

• DoS Random Sybil: The ITS-S performs a DoS attack while simultaneously randomizing all the V2X messages data.

• -The position, speed and heading of the ghost vehicles are calculated according to the data of the attacking vehicle or a chosen target vehicle.

-A list of pseudonyms is generated and maintained, one pseudonym per ghost vehicle.

-The beaconing frequency of the attacker is increased according to the number of ghost vehicles.

-The ghost vehicles beacons are multiplexed such that every vehicle is sending one beacon per cycle.

This attack demonstrates the ability to use the framework to (i) manipulate pseudonyms, (ii) increase the beacon frequency on-the-fly and (iii) intelligently calculate the data to serve a specific objective.

• MA Stress: This attack does not target local vehicles. Instead, it targets the global entity (i.e. the MA) by sending a large number of fake reports. The reports contain the identities of the attacker's neighboring vehicles. The attacker could choose to change its identity for every report. The attacker could also increase the frequency by which the reports are sent to the MA.

Framework local detection

In this framework, we provide a rich module for local misbehavior detection. This module provides simple methods to customize and test different algorithms using a simple methodology. The local detection logic goes as follows.

The system runs basic plausibility and consistency checks on every received message. The results are transmitted to the local misbehavior application installed in each vehicle that decides whether or not to send a report to the MA.

Therefore, the local detection could be customized in two locations: the basic plausibility (often called detectors) and the more intelligent detection application (often referred to as data fusion). For this reason, we have implemented multiple versions of the basic checks and multiple misbehavior applications. We also provide a method for real-time machine learning based detection applications.

Plausibility checks

Inspired by the literature, we extracted a set of basic misbehavior detection checks. The following checks or detectors were implemented in their legacy version and in an Error Tolerant version we call CaTch. The legacy version is much faster to compute the plausibility checks and returns a binary output to show whether a certain aspect of the message is plausible or not. The CaTch version is generally slower to compute the plausibility checks but returns an uncertainty factor that reflects the scale of the message implausibility. The CaTch detectors is one of our contributions and will be discussed in more detail in section 4.1.

Here is the list of all the local plausibility checks that are implemented:

• Range plausibility: Check if the position of the sending ITS-S is inside of the ego ITS-S maximum range (predefined value mapped on the ego ITS-S maximum radio coverage).

• Position plausibility: Check if the position of the sending ITS-S is at a plausible place (e.g. on a road, no overlaps with physical obstacles, etc.).

• Speed plausibility: Check if the speed advertised by the sending ITS-S is less than a predefined threshold.

• Position consistency: Check if two consecutive beacons coming from a same ITS-S have plausible separating distance.

• Speed consistency: Check if two consecutive beacons coming from a same ITS-S have plausible acceleration or deceleration.

• Position speed consistency: Check if two consecutive beacons coming from a same ITS-S have consistent speed and separating distance.

• Beacon frequency: Check if the beacon frequency of a sending ITS-S is compliant with the standards.

• Position heading consistency: Check if the positions in two consecutive beacons coming from a same ITS-S correspond to the heading advertised by that ITS-S.

• Intersection check: Check if no two beacons coming from two different ITS-S have overlapping locations (i.e. both ITS-S overlap each others).

• Sudden appearance: Check if no ITS-S suddenly appeared within a certain range.

• Kalman filter tracking: Check if the ITS-S advertised information is within a plausible range of the Kalman filter predicted values [START_REF] Kalman | A new approach to linear filtering and prediction problems[END_REF]. This calculation is proposed in [START_REF] Jaeger | A novel framework for efficient mobility data verification in vehicular ad-hoc networks[END_REF]. We propose to use this Kalman calculation to extract the following detector values:

-Kalman Position Speed Consistency (kPSC*), -Kalman Position Consistency (kPC), -Kalman Position Acceleration Consistency (kPAC),

-Kalman Speed Consistency (kSC).

Fusion applications

The misbehavior detection applications are the decision making part of the detection logic. They are also referred to as fusion applications since the decision is often based on fusion of multiple factors (the results of the plausibility checks, the node history, etc.). We implemented multiple simple examples. Some of them use a deterministic algorithms and others are based on artificial intelligence. The deterministic algorithms were implemented directly into VEINS while the learning applications are external to the simulation and were implemented in python and accessed through a specific API. We start by detailing the applications based on deterministic algorithms.

Threshold Based App: This is our simple baseline application. An ITS-S is considered misbehaving if a certain message fails at least one of the plausibility checks. A fail is determined if the result of the check falls below a certain threshold (see algorithm 1). to the gravity of the misbehavior, the node is put in timeout. That means all its data is collected and then reported to the MA. The gravity is characterized by a level of trust in the received V2X messages from a certain ITS-S. A similar approach to the logic used in [START_REF] Robert K Schmidt | Vehicle behavior analysis to enhance security in vanets[END_REF] and in [START_REF] Bißmeyer | Intrusion detection in vanets through verification of vehicle movement data[END_REF]. The trust is derived from the long-term trust level combined with the current calculated plausibility factors. The trust has a negatively exponential relationship with the plausibility factor (see equation 3.1 , figure 3.5). This negative exponential relationship was found by interpolating the trust plot that lead to the best accuracy on a large pre-collected data sample. Finally, a message is considered misbehaving if the cumulative global trust level falls below a certain value (see algorithm 3). Note that when a vehicle behaves correctly its trust level automatically begin rising again, albeit at a slow rate. is to cooperatively evaluate the behavior of a node to determine a shared level of trust in this node. This approach

• LSTM Classifier: We used the TensorFlow library to implement a Bidirectional LSTM model that could be trained with variable time step. We also included a fit generator and train generator for the input data.

These examples should help researchers get started with any model weather they would like to use the scikitlearn, keras or TensorFlow library.

Reporting Protocol

One important goal of the local detection is to send a report to a central MA for post-processing. In this framework, the fusion algorithm could decide to generate a misbehavior report. Evidence required by the MA is further detailed in [START_REF] Kamel | Misbehavior Reporting Protocol for C-ITS[END_REF].

The report format is however not yet standardized and is still a subject of discussion. For this reason, we have found it useful to provide several formats of misbehavior reports to facilitate further investigation and testing. The following versions are implemented in the framework:

• Base Report: This format includes only the Header Container and the Source Container with no evidence.

• Beacon Report: This version includes a base report and the reported beacon in the Evidence Container.

• Evidence Report: This version contains a more complete Evidence Container depending on the type of plausibility checks failure. For example, if the vehicle failed the Speed Consistency check, we include both inconsistent beacons as evidence.

In the previous three formats, every message flagged as misbehaving is reported. However, not every message should be reported individually. This would generate a significant network overhead especially when the vehicle is misbehaving because of a faulty component in its system. Consequently, the report format allows for omitted reports, which means that the vehicle is not constantly reported for the same behavior. This is why we propose the Protocol Report.

• Protocol Report: This version also contains a complete Evidence Container. However, in this version vehicles follow the reporting protocol proposed in section 5.1. The vehicle sends an initial report the instant it detects a certain misbehavior. Then it refrains from reporting the same behavior after a certain time while collecting evidence. The evidence is then sent to the MA in a single follow-up report. This protocol assumes an intelligent MA that prioritizes the content of the received reports instead of their number.

Global misbehavior detection

The Misbehavior Authority (MA) is the global entity that receives the reports sent by the ITS-Ss. The MA should then decide on the suitable reaction to make. We define three main components of the MA:

• Collection and Format: The collected report is added to a database. This action would enable the fast access to relevant reports using a certain criterion. For example, we can get all the reports accusing a certain pseudonym or all the reports from a certain region. Those queries are helpful in the analysis phase. We also have a filtering system, that if enabled could aggregate all reports signaling the same implausibly (e.g. sets of two messages with a speed inconsistency).

• Analysis and Decision: The MA analyzes the reports and outputs the correct level of reaction. We have implemented a simple method that has a threshold on the number of reports for every reaction level. The number of reports required to reach every level is modifiable. We set the output as levels so it would be compatible with our reaction mechanism. However, other outputs could be developed. Please note that this component will evolve into a more complex element in future versions of the framework.

• Reaction: The misbehavior reaction is still a widely debated subject. We propose a level-based solution with 5 levels of reaction:

level 0: no reaction level 1: a warning message is sent to the vehicle level 2: a warning point is deducted from the vehicle's score level 3: passive revocation where the vehicle cannot request more certificates level 4: active revocation where the current certificates of the vehicle are revoked.

Currently, the reactions do not cause a change in the behavior of the vehicle, however we expect to have a more intelligent system where the vehicle would change its behavior according to the reaction level (e.g. a vehicle with a faulty sensor would re-calibrate upon a warning from the MA).

Please note that this global solution for misbehavior detection that is included in this framework is only a draft proposal. We included the code of this proposal with the simulator to help the scientific community get started with research in this domain using our simulator. Our contribution to this research field are discussed in chapter 6.1.
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The Precision (3.3) measures the proportion of messages correctly flagged as misbehaving out of all flagged messages. It indicates the classifiers ability to distinguish between misbehaving and genuine nodes, for example a low precision means the system is yielding a lot of false positives.

P recision = T P T P + F P (3.

3)

The Recall (3.4) measures the proportion of correctly identified misbehaving messages out of all received misbehaving messages. It marks the classifiers ability to detect a misbehaving node, i.e. a low recall means an attack is difficult to detect.

Recall = T P T P + F N (3.4)
The F 1 score (3.5) is the harmonic mean of Recall and Precision. It could be used as a single metric to evaluate the system's performance if we attribute the same importance to the Recall and Precision. If needed, we can attribute more weight to one metric by calculating an F β score. This metric could be interesting since one could argue that Recall is more important than Precision in some cases.

F 1 score = 2 × Recall × P recision Recall + P recision (3.5)
The Bookmaker Informedness (BM) (3.6) characterizes the probability of an informed decision. It shows how much the decision of this system is better than a random guess.

BM = T P T P + F N + T N T N + F P -1 (3.6)
The Markedness (MK) (3.7) is the probability that the detection is ascertained by the classification as opposed to by chance.

M K = T P T P + F P + T N T N + F N -1 (3.7)
The Matthews Correlation Coefficient (MCC) (3.6) is the geometric mean of the Informedness and the Markedness. It is especially useful when the measured classes are of very different sizes, which is often the case with C-ITS attackers.

M CC =
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Cohen's kappa (K) (3.9) is a measure of the positive agreement, similar to the Accuracy, but where we subtract the agreement by chance.
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1 -
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(3.9)

Visualization

One of the goals of our framework is to facilitate the evaluation of any detection mechanisms or any changes that could affect the detection rate. In order to achieve that, the simulator writes a snapshot of the current state of the running mechanisms at every time interval. Then, a script parses the data, calculates, and plots the aforementioned evaluation metrics in real-time. To further facilitate the evaluation and comparison of mechanisms, the simulator and the script support running two simultaneous mechanisms on the same system. Figure 3.6 shows a real-time comparison between two different detection applications running on top of a different set of checks.

However, the visualization is not limited to the detection results. The attacks and detection system are also visualized in SUMO's GUI. The simulator uses SUMO's Traffic Control Interface (TraCI) [START_REF] Wegener | Traci: An interface for coupling road traffic and network simulators[END_REF] to color the vehicles according to the intended role as specified in Figure 3.7.

Finally, since the MA is implemented as an HTTP server, we provide a web interface. The web interface runs in real time and serves as a display of different metrics and evaluations on the current state of the MA (Figure 3.8).

We currently display three metrics:

• Cumulative and instantaneous prediction accuracy.

• Number of received reports per pseudonym for some of the most relevant identifiers.

• Radar chart of the cumulative percentage of the issued reactions.

Examples

In order to demonstrate the capabilities of the framework, we run multiple example scenarios. Each example is based on showcasing the capabilities of a different module of the framework. In the following scenarios we use our benchmarking Paris-Saclay scenario network described in Section 3.3.2. We introduce misbehaving entities with a density of 5%. Each misbehaving vehicle introduced to the system randomly chooses its type of attack as detailed in Section 3.3.3. The following results are reproducible using the implementation and scenarios provided on our Github [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

Plausibility detectors example

As discussed earlier, we implemented two versions of the detectors. The legacy version outputs a binary value while the CaTch version assigns a factor in uncertain scenarios. The plausibility factor is a score assigned to the each plausibility check done on the message. This score is calculated using the value and the error range advertised for each field in a certain message. The score varying between completely implausible (0) and definitely plausible (1).

To better understand the effect of this value, we run both versions of the detectors simultaneously coupled with a threshold-based detection application. We vary the threshold between 0.1 and 0.9. As shown in Figure 3. Next, we demonstrate the capabilities of the fusion applications module. We tested some of the fusion applications available with our framework. We tested the Threshold and Aggregation approach as well as some machine learning models, the MLP and a simple Linear Regression. The results of the plausibility checks are used as the input features for the learning models.

Figure 3.10 shows the evaluation metrics of the different detection scenarios. These metrics are collected from plots of the GUI described in Section 3.3.9. One interesting note about the results is that not all machine learning algorithms outperform the fixed ones. The algorithm should be carefully chosen to be adapted to the application and Linear Regression is not suitable for our use case. More insights and results on the fusion applications could be found in section 4.2.

Attacks example

Until now, our evaluations were based on an even mix of misbehavior types. However, the detection rate is strongly dependent on the type of misbehavior. To demonstrate this fact, we tested the ability our benchmark fusion application, the simple threshold, to detect individual attacks. Figure 3.11 shows that the traffic Sybil and the delayed messages misbehavior types are somewhat harder to detect with our detectors. This result is in line with our expectations since the messages transmitted here are have a high plausibility. For instance, the delayed message contains information that was correct just few seconds earlier. Therefore, the delayed messages do not have many implausible features. One should note that the SAE J2945/1 [START_REF]On-board system requirements for v2v safety communications[END_REF] specifies that BSM generated 30 seconds in the past (and in the future) pass time relevance check. On the other hand, we see that the Disruptive attack is the easiest to detect. This type of attack replays a mass of messages without data consistency. Consequently, there is a large amount of implausible features that were easily detectable with our plausibility checks.

- 

Reporting and global detection example

Finally, we demonstrate the reporting and the global detection of the framework. We start by examining the different type of reports. Our different report formats have different containers and should vary in size. Using the same scenario as in Section 3.4.3, we measure the size of the reports transmitted to the MA in JSON. This measurement is done for each of the formats described in Section 3.3.5. Table 3.2 shows the average sizes of the different reports. We can see that the sizes are consistent with the reports format, and the differences are smaller when the information is compressed. Please note that the sizes are only used for comparison purposes, however, these are not to scale with a real eventual report. All C-ITS messages of ETSI and IEEE have a security header a signature and multiple other layer that are not included here [START_REF]On-board system requirements for v2v safety communications[END_REF] [44]. For the global detection, our current simple MA is still based only on the number of received reports for a certain pseudonym. Consequently, a PCP would dramatically affect the result. To show this effect, we enable a periodical PCP. We then simulate the same scenario with multiple pseudonym change periods. Figure 3.12 shows the average number of reports received by the MA for genuine and misbehaving nodes per pseudonym. We can see that the number of reports is significantly affected by more frequent pseudonym change. Indeed, the MA does not receive enough reports with the same reported ID, certainly affecting the detection quality.

In order to mitigate this effect, the MA can analyze the contents of the report. A report with Evidence Container is advantageous for this process. Additionally, currently proposed reporting protocols do not send a report for each message. Instead, to reduce overhead, the vehicle collects evidence and then sends a more complete report. This process would make the global detection based on the number of reports obsolete. The need for an intelligent MA is therefore paramount. More details on the reporting protocol and format could be found in section 5.1.

Conclusion

Cooperative Intelligent Transport Systems are susceptible to false data injection attacks that could jeopardize road users' safety. In this chapter, we proposed a simulation framework and source code called F 2 MD, which enables the research community to develop, test, and compare misbehavior detection algorithms. We implemented in the framework (i) a comprehensive list of attacks, (ii) an extensive set of basic and advanced detection algorithms, (iii) a Python/C++ bridge to allow import of artificial intelligence algorithms, (iv) basic Pseudonym Change Policies, (v) a visualization tool to analyze real-time performance of the misbehavior detection system, and (vi) a Misbehavior Authority and Misbehavior Report formats. This framework is used to evaluate the solutions and contributions that we propose throughout this thesis.

Chapter 4

Local Misbehavior Detection

This chapter includes the contributions to the local component of the misbehavior detection model described in section 2.4.3. In section 4.1, we introduce a new set of error tolerant local detectors. These detectors integrate the confidence range of embedded sensors to improve the detection quality. In section 4.2, we extract misbehavior fusion application from the state of the art. We re-implement the solutions on our F 2 MD simulator and we compare their performance on a common scenario. In section 4.3, we introduce improvements to VeReMi, a dataset of V2X messages that could be used by researchers to evaluate and compare their local detection solutions.

CaTch detectors

The standard ETSI CAM [7] and IEEE BSM [START_REF]Dedicated short range communications (DSRC) message set dictio-nary™[END_REF] messages integrate a field called confidence range for each mobility parameter. This field is included based on the fact that sensor measurements could be inaccurate due to physical limitations or environmental characteristics. However, to the best of our knowledge, so far this information is not taken into consideration during the misbehavior detection checks computation.

We introduce CaTch (Confidence range Tolerant misbehavior detection approach), a misbehavior detection library which takes into consideration the confidence range. Then we show through extensive simulations, that taking into consideration sensors inaccuracy during the checks computation increases the detection quality of the system.

Local detectors and mobility data uncertainty

The local misbehavior detectors

In this work, we consider plausibility and consistency verification of the content of the received beacon message.

Note that a plausibility check requires only one received message whereas a consistency check requires two successive messages coming from the same source. For instance, when performing a plausibility check on the radio transmission range, a vehicle would judge that a neighbor which sends a position that is not in its communication range is suspicious. A typical example of consistency checks is when a vehicle receives two beacons from its neighbor at different times indicating speed information which are conflicting with the travelled distance information.

A complete set of plausibility detectors for CAM is detailed in Table 5.3. Additionally, the implemented checks are detailed in section 3.3.4.1. However, in this work we only consider the following checks: Range plausibility, Position plausibility, Speed plausibility, Position consistency, Speed consistency, Position speed consistency, Position heading consistency, Intersection check and Sudden appearance.

Misbehavior detectors uncertainty integration

In this work, we propose a novel solution, CaTch, which takes into consideration the mobility information uncertainty while performing the basic misbehavior checks. In the following sections, we detail how we integrate the confidence range of the beacon message contents in the basic checks calculation.

For each plausibility and consistency test, we compare our calculation (CaTch version) with the state-of-the-art one (legacy version). We calculate the uncertainty factor f for each of the misbehavior checks. The uncertainty factor f is a real number between 0 and 1, with 0 being certainly malicious and 1 having no signs of misbehavior. We assign a value of f to the nodes whose data are partially implausible. Notice that the confidence range is illustrated by green for the plausible section and red for the implausible one. We use the following common notations as depicted in Table 4.1. 

Range plausibility check

We assume that the communication range is based on a disk model. The initial method to detect an out of transmission range node is done by simply checking if the distance between the sender and the receiver is less than the maximum plausible range as illustrated in figure 4.1a. In our approach, we take into consideration the confidence range of the sender's position broadcasted in the beacon R s and the confidence range assessed internally by the receiver R r . We calculate first the position confidence range area of the sender and the receiver, respectively A s and A r . We consider T max as the maximum diameter in which the sender and the receiver could communicate.

T max coincides with the transmission range of the sender and the receiver. Accordingly, A T max , is the area of the The uncertainty factor of this check is computed as follows:

f = (a r + a s ) (A r + A s ) T max ≜ Communication Diameter A T max = πT 2 max 4 a r = A T max ∩ A r a s = A T max ∩ A s
f = n N n ≜ Plausible Tested Points N ≜ All Tested Points
Note that if a vehicle is positioned outside of a road and its advertised velocity is zero, the check does not fail (i,e., we consider the car as parked). However, if the advertised velocity is different from zero, the test fails. 

Speed plausibility check

f = (V max -V 0 + C 0 ) 2C 0 V max ≜ Max Plausible Speed

Position consistency check

The position consistency is computed by comparing the distance between two consecutive broadcasted positions 

f max = V max -V 1 + C 0 4C 0 + V max -V 1 + C 1 4C 1 f min = V 1 -V min + C 0 4C 0 + V 1 -V min + C 1 4C 1 f = ⎧ ⎪ ⎪ ⎪ ⎨ ⎪ ⎪ ⎪ ⎩ f min , when V 1 ≤ V 0 f max , when V 1 > V 0 ⎫ ⎪ ⎪ ⎪ ⎬ ⎪ ⎪ ⎪ ⎭
V min ≜ Minimum plausible speed when decelerating V max ≜ Maximum plausible speed when accelerating

Position-speed consistency check

The time and distance separating two beacons result in a theoretical speed V th (computed by considering the Euclidean distance). The claimed speed is consistent with the distance separating two beacons if it falls within a range denoted here as T r+ and T r-around this theoretical speed as depicted in figure 4.6a. This check becomes tricky if we consider the confidence ranges on both the position and the speed. To this end, we calculate a new theoretical range G x formed with a combination of the speed and the position confidence. Next we find the maximum and minimum between the speed of the first and the second beacon. We then check the plausibility of the claimed speed and the tolerance range with respect of this theoretical confidence range (fig 4 .6b). The calculation of the uncertainty factor is as follows: To check the consistency of the heading, we calculate the angle between the advertised heading vector ⃗ D 0 and the real heading in the next position. This angle should be less than a predefined threshold. We set this threshold to π/2 assuming that this is a universal limit, non-dependent on vehicle specific characteristics (figure 4.7a). R 0 and R 1 are respectively the position confidence range of the 1 st and 2 nd beacon. The confidence range however could heavily affect this angle. CaTch calculates the plausible portions of the confidence range on both the 1 st and 2 nd beacon (the shaded green area in figure 4.7b). A position of a beacon is considered plausible if it forms an angle less than π/2 with the center of the other beacon. Thus, the calculation of the uncertainty factor goes as follows:

f max = 2 ∫ G max1 lb max G 2 max1 -x 2 dx + 2 ∫ -lb max -G max0 G 2 max0 -x 2 dx A 0 + A 1 f min = 2 ∫ G min0 lb min G 2 min0 -x 2 dx + 2 ∫ -lb min -G min1 G 2 min1 -x 2 dx A 0 + A 1 f = ⎧ ⎪ ⎪ ⎪ ⎨ ⎪ ⎪ ⎪ ⎩ f min , when f min > f max f max , when f min ≤ f max ⎫ ⎪ ⎪ ⎪ ⎬ ⎪ ⎪ ⎪ ⎭ V th ≜ Theoretical
G min0 = C min + R 0 /∆t G min1 = C min + R 1 /∆t G max0 = C max + R 0 /∆t G max1 = C max + R 1 /∆t lb min = V th /2 -V min /2 -T t- lb max = -V th /2 + V max /2 -T t+ ( 
f = 2 ∫ R 0 d 01 cos α R 2 0 -x 2 dx + 2 ∫ -d 01 cos α -R 1 R 2 1 -x 2 dx A 0 + A 1 ⃗ D 01 ≜
Vector formed between the center of the positions of the ). However, this factor alone is not enough since the severity of the intersection depends greatly on the location it occurred and the rotation of the affected vehicles.

1 st & 2 nd beacons α ≜ Angle between ⃗ D 0 & ⃗ D 01
For example, an intersection on the peripherals is less important than an intersection on the center even for the same intersection area factor. This phenomenon is numerically added to the equation using an importance factor as calculated below: 

f a = Ae ab (Ae a + Ae b -Ae ab ) f i = ol ab (I a + I b -ol ab ) f = f a f i L n ≜ Car n length W n ≜ Car n width Ae n = π(R n + L n )(R n + W n ) E n ≜ x 2 (R n + L n ) 2 + y 2 (R n + W n ) 2 = 0 Ae ab = E a ∩ E b d ab ≜ Distance between the centers of Car a & Car b ⃗ D ab ≜ Vector formed by the centers of Car a & Car b α a ≜ Angle between ⃗ D ab & ⃗ D a α b ≜ Angle between ⃗ D ab & ⃗ D b I a = (R a + L a ) sin α a + (R a + W a ) cos α a I b = (R b + L b ) sin α b + (R b + W b ) cos α b

.2.9 Sudden appearance check

The sudden appearance flag is triggered when a vehicle appears inside a minimum range T min . Accordingly, A T min , is the area of the circle formed by T min . The idea is that a new vehicle detected in this range T min is not entering the edge of our reception range and is thus suddenly appearing. In order to integrate the error range, CaTch uses the inverse of the method used for the range plausibility (see 4.1.1.2.1). The system finds the impossible positions by calculating the intersection of A T min with the confidence range of each vehicle. Therefore, the plausibility factor is calculated as follows:

f = (R r + R s -a r -a s ) (R r + R s )
T min ≜ Minimum acceptable range for sudden appearance

A T min = πT 2 min 4 a r = A T min ∩ R r a s = A T min ∩ R s

Misbehavior fusion applications

CaTch generates results that are contentious instead of binary, thus contains more information. Providing more information should translate into at least similar or better detection results, depending on the detection application.

In order to evaluate the impact of CaTch results, we run two local misbehavior detection applications:

• Simple App The simple app is threshold based and is described in section 3.3.4.2. This application consists of a simple threshold. Using this application, all messages with uncertainty factor f less than 0.5 for any detector are reported. This application does not take advantage of the additional information provided by CaTch and theoretically both binary and contentious versions of the detectors should perform similarly.

• Advanced App This application is machine learning based and is described in section 3. off between Recall and Precision and we don't find using CaTch in this scenario definitely beneficial. For the case of faulty nodes detection, the Legacy detectors could be sufficient. However, this is not the case for the Sybil Attack scenario. Since the messages are more plausible, and the implausibilities are more elusive, the MLP app finds a major advantage by using CaTch's additional information.

The extra edge given by CaTch's uncertainty factor enables the MLP app to increase the Recall (+21.9%) with a small loss in terms of precision (-2.1%). Accordingly, The F 1 Score, the BM and the MCC all increase by more than 10%. Therefore, we find that using CaTch in this scenario definitely increases the quality of the detection. Given these points we conclude that the main benefit of CaTch is to detect attacks that are subtler where the attacker is intelligent and tries to remain within the plausible range. In fact, using CaTch we can train a system to extract a kind of a "fingerprint" of an attack, which is not possible to elaborate when using the binary detectors.

Nevertheless, this improvement comes at the cost of higher processing time. In fact, the binary detectors are 3 times faster than their CaTch counterparts as shown in Table 4 

Discussion

It is worth noting that the model we chose for the machine learning App is not optimal. It was implemented this way to give a more comprehensive and fairer comparison and to remain consistent with the illustrative example.

However, by adding only a notion of node history to the machine learning model, using only the last few messages of a node instead of only one, we were able to significantly increase the detection quality. In particular, the false positives ceases being much of an issue. Additionally, we found that the fingerprinting of attacks with CaTch over multiple sequential messages could be much more elaborated and complex. This is discussed in more detail in section 4.2.

Additionally, one could assume that an attacker could manipulate the CaTch uncertainty factor to avoid detection. This is in fact possible and is a scenario that should be taken into account when designing the detection application.

For example, an application should consider a plausible maximum value for the confidence range depending on the environment. However, CaTch is supposed to be replacing the legacy detectors. Additionally, it is worth noting that it is much easier for an attacker to just manipulate the sensor value to remain within the legacy detectors limits than to manipulate the value and the confidence range to do the same for CaTch.

Summary

In this work, we focused on embedded misbehavior detection mechanisms in C-ITS. More precisely, we evaluate the impact of physical measure uncertainty on the plausibility detectors performance. We notice that such uncertainty information is included in the standard V2X messages. We theorize that utilizing it may lead to improving the misbehavior detection process.

To benefit from this available information, we propose CaTch, an enhanced version of plausibility detectors that takes into account the physical measure uncertainty. We showed that CaTch provides for each plausibility detector an uncertainty factor that indicates the levels of implausibility. We showed through extensive simulations that CaTch performs better or in the worst case similar to the current misbehavior detectors. In particular, the uncertainty information can be used by intelligent misbehavior detection applications to improve the detection quality in the decision making process.

Evaluation of local detection mechanisms

After introducing a new set of local plausibility and consistency checks, we direct our interest to the next step in the local misbehavior detection process: the fusion application. The results of plausibility checks are analyzed by the local fusion application to classify the received V2X message as misbehaving or genuine. Our goal is to evaluate different approaches for local fusion applications. Although many researchers have published fusion mechanisms, the results are often difficult to compare since the tests are done on different data and with different implementations.

To this end, we use our F 2 MD simulator described in chapter 3. We re-implement the different fusion mechanisms and test then while running the same scenario. Our comparative results show a clear trade-off between the accuracy of the detection mechanisms and the calculation latency.

Attacker model

A misbehaving entity in C-ITS is any ITS-S sending inaccurate or fake V2X messages. Misbehaving entities could be divided into two categories: Faulty and Attackers. A Faulty behavior is any inaccurate V2X message data coming from a broken vehicle sensor. An attack is an intentional modification of the V2X message data. The implemented set of possible misbehavior types is inspired from the literature [START_REF] Wouter Van Der Heijden | Survey on misbehavior detection in cooperative intelligent transportation systems[END_REF] [85] (see section 3.3.3). Please note that every new attacker sets the attack parameters randomly within a certain range. This is done to render the detection more difficult specifically for the Machine Learning based solutions.

Detection mechanisms

In this part we extract the base logic behind some related works described in section 2.6. We also detail our implementation of the extracted detection logics. We put forward solutions based on a deterministic approach and machine learning based mechanisms.

Deterministic approaches

The deterministic fusion mechanisms are described in detail in section 3.3.4.2.

Threshold Based: a purely data-centric baseline solution. If any detector fails, the message is misbehaving.

Non-Cooperative Trust Based (N-CTB):

a node-centric trust evaluation using data-centric mechanisms. This is a similar approach to the logic used by Schmidt et al. in [START_REF] Robert K Schmidt | Vehicle behavior analysis to enhance security in vanets[END_REF] and Bißmeyer et al. in [START_REF] Bißmeyer | Intrusion detection in vanets through verification of vehicle movement data[END_REF].

Cooperative Trust Based (CTB): a solution with a form of information sharing between the ITS-Ss. This approach is similar to the one used in Leinm üller et al. [START_REF] Leinm Üller | Cooperative position verification -defending against roadside attackers 2.0[END_REF] and Kerrache et al. in [START_REF] Chaker Abdelaziz Kerrache | T-vnets: A novel trust architecture for vehicular networks using the standardized messaging services of etsi its[END_REF].

Machine learning based

The goal of this solution is to train a machine learning algorithm to detect if a V2X message is misbehaving. Many algorithms exist for this purpose, however we revert to testing SVM proposed by Boser et al. in [START_REF] Boser | A training algorithm for optimal margin classifiers[END_REF], XGBoost proposed by Chen et al. in [START_REF] Chen | Xgboost: A scalable tree boosting system[END_REF], MLP proposed by Van Der Malsburg et al. in [START_REF] Van | Frank rosenblatt: Principles of neurodynamics: Perceptrons and the theory of brain mechanisms[END_REF] and LSTM as proposed by

Hochreiter et al. in [START_REF] Hochreiter | Long short-term memory[END_REF]. We detail below the models and parameters trained and tested in this study. All the hyper-parameters of the proposed model are tuned using a grid search based on 5-fold cross validation.

Common Features: For every received V2X message a set of features is created. These features are important indications used by the tested ML algorithm to evaluate the plausibility of a message. We propose two features sets suitable for different ML algorithms.

• Checks Feature Set: The local detection checks done on V2X messages described in section 3.3.4.1. Note that the CaTch version of the checks are used here.

• Kinematic Feature Set: The P osition, Speed, Accel, Heading and T ime of the last beacon. The ∆P osition, ∆Speed, ∆Acceleration, ∆Heading and ∆T ime between the last 2 beacons.

XGBoost: eXtreme Gradient Boosting (XGBoost) is a relatively new algorithm and currently arguably the most performing of the tree-based models. The model is given a set of V2X messages with the Checks Feature Set.

The messages are given independently of each other. This entails an assumption that no time dependency exists between the data. All messages are treated as independent entities similarly to the case of the Threshold based solution. Consequently, some valuable information is lost from the base data due to this assumption. However, this model is useful to evaluate and better understand the treated data.

SVM:

As proposed by So et al. in [START_REF] So | Integrating plausibility checks and machine learning for misbehavior detection in vanet[END_REF] we use SVM as our baseline ML solution. This model is also trained with the Checks Feature Set. Multiple implementations exist for the SVM classification. The default SVM implementation (C-Support Vector Classification (SVC)), is not designed for large data sets. The SVC training times exhibit quadratic growth with the increase of the number of samples. Therefore, we are able to train SVC with only 10%

of our original training data-set. Alternatively, we tested the Linear Support Vector Classification (LinearSVC), a similar implementation that could scale better with a large numbers of samples. However, LinearSVC performed significantly worse than SVC even when trained on the full data-set. For more technical details, the implementation of these models is open-source and shared on GitHub [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

MLP

Evaluation results

Simulation settings and scenarios

We used F 2 MD as a base to implement the previously described solutions (see section 3). In order to correctly evaluate the ML algorithms, we used a different scenario for the training and the testing. The small LuST scenario is used for training. The Paris-Saclay scenario is used to generate the test set. Both scenarios include a mix of the attacks described in section 3.3.3. The attacker rate is set at 25% for the train scenario and 5% for the test scenario.

This scenario is described in detail in section 3.3.2. For further details, the raw data, the source code and all the configuration details of the scenarios are published on GitHub [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

Provided our relatively large data-set, high performance computing is needed for the prepossessing and training of our models. The SVM and XGBoost training is done on CPU server with a 176 core Intel(R) Xeon(R) CPU E7-8880 v4 @ 2.20GHz and 2TBs of RAM. The MLP and LSTM training is done on a GPU server with a couple of NVIDIA Tesla P100s. All the algorithms are tested on a local workstation with an 8 core Intel(R) Xeon(R) W-2123 CPU @ 3.60GHz and 32GBs of RAM.

Data evaluation

Figure 4.11 shows a t-Distributed Stochastic Neighbor Embedding (t-SNE) visualization of the train and test datasets. t-SNE is a dimensional reduction technique used to reduce multiple features into a two dimensional space [START_REF] Van Der Maaten | Visualizing data using t-sne[END_REF].

We observe that the two classes are not perfectly separated into clusters. Some of the genuine and misbehaving data points are mixed. Therefore, we suspect that a linear model is not suitable for this classification. A non-linear kernel or a deep-learning model might perform better in our scenario.

Figure 4.12 shows the feature importance by weight as calculated by the XGBoost module. We can see that not all the features are equally important. A relative correlation is apparent between the complexity of the calculated First thing we notice is that all the detection mechanisms are within a small accuracy range. In fact, all the detection mechanisms score more that 98% accuracy. This is due to the mechanisms relatively high precision and the unbalanced test data-set of 5% attacker rate. Consequently, accuracy is not a suitable detection metric for our use case. For comparison purposes we rely on Cohen's kappa, MCC or the F 1 score which all have the same ranking for the considered mechanisms.

Second thing we notice is the LinearSVC performed significantly worse than the SVC with respect to all the evaluation metrics. In fact, LinearSVC even performed nearly identically to the simple Threshold application. This result is in line with our previous analysis of the t-SNE plot in section 4.2.3.2. To emphasize, a simple LinearRegression is also tested with similarly performing results.

Moving on to the MPT, we have two platforms of execution. The deterministic models are executed in C++ within the simulation. The ML-based solutions are executed on Keras in Python. Keras is not optimized for single predictions, instead it performs much better with batch predictions, which is not the case in out model. Consequently, the Python and the C++ executions are unsuitable for processing time comparison. To this end, we re-implement the MLP-T10 and the LSTM models in C++ using the previously trained weights. Nevertheless, even with the C++ optimization, the deterministic models calculates around 800 times faster than their ML-based counterparts.

However, the ML-based solutions do not entirely outperform the deterministic solutions. We notice three clusters within the results. The metrics of the Threshold solution is comparable to the LinearSVC and the XGBoost. The N-CTB is comparable to the MLP-T1 and the SVC. The CTB is closer to the MLP-T10 and the LSTM. Accordingly, there is no positive correlation between the processing time and the detection quality.

On the other hand, some solutions have their own drawbacks. The CTB application relies on the authenticity of the neighboring vehicles to determine the level of trust. Therefore, it is vulnerable to Sybil attacks. Additionally, the system could completely fall apart in sub-environments where a definite honest majority of vehicles is not assured.

In contrast, all ML-based solutions are venerable to adversarial attacks. Moreover, a large and reliable training set is required for the models to function adequately. Therefore, the ML-based solutions could not protect against zero-day vulnerability, i.e. in the early stages of deployment we do not have enough data to train a ML-based detection system. Furthermore, the deploy-ability and certification of these ML-based solution for an embedded implementation is relatively complex. Finally, the detection of new types of previously unknown attacks might require the re-training of the model.

We believe that a robust set of well calibrated detectors coupled with a non-cooperative deterministic application, like the N-CTB, could be the more suitable solution for this stage of local detection. It has a fast processing time and easy deploy-ability. It is not vulnerable to Sybil or adversarial attacks. It is agnostic to new types of attacks.

And it requires no training data so it could be implemented immediately with the first deployment. Nevertheless, this result is not conclusive as the local detection is not an independent system. Even though, the global MA should be designed to withstand a number of False Positive reports and a number of missed reports. The effect of the local detection quality on the global MA should also be evaluated for a more rigorous analysis.

VeReMi dataset extension

In the previous section, we re-implemented all the fusion models that we wanted to compare. Nevertheless, there is an easier method for researchers to produce verifiable and comparable results: using a reference dataset. To this end, the original VeReMi was created as the first public dataset for vehicular misbehavior detection [START_REF] Rens | Veremi: A dataset for comparable evaluation of misbehavior detection in vanets[END_REF]. VeReMi has proven to be very useful for researchers in this domain, being applied in multiple studies [START_REF] So | Integrating plausibility checks and machine learning for misbehavior detection in vanet[END_REF] [89] [92] [START_REF] So | Physical layer plausibility checks for misbehavior detection in v2x networks[END_REF].

However, the VeReMi dataset still has room for improvement, especially considering the small number of attacks and the lacking physical error model.

In this work, we upgrade VeReMi by treating these issues. Accordingly, we devise and implement a realistic sensor error model on the vehicle's physical layer. Moreover, we implement a larger more complex set of attacks.

The new attacks enable the manipulation of the message frequency and the digital certificates as well as the manipulation of the message contents. Finally, we describe and implement a set of local plausibility detectors and a simple fusion detection mechanism. The dataset is then tested against this misbehavior fusion mechanism and the results are provided as a benchmark for future researchers.

Related works

Multiple studies used the original VeReMi dataset to test and validate their various misbehavior detection mechanisms.

Steven et al. [START_REF] So | Integrating plausibility checks and machine learning for misbehavior detection in vanet[END_REF] analyzed the dataset with the K-Nearest Neighbors (K-NN) and Support Vector Machine (SVM)

Machine Learning (ML) classification algorithm with positive results. In their experiment, they only made minor adjustments to the labeling of the data in order to help with the classification, but the attacker types and messages were left unmodified. In their discussion, they pointed to a small weakness of VeReMi. The vehicles performing an EventualStop are constantly labeled as attackers, though they may behave normally for a certain time before the start of their malicious behavior. They suggest that the vehicle should be labeled as an attacker only when the attack is ongoing. This suggestion is retained and this issue is now resolved in this new VeReMi version. Attacker nodes are only labeled as such when actively performing a certain attack, otherwise their behavior is labeled as normal.

Singh et al. [START_REF] Kumar Singh | Machine learning based approach to detect position falsification attack in vanets[END_REF] used VeReMi to perform feature engineering for a ML misbehavior detection solution. They tested various feature selections and scored different results in accuracy. They performed their experiments with Logistic Regression and an SVM. Their best feature set was achieved with an SVM and contained the position, the speed and the difference between the position and speed of the sender and receiver. In the current version of VeReMi, the acceleration and heading are added as new features to the dataset. This could enable more feature combinations and a better feature selection in future studies.

Gyawali et al. [START_REF] Gyawali | Misbehavior detection using machine learning in vehicular communication networks[END_REF] also used the dataset for an ML application using a Feed Forward Neural Network (FFNN) and an SVM. They calculated their solution's detection metrics including the accuracy, precision, recall and F 1 Score.

They then compared these metrics to the ones included in the original version of VeReMi. This type of comparison is still possible in the latest version of VeReMi as these detection metrics were calculated for each newly added scenario.

Dataset

Simulation platform

In order to generate our dataset, we make use of F 2 MD. We use the vehicle traces provided by the LuST scenario created by Codeca et al. [START_REF] Codeca | Luxembourg sumo traffic (lust) scenario: 24 hours of mobility for vehicular networking research[END_REF]. For our dataset, we use the subsection of the LuST network with a size 1.61km 2 and a peak density of 67.4 V eh/km 2 described in section 3.3.2.

Sensor error models

In this version of VeReMi, we aim to render the provided data more realistic and in line with real world field tests.

Accordingly, we add sensor error models to the four main data fields: Position, Velocity, Acceleration and Heading.

Position error

Several positioning systems exist with different levels of precision. These levels also differ by region, i.e. the GPS precision is limited to about 3 to 5 m in open sky environments and up to 20 m in urban areas [START_REF] Bißmeyer | Intrusion detection in vanets through verification of vehicle movement data[END_REF]. However, we consider an internal correction system on-board every vehicle [START_REF] Dilellio | Global positioning system accuracy enhancement[END_REF]. Consequently, the position error model is as follows: 

E P 0 = U([-5, 5]) µ = E P 0 + E P t-1 2 σ = 0.03E P 0 E P t = N (µ, σ 2 ) P 

Velocity error

The majority of vehicles estimate velocity from the wheel spin with an average error around 0.05m/s [START_REF] Kobayashi | Estimation of absolute vehicle speed using fuzzy logic rule-based kalman filter[END_REF]. The error is also proportional to the velocity. As a result, the speed error model is as follows:

µ = 0 σ = 0.00016 E V 0 = N (µ, σ 2 ) V E t = V t + V t * E V 0 V t ≜ Real Velocity at time t V E t
≜ Broadcasted Velocity at time t

E V t
≜ Velocity Error at time t

Acceleration error

In our model, the acceleration error is inferred from the velocity error. Therefore, the acceleration error model is as follows:

A E t = A t + E V t -E V t-1 δt A t ≜ Real Acceleration at time t A E t
≜ Broadcasted Acceleration at time t

Heading error

The vehicle heading could be calculated using a magnetic compass or inferred from successive positions. The accuracy of a magnetic compass is dependent on the device quality. A study by H ölzl et al. found that the probability of having an error below 20

• is around 85% for most mobile devices [START_REF] Michael H Ölzl | Analysis of compass sensor accuracy on several mobile devices in an industrial environment[END_REF]. Whereas Deelertpaiboon et al. successfully equipped a vehicle with a magnetic compass with a 0.1

• accuracy [START_REF] Deelertpaiboon | Fusion of gps, compass, and camera for localization of an intelligent vehicle[END_REF]. Additionally, accuracy of the heading derived from successive positions is dependent on the vehicle velocity. At a high velocity the position heading is more probable to have higher accuracy than the compass heading, whereas the opposite is true at lower speeds or when a vehicle is stationary. For our solution, we propose the following heading error model: [START_REF] Mahmoudi | Towards a Reliable Machine Learning Based Global Misbehavior Detection in C-ITS: Model Evaluation Approach[END_REF][START_REF] Mahmoudi | Towards a Reliable Machine Learning Based Global Misbehavior Detection in C-ITS: Model Evaluation Approach[END_REF])

E H 0 = U([-
E H t = E H 0 * e -0.1 * V t H E t = H t + E H t H t ≜ Real Heading at time t H E t
≜ Broadcasted Heading at time t

Misbehavior models

In this study, we also aim to expand the VeReMi attacks library with a set of new attacks aggregated from the models used in the literature [START_REF] Wouter Van Der Heijden | Survey on misbehavior detection in cooperative intelligent transportation systems[END_REF]. We make the distinction between malfunctions and attacks. The former constitutes nonmalicious behaviors that results from a malfunctioning OBU or vehicle sensors while the latter is malicious behavior of vehicles intentionally sending wrong information. The misbehavior models are defined in section 3.3.3.

Generated datasets

Table 4.4 shows a brief description of the newly generated datasets parameters. The data is encoded in JSON following the same format as the original VeReMi datset:

{ " type " :Z [0,20] ,
" rcvTime " :R [0,+∞] ,

" sendTime " :R [0,+∞] ,

" sender " :Z [0,+∞] ,

" senderPseudo " :Z [0,+∞] ,

" messageID " :Z [0,+∞] ,

" pos " :

[R [-∞,+∞] ,R [-∞,+∞] ,R [-∞,+∞] ] , " pos_noise " : [R [0,+∞] ,R [0,+∞] ,R [0,+∞] ] , " spd " : [R [-∞,+∞] ,R [-∞,+∞] ,R [-∞,+∞] ] , " spd_noise " : [R [0,+∞] ,R [0,+∞] ,R [0,+∞] ] , " acl " : [R [-∞,+∞] ,R [-∞,+∞] ,R [-∞,+∞] ] , " acl_noise " : [R [0,+∞] ,R [0,+∞] ,R [0,+∞] ] , " hed " : [R [-∞,+∞] ,R [-∞,+∞] ,R [-∞,+∞] ] , " hed_noise " : [R [0,+∞] ,R [0,+∞] ,R [0,+∞] ] }
In the updated VeReMi dataset, two subsets are created for each type of misbehavior described in section 4.3.2.3. One subset in rush hour time (7h-9h) and another in low traffic time (14h-16h) (see Fig. 3.4). Every subset includes a file for the ground truth and a list of files containing the received message data. Additionally, one test-bench subset is created with a mix of all the previously described misbehavior attacks spanned on the whole simulation day (0h-24h). All the subsets are a result of the simulation of the Luxembourg network described in section 4.3.2.1. The misbehavior attacker penetration rate is set at 30% for all the simulations. All the 39 resulting datasets are published and could be found on our Cloud Drive [START_REF] Kamel | Veremi extension: A dataset for comparable evaluation of misbehavior detection in vanets[END_REF]. Additionally, replicating this dataset or creating new scenarios is possible using F 2 MD. 

Results

In this section we run a simple detection algorithm on the previously described dataset. The detection is based on a set of plausibility and consistency checks on the received message data. These checks are done on the Position, Speed, Heading and Acceleration fields. The tests include: (1) Absolute plausibility, (2) Temporal consistency,

(3) Relative consistency of a field with respect to another, (4) Consistency with respect to a Kalman Filter, (5) Overlap of two vehicles, (6) Beacon frequency compliance, (7) Sudden appearance plausibility, (8) Transmission range plausibility. For a more detailed description of the used checks please refer to section 3.3.4. Additionally, the implementation is open source and available on GitHub [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF].

The plausibility checks are calculated then passed through a threshold mechanism. If the threshold is reached for a certain check, the vehicle message is considered misbehaving. The output of the detection mechanism is partitioned into four groups: True Positives (TP), True Negatives (TN), False Positives (FP) and False Negatives (PN) and evaluated as described in section 3.3.8.

Table 4.5 shows the results of our basic detection algorithm for each subset of our dataset. The first thing we notice is that the detection quality is largely dependent on the type of misbehavior. The F 1 score almost doubles when comparing between the least and the most detected attack. We also notice that this is mainly due to a lower

Recall than a lower Precision. This means that our detection solution has a tendency to reduce the False Positives at the expense of some missed detections. We also notice that the time of day and consequently the general vehicle density does not greatly affect the detection quality. For each attack, both the peak time scenario (07h -09h)

and the low density scenario (14h -16h) are within the same detection range. This effect could be specific to our benchmarking detection solution. Future research with more advanced solutions, especially cooperative detection schemes, could be more revealing in this regard. Last thing we notice is that the Precision is generally lower for the attacks that contains replaying other vehicle's data. This means these attacks are successfully tricking the detection system into flagging the target genuine vehicles as misbehaving. Future detection solutions should consider the effects of this new attack vector and find mechanisms that are resistant to this category of disruptive nodes.

Summary

In this paper we provide an extension to the VeReMi dataset for misbehavior detection in VANETs. This extension includes a new set of more elaborate attacks, a realistic physical error model and a larger collection of data. This study also includes the detection results of a simple misbehavior detection mechanisms as an initial benchmark.

Our dataset will enable other researchers to further improve their detection mechanisms, create new mechanisms for the newly provided attack vectors and compare their results to our benchmark.

Conclusion

This section concludes our work on the local misbehavior detection. In the first section, we present our work on the use of the confidence range in the misbehavior detectors. This work lead us to conclude that the confidence range is important for the detection process and local misbehavior studies should take this data field into consideration in the future. In the second section, we analyse the results of a comparison between different local fusion mechanisms.

This comparison shows that future work on the evaluation of fusion detectors should take into consideration the response time as well as the detection accuracy. Finally, our work on the VeReMi dataset shows the importance of a comparable evaluation of different mechanisms. The VeReMi dataset also shows the differences in the detection rate of various attacks. These attacks on the ITS system should be better anticipated by researchers in order to more effectively defend against issues that might be encountered during deployment.

Chapter 5

Misbehavior Reporting

In this chapter, we focus on the reporting process of Misbehavior Detection. In section 5.1, we propose a misbehavior report message format that enables an entity to report a detected misbehaving entity. We explain first the functional requirements of a misbehavior reporting mechanism. Then, we detail the data information that are integrated in the reports in order to provide reliable evidences to the misbehavior authority. In section 5.2, we create a set of misbehavior reports based on the format and according to the protocol we propose. We publish the resulting dataset for the research community. It can be used to evaluate the global component of misbehavior detection systems.

Misbehavior reporting protocol

Misbehavior detection is a set of mechanisms that rely on monitoring C-ITS communications to detect and report potentially misbehaving entities. The system is based on four steps: Local detection, reporting, Global detection and reaction (see section 2.4.3). Although many works on misbehavior detection exist in the literature, to the best of our knowledge, most of them focus only on the first step. In this section, we focus mainly on the second step. We believe that the reporting process is as important as the local detection process because it allows the MA to collect massive amounts of information about potential a misbehavior in the C-ITS system. Consequently, this leads the MA to build a centralized view of the misbehavior situations and to generate reliable misbehavior detection results. The choice of the data integrated to the misbehavior report is a key point that may impact the centralized misbehavior detection process in the MA.

Actually, only few works define the needed data of the Misbehavior Report (MBR) [118] [START_REF] Bißmeyer | Misbehavior Detection and Attacker Identification in Vehicular Ad-hoc Networks[END_REF]. These works agreed on the fact that evidences should be included in MBRs as a proof of what is reported. Not including this evidence would make forging a report a trivially easy action. However, none of the studies discuss and specify what actually should be these proofs. In this work, we propose a MBR, message format and detail relevant information that should be included in it. Also, for each detected misbehavior type we propose the corresponding proofs to be included in the MBR as well as a related confidence level. The latter is an indication that enables to differentiate non-forged proofs and self-forged proofs (i.e. if a proof could be forged by the reporting entity).

Misbehavior reporting scenario and requirements

A typical misbehavior reporting scenario occurs when a genuine vehicle detects a suspicious behavior generated by another vehicle sending fake beacons or warnings on the vehicular network. The genuine vehicle reports this misbehavior to the MA located in the back-end security system (see Figure 2.5).

The detection is based on a set of plausibility and consistency checks shown in Table 5.3. These set of checks are performed by a vehicle when receiving a V2X message such as a CAM or DENM. When a vehicle detects a misbehavior, it generates a MBR and sends it to the MA. Notice that the reporting is not a real time process. The report is sent to the MA when a connectivity is available via the cellular network or directly through the ITS-G5 network. The MA should proceed extensive data analysis to investigate whether a misbehavior has occurred or not in the network. Thus, a vehicle does not wait for a decision response about the reported node from the MA. Instead, it should be able to take appropriate decision locally such as blocking packet reception from the suspicious node.

The misbehavior reporting process should fit to the following requirements:

• Privacy protection: The MA should not be able to link the short term and the long term identity of the reported and the reporter entities. The reporter uses its pseudonym to communicate with the MA.

• Efficiency and minimum resource consumption: The MBRs should not overload the communication channel.

The reporting process should avoid sending repetitive and redundant information about the same misbehavior.

• Reliability and proof-based: The reporter should integrate the required proofs of the misbehavior: using the input data from the reporter, the MA should be able to re-compute the same misbehavior checks and get the same reported results.

• Flexibility: The MBR should be extensible in order to integrate new misbehavior checks and new data proofs if needed in the future.

Proposed misbehavior reporting approach

Misbehavior message

The proposed report format is provided in Annex 9.1 in ASN.1. This format includes several key features detailed in this section:

• Reducing overhead by relating messages Perception Message (CPM) [START_REF]European Telecommunications Standards Institute (ETSI)[END_REF].

For each of these levels, we associate a value of trust. Indeed, levels 1 and 2 are reliable because the proofs consist only of the received CAMs, which are signed by the sender. Whereas levels 3 and 4 require environmental or internal data to the reporter vehicle that it could have forged himself in order to report an innocent vehicle.

Confidence is therefore lower in an MBR of level 3 or 4. Nevertheless, we consider that it is more useful to send a MBR to the MA than not to send any at all, even with unverifiable evidence. It will be up to the MA to identify, with the global vision it has via the MBRs received from other vehicles, whether the MBRs should be taken into account or not. ii. Collect evidence for a predefined time period.

Misbehavior report protocol

Start

iii. Send a follow-up report with all the evidence collected in the previous step. iv. According to the current status, if: (a) A new anomalous behavior is detected while collecting evidence: go back to step ii.

(b) The reported vehicle is out of range: End reporting process (c) No misbehavior is detected: End reporting process

Conclusion

In this section, we proposed a detailed misbehavior reporting protocol which provides a set of misbehavior proofs to the central misbehavior authority. This allows the misbehavior authority to reproduce the reported misbehavior detection results and to combine them with other received reports. We defined precisely the report format in ASN.1 and describe the functionalities of each field of the message. We based this analysis on the CAM message, but we plan on extending this work for all the types of messages.

Misbehavior reports dataset

After introducing a misbehavior reporting format, we wanted to facilitate the use of this format by researchers. For this reason, we created and published the DAtaset of REports (DARE). DARE consists of reports of misbehaving entities collected from individual ITS-S performing simple plausibility checks. It includes multiple scenarios and parameters that could help researchers evaluate their solutions for different use cases. The dataset was also used in our work on global detection, where we propose solutions for the MA architecture (see section 6.1 and section 6.2). The free publication of this dataset in open source format will enable researchers to better reproduce and evaluate our global detection systems as well as improve and adequately compare future proposals.

Related works

Numerous misbehavior detection systems are available in the literature. However, relative effectiveness of a certain solution compared to other is seldom correctly evaluated. To this end, researchers require an adequate dataset for comparable evaluations. Multiple types of datasets exist in the literature as described in [START_REF]Next Generation Simulation (NGSIM) Vehicle Trajctories Dataset[END_REF]. They can be divided into the following two categories:

• Real-world datasets: these datasets collected using digital video cameras or deployment projects are particularly valuable due to the unprecedented level of detail and accuracy. Their limitation however is the difficulty to capture cases of misbehavior detection. E.g. it is difficult legally to deploy real misbehaving entities on the road.

• Core simulation datasets: these datasets rely on software implementations of mathematical models that replicate fundamental driver behavior logic. For example, SUMO and VEINS are well developed simulation software often used to test vehicular solutions. In our proposed dataset, we have normal and misbehaving entities, which can be used to evaluate misbehavior schemes.

Van der Heijden et al. propose a VeReMi for local misbehavior detection validation [START_REF] Rens | Veremi: A dataset for comparable evaluation of misbehavior detection in vanets[END_REF]. Their work is an example of a simulation dataset. They used VEINS, a co-simulation of SUMO and OMNET++. The dataset consists of message logs for every vehicle in the simulation (vehicle position and speed and the message RSSI). The number of vehicles, the number of attackers, as well as the attacker rates, and many other parameters are also provided.

VeReMi was specific for local misbehavior detection component and is not as useful for studies targeting the global detection component.

Accordingly, we create a new dataset tailored for testing the global detection component. The dataset includes multiple scenarios, attacker percentage and vehicle densities. This work can help other researchers working on this topic to test their global misbehavior detection solutions and compare their contributions to ours.

System model

Simulation scenarios

In order to create this dataset, we use our F 2 MD simulator. We use the networks provided in F 2 MD described in section 3.3.2. Specifically, we use the large 6.51km 2 LuST scenario as the main base for the dataset, but we also include a set of the 1.11km 2 Paris-Saclay scenarios as a test bench.

Attacker model

In this study we consider the attacker as insider, i.e. the attacker is an authenticated vehicle with a set of valid certificates. We also consider that the attacker has full unrestricted access on his previously acquired certificates and could change it at will. Our dataset includes the types of misbehavior described in section 3.3.3.

Local detection

Local misbehavior detection is based on simple and fast checks on the data that are fused within a detection application. The local checks consist mostly of verifying the plausibility and consistency of V2X message data. In this study, 18 selected checks are executed simultaneously on every message. These checks are described in section 3.3.4.1 and span levels 1, 2 and 3 described in section 5.1.2.1.

The local detection application is a layer used to evaluate the previously calculated checks and determine if a report to the global MA is required. For the generation of this dataset we use a non-cooperative trust based approach. This approach is described in section 3.3.4.2.

Proposed dataset description

Dataset format

Our proposed dataset includes the initial reports and follow-up reports as described in section 5.1.2. Both types of reports are encoded in JSON, a lightweight data-interchange format. The format has the following description:

{ " Report " : { " Metadata " : { " senderId " :Z [0,+∞] ,

" reportedId " :Z [0,+∞] ,

" generationTime " :R [0,+∞] ,

" senderRealId " :Z [0,+∞] ,

" reportedRealId " :Z [0,+∞] ,

" attackType " : " String " } , " Messages " : [

{ " CreationTime " :R [0,+∞] , " Pos " : [R [-∞,+∞] ,R [-∞,+∞] ,R [-∞,+∞] ] , " Speed " : [R [-∞,+∞] ,R [-∞,+∞] ,R [-∞,+∞] ] , " Accel " : [R [-∞,+∞] ,R [-∞,+∞] ,R [-∞,+∞] ] ,
... 5.4 shows the local detection metrics for some scenarios. The list of all the local detection results with more detection metrics is included with the dataset. The detection quality is based on the detection checks and applications described in section 5.2.2.3. To evaluate the detection quality, we used the Accuracy, F 1 Score and Cohen's kappa. These detection metrics are described in section 3.3.8.

Local detection results

These results show that the attacker rate and type alteration affect the local detection quality. Consequently, it also affects the number and quality of collected misbehavior reports. We strongly believe that there is a relation between these variables and the global detection results. Accordingly, these metrics should be considered when analyzing results extracted from this dataset.

Dataset parser

We provide a specific parser designed to read and store this type of data. This parser is provided in order to facilitate the treatment and study of the proposed datasets. This parser is implemented in python to enable easy machine learning applications. The data is sorted automatically by reported pseudonym. A simple threshold application example is provided along with evaluation metrics and graph plotting mechanisms. This parser can also be found in open source format on our GitHub [START_REF] Kamel | Github repository: Framework for misbehavior detection (f 2 md)[END_REF] 

Conclusion

Global Misbehavior detection in C-ITS is still a developing topic. The demand for robust and concrete detection solution is rising especially in ITS standardization working groups of the ETSI and IEEE. We provide a large dataset of misbehavior reports for comparative evaluation of global detection solutions. This dataset is aimed at facilitating and catalyzing the currently in demand work on the global side. Now that we have defined the report, in the next chapter we work on the design of the MA which receives and processes these MBRs.

This parameter hyper-optimization would enable us to more confidently compare different models and attribute the difference in performance to the input features.

Before selecting any features, we first start by calculating a weighted random predictor on the test data. This predictor helps us determine that a certain result is caused by a trained model and not simply attributed to chance.

In other words, the result of this predictor will enable us to attribute any higher accuracy classification to the selected features instead of the unbalanced nature of the test data set. Table 6.1 shows the prediction evaluation metrics averaged on 100 runs. The first and most obvious feature set we tested are the plausibility checks done on the messages previously developed for the local detection (see section 3.3.4.1). We wanted to quantify the usefulness of this information in determining the type of misbehavior. We extracted the plausibility checks from each report and used them as individual features to the XGBoost model. Table 6.2 shows the results of the hyper-optimized and 5 fold cross validated model compared to a weighted random predictor. These results show a large and clear improvement with respect to the weighted random model. This result validates our hypothesis that the checks could be used to identify the type of misbehavior. To make our results easily reproducible, we include the following XGBoost hyper-optimized parameters: (a) Learning rate: 0.5, (b) Maximum depth of a tree: 9, (c) Learning objective: binary:logistic, (d) Minimum sum of instance weight needed in a child: 0, (e) Subsample ratio of the training instances: 0.9, (f) Subsample ratio of columns when constructing each tree: 1.0, (g) All other parameters were set to their default value. The explanation behind each value could be found in [START_REF] Chen | Xgboost: A scalable tree boosting system[END_REF].

quality. Table 6.8 shows the results of the hyper-optimized and 5 fold cross validated LSTM model. The LSTM model has a similar performance to the XGBoost. However, according to the literature, we suspect that this model would scale better with larger data samples. 

Summary

In this work, we focus on global misbehavior detection in C-ITS. Specifically, we explore ML solutions for global misbehavior type classification. To achieve this goal, we extract features from the local ITS-Ss detector checks and engineer additional features from the raw beacon data. We evaluate the effects of these features on the detection quality. Last, we propose and test various ML algorithms and analyze their results. These tests are supposed to serve as an indication or a starting point for implementing an ML based MA. However, a better algorithm selection should be done on real data collected from a large-scale deployment.

Misbehavior authority for Sybil attack detection

This work extends the solution proposed in section 6.1. Here, we focus on Sybil attacks. A Sybil attack takes place when an ITS-S takes advantage of its available pool of pseudonyms and uses them simultaneously to disturb the system: it periodically broadcasts V2X messages and signs them with different pseudonyms. The pseudonyms used for the Sybil attack are valid which complicates the MA detection. We propose a misbehavior detection process at the MA level which is able to identify and detect both Sybil and other types of attacks. It is based on advanced ML algorithms. In addition, we evaluate our solution by integrating it in both ETSI and IEEE C-ITS standard architecture.

The Sybil attack

In the current C-ITS system, each vehicle should use a single pseudonym certificate for a certain time period to sign its generated V2X message. However, it is important to ensure the ability of vehicles to continuously send V2X messages even without connection to the PKI. Therefore, it is necessary that the vehicle possesses a pool of several valid pseudonyms simultaneously. The European Commission published a Security Policy where it recommends the use of a maximum pool of 100 valid pseudonym certificates [START_REF]Security Policy & Governance Framework for Deployment and Operation of European Cooperative Intelligent Transport Systems (C-ITS). Cooperative, connected and automated mobility (CCAM)[END_REF]. Even with this pool of pseudonyms, vehicles should not use more than one pseudonym certificate during a certain period of time to sign their messages.

However, a misbehaving vehicle may intentionally use multiple valid pseudonym certificates at the same time, which results in a Sybil attack.

In section 3. One of the hardest challenge of the detection system is to know which node is the real one (the victim) and which one is the ghost one. In this case, there is a good probability that the victim vehicle is reported as attacker. 

Misbehavior authority investigation process

We propose a MA system architecture (see figure 6.5). The proposed architecture consists of three main phases:

General Misbehavior Type Detection, Pseudonym Linkage and Sybil Type Detection. The MA system takes a MBR as input and returns the predicted attack type as output. In the first phase we start by detecting misbehavior types related to one single pseudonym identity. This phase is explored in detail in section 6.1. This detection is effective against misbehavior types that are non-Sybil, since all reports related to the attack will also be linked by the attacker's pseudonym. However, this detection fails against attacks that makes use of multiple pseudonyms.

To address this problem, we propose the pseudonym linking schemes. In the second phase, we attempt to link the pseudonyms related to the same physical reported ITS-S. If no link is found the process is complete and the misbehavior type is returned. If a link is found, then a Sybil attack is suspected and the linked pseudonyms are candidates for Sybil attack type detection in phase three. In this third phase, the linked pseudonyms are treated as one and the evidences collected from all the reports of linked pseudonyms is used in a specific Sybil type detection process. The predicted Sybil misbehavior type is returned and the process is complete.

Phase 1: General misbehavior type detection

The goal of this phase is to detect as accurately as possible the type of misbehavior related to one pseudonym.

This evaluation of this phase is described in more detail in section 6.1. It is accomplished using the following steps:

1. Pre-processing:

• Database Storage: We start by adding the reports to a spatial database. This enable us to do fast and efficient geographic queries.

• Filter Similarities: We aggregate similar data from multiple reports (e.g. several ITS-S detecting the same implausibility and sending the same evidences). We found this filtering to significantly improves the detection speed and quality.

• Feature Generation: We extract key information from the collected evidence in our database. These information, also called features, are then used by the ML-based detection algorithm to determine the type of misbehavior. The quality of the extracted features is crucial to the robustness and accuracy of the detection. We evaluated different sets of features through cross validation on our relatively large data-set and verified a set of 30 features:

-The local detection checks done on V2X messages described in section 3.3.4.1.

-The P osition, Speed, Acceleration, Heading and T ime of the last beacon.

-The ∆P osition, ∆Speed, ∆Acceleration, ∆Heading and ∆T ime between the last 2 beacons.

-The ∆T ime between the last 2 received reports. -The number of time this evidence has been received (e.g. the number of filtered reports data).

Prediction:

• Autoencoder: An autoencoder is a ML tool used to reduce the dimensions of data. We use it compress the previously created features. Although this step may not be important for the detection of a non-Sybil attack, the result is useful for the pseudonym linkage Phase.

• RNN: We provide the previously calculated and compressed features by the auto-encoder to an RNN.

The choice of an RNN was made due to the temporal relation between the received reports. We tested different simple models and determined that the LSTM has a good performance in our use case. Hence, for our testing purposes we use an LSTM. However, additional experimenting is needed to explore the efficiency of different models, thus more complex and elaborate models could be proposed in the future.

Phase 2: Pseudonym linking

The goal in this phase is to link the pseudonyms coming from the same vehicle as accurately as possible. However, in order to be compliant with both US and European C-ITS Systems, we explore two options for pseudonym linking.

1. Pre Processing:

• Space-Time selection: In this step we use the spatial database to recall all the reports within a range and time of the reporter node. We propose this for processing efficiency reason, e.g. it prevents having to test all the previously received pseudonyms and limits the detection to the target region.

• Prediction Filter: We use the output prediction of the RNN to filter reports with diverging predictions. If the RNN detects the same type of attack for two different pseudonyms in the same region and type, we consider them candidates for the linking test. Otherwise, the pseudonyms are discarded.

• Autoencoder Distance Filter: We use the output prediction of the autoencoder to filter reports with diverging compressed features. We calculate distances between the compressed features of the recalled and the current pseudonym. We exclude the pseudonyms with compressed features far from the current one.

• Linkage Features Generation: Similarly to the first feature generation step, we need to extract the relevant information form the selected pair of pseudonyms. These features are used by the ML algorithm to determine if the reported pseudonyms are linked or not. Therefore, from each pair of reports we extract and similarly validate the following set of features:

-The difference between all the previously calculated features of the two latest received report of each pseudonym.

-The Euclidean distances between the reporter ITS-S position and broadcasted position of the reported pseudonym for both selected pseudonyms.

-The Euclidean distances between the reporter ITS-S position of one pseudonym and the broadcasted position of the other reported pseudonym.

-The absolute difference between the two latest RNN predictions of the selected pseudonyms.

2. Linking:

• Linkage Authority (Option 1): The US architecture supports a Linkage Authority (LA). The LA is able to cooperate with the PKI to link several pseudonyms that belong to the same vehicle. This enables us to do straightforward linking between the selected pseudonyms. No ML-based prediction is needed.

• ML-based linking (Option 2): The European architecture lacks a LA. To cope with this issue we propose using a ML-based solution. The goal of this solution is to determine, using the previously calculated features, if two reported pseudonyms are generated by the same physical ITS-S. For testing purposes we use an MLP, which is the classical type of neural networks. However, more rigorous experimenting is needed to propose more complex solutions.

Phase 3: Sybil type detection

This algorithm is activated if a link is found in the previous phase. The goal is to detect the type of Sybil attack related to the number of linked pseudonyms in the previous phase.

1. Sybil Algorithm Pre-Processing:

• Merge Multiple Linked Pseudonyms: In this step we prepare a new database entry where we merge the evidence data of the multiple linked pseudonyms.

• Filter Similarities: Similarly to the previous filter, we aggregate similar data from the new database entry.

This also improves the prediction performance.

• Sybil Features Generation: We extract from the new and filtered database entry the key detection information. These features are the indications used by the ML algorithm to determine the type of Sybil attack.

We create the same features used by the general algorithm described in the first phase. Additionally, we add two specific feature to the Sybil type detection:

-The number of linked pseudonyms.

-The number of reports in the new database entry.

Prediction:

• Recurrent Neural Network: Similarly to the general prediction algorithm, we provide the previously calculated features to an RNN. We also use the LSTM for testing purposes. The Model and the ML algorithms and hyper-parameters should be investigated further.

Finally, the output of the MA algorithm will be the Sybil Attack Type if a pseudonym link is found and the General Misbehavior Type otherwise.

Simulation settings and scenarios

In order to evaluate our proposed solution, we use the F 2 MD framework (see section 3). We use the LuST scenario for the vehicle traces proposed in F 2 MD (see section 3. In both scenarios we implement the attacks described in section 6.2.1. Additionally, we include a set of other types of misbehavior in order to increase the complexity of the classification. These types proposed and described in F 2 MD (see section 3.3.3): Fixed Position Offset, Random Position Offset, Fixed Speed, Fixed Speed Offset and Random Speed Offset. is the ratio of the true classified reported vehicles over all the reported vehicles. The first result we notice is that the total detection for Sybil attacks types using a LA is at 94.97%, whereas it's only at 88.83% using the Linkage AI model. This is an expected result as the AI prediction is uncertain compared to the absolute information provided by the LA. We also notice that the detection accuracy difference between the two linkage types is proportional to the general detection accuracy for each type of Sybil attack. This is due to the prediction output of the first phase.

Results and analysis

Attacks that are difficult to classify, are less likely to be linked by the AI Linkage. Especially since the classification output of the first phase is used as an input feature for the AI model. This problem however is not present using the LA. 6.9 shows the Evaluation Results of the AI Linkage Mechanism. The evaluation metrics are detailed in our previous publication [START_REF] Kamel | CaTch: a confidence range tolerant misbehavior detection approach[END_REF]. As this system is replacing the LA, a high confidence in a perceived linkage is needed before it is considered. This shows clearly in the results as the P recision is significantly higher than the Recall.

Consequently, the lower Recall (with respect to the LA) results in the lower detection accuracy perceived in Figure 6.6. shows the number of reports needed for an accurate detection.

First, we notice that the detection accuracy for the Data Replay Sybil and Dos Disruptive Sybil attacks require more reports to converge than for the Traffic Congestion Sybil and Dos Random Sybil. The reasoning for that is both the former attacks cause the local vehicles to simultaneously report other genuine vehicles alongside the attacker.

These false positive reports add a significant amount of noise to the data. Therefore, more data is required to sort the genuine pseudonyms from the attacker pseudonyms. We also notice that the Data Replay Sybil attack requires more information than the Dos Disruptive Sybil to converge. This is a consequence of the former intelligently generating a realistic path instead of just replaying data incoherently.

Additionally, we notice that Traffic Congestion Sybil has a relatively low detection rate with one report. However, even though the attacker tries to intelligently remain within the plausible range, the detection then quickly converges. This is due to the lack of the simultaneously falsely reported genuine vehicles. The information is clean from false positives thus multiple reports are analyzed much more efficiently.

Finally, the Dos Random Sybil attack does not cause false positives neither is it within the plausible ranges. As a result, it is easily detected even with evidence from only one report.

Conclusion

Sybil attacks are a dangerous threat that can significantly deteriorate the C-ITS system quality and lead to catastrophic road accidents. In this work, we propose a global misbehavior detection mechanism for C-ITS. More precisely, we proposed an MA architecture specifically robust against Sybil attacks. This is achieved using machine learning analysis on the Misbehavior Report and pseudonym linking on the global level. We propose an implicit Machine Learning (ML) based linking or direct linking using the IEEE Linkage Authority. We show through extensive simulations that overall detection rate for various types of Sybil attacks is relatively high.

Chapter 7

Conclusion

Summary

In this thesis, we start by studying the current state of misbehavior detection in the ITS system. This study shows how misbehavior detection integrates into the C-ITS model. In chapter 2, we explore the related works already published on this subject. We then extract the detection mechanisms used in these works and we evaluate their feasibly with respect to the current standardized C-ITS.

In chapter 3, we describe our simulation framework for misbehavior detection in vehicular networks. A framework that includes a V2X communication network along with pre-implemented attacks as well as different detection mechanisms and evaluation metrics. Our goal with this framework is to enable the research community to easily develop, test, and compare detection algorithms.

In chapter 4, we focus on local misbehavior detection. First, we propose to integrate the confidence range of sensors in the detection checks calculation. The confidence range field is included in the standard V2X messages.

Our results show that taking into account this field enabled a more reliable and fine-tuned detection of implausibility and inconsistencies on the V2X network. Then, we show a comparison of different local detection fusion applications. We extract mechanisms used in the literature and re-implement them over the same simulation scenario.

These mechanisms include machine learning, cooperative and trust based mechanisms. The results include the detection quality and the processing time of each detection mechanism. Finally, as our last contribution on local misbehavior detection, we propose some improvements to VeReMi, a popular dataset for misbehavior detection.

We update the dataset with a realistic sensor error model and implement a new set of mechanisms of misbehavior.

We also provide different scenarios on different networks with various configurations. We publish this dataset in open source format for the research community.

In chapter 5, target the misbehavior reporting process. First, we propose a misbehavior reporting protocol.

We define the information to be added in the misbehavior report. This information ensures that the MA is able 123 to verify the sender and the reported identities. The MA is also able to verify to a certain extent the occurring misbehavior through included evidence. We also propose a reporting protocol that reduces the network overhead.

Then, we create a new misbehavior REports DAtaset called DARE. This dataset includes reports in the format and the protocol that we previously created. It includes different detection and attacker configurations as well as various network scenarios. We publish this dataset to encourage further research on global misbehavior detection.

In chapter 6, we research the global misbehavior detection. We start by evaluating the use of machine learning in the misbehavior authority detection process. We define different features needed in the detection process. We then test various machine learning and deep learning algorithms. Finally, we propose a deep learning model adapted for the use case of global misbehavior detection at the level of the misbehavior authority. Last, we improve the detection system of the misbehavior authority against Sybil attacks. We define a three steps detection process where we enable the linkage of different pseudonyms as well as the detection of specific types of Sybil attacks.

Perspectives

In this thesis, we explored multiple solutions in the various links of the misbehavior detection chain: local detection, misbehavior reporting and global detection. In our final analysis, we discovered multiple gaps that could be addressed in the future.

First, we think that current works focus mostly on the general aspects of the V2X safety messages like the position or event forging. Instead, studies should focus on safety application specific misbehavior detection. This misbehavior could have more precise attacker intentions with direct implications. This type of detection could be more useful if deployed alongside applications to ensure their correct functionality. This type of misbehavior detection was more difficult to achieve in the past since V2X applications were not yet well defined. However, with the current ongoing work on the specifications of various safety applications, we are seeing new studies that target specific applications. For instance, Allig et al. explore misbehavior within Collective Perception in [START_REF] Allig | Trustworthiness estimation of entities within collective perception[END_REF] and Van Another aspect of misbehavior detection that requires more study is the Misbehavior Authority. The MA detection process is not based on the V2X messages but on the received misbehavior reports. This gives the MA a limited view on the reality depending of the quantity and quality of the received reports. The MA then has to analyze the situation using this limited view and issue the correct reaction to protect the system. We think this is a complicated issue and more studies and resources should be devoted to finding specific detection and reaction mechanisms to adequately protect the C-ITS system.

Finally, the misbehavior reaction is the most ill-defined link in the misbehavior detection chain. The only reaction mechanism that is currently discussed is the revocation of a misbehaving user certificates. However, a vehicle that detects a misbehavior in its vicinity, after reporting it to the MA, should be able to take measures to protect its safety mechanisms. A real time immediate reaction against certain known attacks should be defined. We think that a coherent misbehavior reaction strategy across local and global systems, in real-time and for the long-term, is needed for effective C-ITS attack mitigation system.

Lessons learned

During the course of this research, I gained a great deal of knowledge about a plethora of new domains. In this section, I share the three lessons that I think could benefit the scientific community the most.

The first lesson that I learned is about the scientific contributions in the midst of a moving technological medium. I come from an engineering background, so when I started researching the ITS domain, I immediately started reading the most up to date standards and specifications. I envisioned any solution created should fit within the confines of the ITS spec sheets. However, after participating in the process of creating technical requirements and directives, I now see things differently. Scientific contributions are not chained to the current technical specifications; they should be one step ahead. These contributions are driving force behind the new standards.

The second lesson is about the use of machine learning technologies. Before I started this thesis, I had already been exposed to artificial intelligence mechanisms during various previous projects. During my research into the related works, I found a number of studies applying machine learning to the misbehavior detection problem. This lead me to further develop my machine learning skills and to apply it to various parts of the misbehavior detection process. However, I also discovered that much of the related studies into machine learning, especially in misbehavior detection, suffered from a common issue. The detection algorithms resulting from the machine learning training were not always adequately evaluated. For instance, while using a strongly time-dependent data like the beacon messages, one should not use a random split for the train and test data. A random split in this case would lead to over-fitting. This is a common issue for studies using the VeReMi dataset. The lesson here is that it is important to be prudent while using a complicated technology, I personally was lucky enough to receive help in my studies form a machine learning expert.

Finally, the third lesson is specific to the cyber-security domain. While reviewing the related works I discovered that the proposed misbehavior attacks were somewhat weak and hasn't been updated in a long time. This is due to the fact that the C-ITS solutions are not yet deployed and therefore the attacks were mostly created by researchers.

I too dedicated a strong effort into coming up with new types of attacks in order to test my detection mechanisms.

However, up until the deployment of this system, we cannot predict which attacks or even classes of attacks we Abstract: Cooperative Intelligent Transport Systems (C-ITS) is an upcoming technology that will change our driving experience in the near future. In such systems, vehicles cooperate by exchanging Vehicle-to-X communication (V2X) messages over the vehicular network. Safety applications use the data in these messages to detect and avoid dangerous situations on time. Therefore, it is crucial that the data in V2X messages is secure and accurate. In the current C-ITS system, the messages are signed with digital keys to ensure authenticity. However, authentication does not ensure the correctness of the data. A genuine vehicle could have a faulty sensor and therefore send inaccurate information. An attacker could also obtain legitimate keys by hacking into the on-board unit of his vehicle and therefore transmit signed malicious messages. Misbehavior Detection in C-ITS is an active research topic aimed at ensuring the correctness of the exchanged V2X messages. It consists of moni-toring data semantics of the exchanged messages to detect and identify potential misbehaving entities. The detection process is divided into multiple steps. Local detection consists of first performing plausibility and consistency checks on the received V2X messages. The results of these checks are then fused using a local detection application. The application is able to identify various V2X anomalies. If an anomaly is detected, the vehicle will collect the needed evidence and create a misbehavior report. This report is then sent to a cloud based misbehavior authority. This authority has a goal of ensuring the correct operation of the C-ITS system and mitigating the effects of attacks. It will first collect the misbehavior reports from vehicles and would then investigate the event and decide on the suitable reaction. In this thesis, we evaluate and contribute to the local, reporting and global steps of the misbehavior detection process.
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  tween different vehicle manufacturers. For instance, vehicles from different brand should use the same communication technologies and communication formats to ensure the largest possible benefits. Likewise, safety applications like cooperative adaptive cruise control require a common protocol to function properly. Standardization bodies could provide a common solution to this problem. The European Telecommunications Standards Institute (ETSI) in Europe and the Institute of Electrical and Electronics Engineers (IEEE) in the US are pushing unified standards for common communication protocols and formats. These formats include the type of transmitted messages and their general modes of operation. Currently, the ETSI and IEEE provide different standards in Europe and the US. Even though the formats are different, interoperability between the two platform is still possible in the future.

  is commonly referred to as Cellular-V2X or C-V2X. Additionally, 3GPP Release 15 introduces 5G support for C-V2X. In C-V2X, two modes of operations are available:[START_REF]Directorate-General for Mobility and Transport (DGMT)[END_REF] in range communication or mode 3 where the
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 21 Figure 2.1: C-ITS model
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 22 Figure 2.2: ETSI ITS station reference architecture

  tions. The ETSI SCMS implements a PKI published in three technical specification standards. The ETSI TS 102 940 [11] includes a high level description of the security requirements and adopted architecture. The ETSI TS 102 941 [43] includes a more detailed description of the protocol and the exchanged messages. The ETSI TS 103 097 [44] contains the Abstract Syntax Notation One (ASN.1) description of the certificates and messages formats. For the purpose of this thesis, we provide a brief general description of the functionalities the ETSI PKI illustrated in Figure 2.3. It includes four main components: Authorization Authority (AA): The AA is the only security management entity with a direct communication with the enrolled ITS-S. The role of this entity is to issue and monitor the use of Authorization Tickets (ATs). An AT enables an ITS-S to send authentic V2X and to use specific C-ITS services.
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 24 Figure 2.4: Misbehavior detection process
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 25 Figure 2.5: C-ITS security architecture

  This local trust is then broadcasted to other vehicles. Finally, vehicles combine their local trust and the trust values received by the neighbors to create the global trust. A vehicle is considered an attacker if it fails its global trust falls below a determined threshold. Kerrache et al. [77] introduce a novel Trust architecture for Vehicular Networks using the standardized messaging services of ETSI ITS (T-VNets). T-VNets aims to detect false ETSI CAMs and DENMs type messages. Their method proposes building trust using a combination of different mechanisms: data-centric, event-based, watchdog and RSU-based. Data-centric mechanisms evaluate the quality of received messages. Event-based mechanisms evaluate the effectiveness of issued warning events. Watchdog is a mechanism where vehicles share positive of negative recommendations or neighbors. Finally, RSUs broadcast a trust value for vehicles based on current and historical behaviors evaluations. All their mechanisms are then combined to compute a global trust evaluation for every neighbor. The trust level is shared between nodes using CAMs and regularly updated. Raya et al. [78] propose a data-centric trust establishment mechanism. Their method calculated trust without using cooperation between vehicles. This approach would reduce the risk of a Sybil attacks especially in the presence of pseudonyms. The trust evaluation is based on four indicators. The vehicle specific trust, different types of vehicles would have a different initial trust value, i.e. police vehicle, emergency vehicle. The event-specific trustworthiness which is the trust based on the relation of the event to the emitting vehicle. The dynamic trustworthiness which is based on the revocation status. Finally, the time and location indicators such as the proximity to the event. These indicators are combined in a global trust value which should remain above a certain threshold.Jaeger et al.[START_REF] Jaeger | A novel framework for efficient mobility data verification in vehicular ad-hoc networks[END_REF] proposed a Kalman filter based method to verify beacon messages. Kalman filters allow for fast and robust trajectory prediction even in the presence of sensor errors. They enable accurate vehicle tracking and consequently comparison between the Kalman predicted and the beacon claimed position. This would enable the tracking of the vehicle even whilst changing pseudonyms. Therefore, Kalman filters could achieve an implicit linkability between pseudonyms. Consequently, it could be a useful tool to defend against Sybil attacks by increasing the integrity of honest nodes. Xu et al.[START_REF] Xu | Device fingerprinting in wireless networks: Challenges and opportunities[END_REF] also propose a mechanism to circumvent the issue of pseudonymity for the trust establishing mechanisms. They propose the use of wireless fingerprinting for vehicle identification in the case of an identity change. They implement their proposal in a simulation environment. The result of these simulations claims a high success rate in the detection of sybil attacks.2.6.2.4 Machine learning based detection mechanismsVan der Heijden et al.[START_REF] Rens | Veremi: A dataset for comparable evaluation of misbehavior detection in vanets[END_REF] introduced VeReMi. VeReMi is a misbehavior detection dataset created by simulating the LuST network scenario. They used VEINS. Their simulation is based on VEINS a co-simulator of SUMO and OMNET++. The dataset consists of message logs for every vehicle in the simulation. The log contains information such as the vehicle position, speed and the message RSSI. Many other parameters are also provided such as the number of vehicles, the number of attackers, as well as the variation of attacker rates. VeReMi also contains four types of misbehavior: Fixed Position, Fixed Position Offset, Random Position, Random Position Offset and an Eventual stop. Many published studies discussed later use the VeReMi dataset, specifically to evaluate different machine learning algorithms. Grover et al. [82] propose a machine learning based approach to detect misbehavior in C-ITS. For this purpose, they experiment with different classifiers implemented in the Waikato Environment for Knowledge Analysis (WEKA) toolset. Their experiments include: Naive Bayes, Instance based learner (IBK), Decision Tree (J-48), Random Forest (RF) and AdaBoost. They conduct a comprehensive comparison and show that RF and J-48 classifiers perform best. In a subsequent paper [83], they improve the detection performance by replacing the single classification algorithm with several classification algorithms. They then use a majority voting ensemble-based scheme to aggregate the results of the previously mentioned classifiers into a single stronger classifier. They show that the ensemble-based model is more robust and efficient in classifying multiple misbehaviors present in C-ITS and could achieve a better result in comparison to each individual base learner. Ghaleb et al. [84] also propose a machine-learning misbehavior detection model to detect the location forging attacks they introduced in [85]. They create and extract multiple features from the data model including historical

(

  DST) of evidence to detect false message injection. One SVM-based classifier is used to detect false messages based on message content and vehicle attributes. Another SVM-based classifier is used to evaluate whether the vehicle is credible based on its behavior in terms of message propagation. Every vehicle would then transmit their trust assessment reports to a back end system. The back-end system would use the DST to aggregates multiple trust assessment reports about the same vehicle and derives a comprehensive trust value for each vehicle.Gyawali et al.[START_REF] Gyawali | Misbehavior detection using machine learning in vehicular communication networks[END_REF] propose a machine learning based scheme to detect two categories of attacks: false alert attack in which the malicious vehicle broadcasts false warning messages and position falsification attack where the attacker alters the location information in the beacon. The false alert attack consists of a fake congestion where the attacker lowers its speed and the segment flow value. They are generated using the VEINS simulator. The position falsification messages are extracted from the VeReMi dataset. They use different features for the detection of the two categories of attacks. For the alerts, they use a specific broadcasted flow value for a specific road segment. For the position falsification detection, they use feature such as the position and speed change and the RSSI. In this study, they train multiple machine learning models including Logistic Regression, k-nearest neighbors, Decision Tree

  This mechanism relies on the physical aspects of the signal for the message location verification. These physical aspects include the Received Signal Strength Indicator (RSSI), Time Of Arrival (TOA), Angle of Arrival (AoA) and Doppler Speed (DS). It is used by Pouyan et al. in [51], Xiao et al. in [56], Sun et al.
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 3 Figure 3.2: F 2 MD diagram representation of the secondary modules
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 3 Figure 3.3: F 2 MD Paris-Saclay scenario

  Figure 3.4: F 2 MD Luxembourg scenarios

  Disruptive:The ITS-S records the data broadcasted by neighbor ITS-Ss. The attacker then proceeds to broadcast V2X messages with data derived from previously received beacons. Given that the falsely broadcasted data is initially generated by genuine vehicles, it is plausible on some levels. The intention of this attacker is to flood the network with these type of messages thus deteriorating the quality of the C-ITS • DoS Disruptive: This ITS-S performs a simultaneous DoS and Disruptive attacks • DoS Disruptive Sybil: This ITS-S performs a Dos Disruptive attack while simultaneously changing its pseudonym on each send V2X message • Data Replay: The ITS-S chooses a target and replays its data instantly with a certain minor prediction epsilons added. Consequently, for an observer it would seem that there are two vehicles in the same space-time dimension • Data Replay Sybil: This ITS-S performs a Data Replay attack while simultaneously changing its pseudonym while changing the target vehicle. This mechanism the ITS-S avoid detection • Eventual Stop: The ITS-S suddenly starts broadcasting a fixed positions and a null speed thus simulating a sudden stop • Traffic Congestion Sybil: The ITS-S uses the previously acquired and stored pseudonyms simultaneously to generate a set of ghost-vehicles. The ghost vehicles data is calculated somewhat intelligently in a grid like matter while avoiding implausibility to simulate a realistic traffic congestion. To this end, the following actions are performed:

Algorithm 1 :Algorithm 2 :

 12 Threshold Based Solution c x : Check Value, θ: Threshold; for c 0 . . . c n do if c i < c min then c min = c i end end if c min < θ then Misbehaving else Genuine end Aggregation Based App: This application is based on the node history. The result of the plausibility checks of a certain message are aggregated with the results of the last tn time-steps. An ITS-S is considered misbehaving if the aggregated results falls below a certain threshold. The goal of this application is to reduce false positives with respect to the baseline solution. However, this application is still too simple for real deployment. It is used here also as a bench-marking tool. Aggregation Based Solution c x : Check Value, θ: Threshold; for c 0 . . . c n do c sum = ∑ tn t=1 c i tn if c sum < c min then c min = c sum end end if c min < θ then Misbehaving else Genuine end Non-Cooperative Trust Based App: This application is based on the gravity of the misbehavior event. According
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 353 Figure 3.5: The exponential variation of the trust level function of the plausibility value
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 3 Figure 3.6: F 2 MD GUI: Real-Time Evaluation Metrics Plots (Data Points, TP, FP, Density, Recall, Precision, Accuracy, F 1 score, BM, MK, MCC, K)

Figure 3 .

 3 Figure 3.12: F 2 MD results: average number of reports by pseudonym received by the MA for different pseudonym change period
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 41 Figure 4.1: Local check: range plausibility
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  01 with the maximum plausible Euclidean distance d max calculated taking into account the time of the reception of the 1 st beacon and the time of the reception of the 2 nd beacon on the road as illustrated in figure 4.4a. The maximum plausible distance is computed based on the position, speed and heading information received in the beacon 0 message. CaTch integrates the position confidence range of two successive received beacons, respectively R 0 (a) Legacy Version (b) CaTch Version
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 44 Figure 4.4: Local check: position consistency
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  a) Legacy Version (b) CaTch Version
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 46 Figure 4.6: Local check: position-speed consistency
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 47 Figure 4.7: Local check: position heading consistency
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 48 Figure 4.8: Local check: intersection

  ol ab = max(0, min(I a /2, I ab + I b /2) -max(I a , I ab -I b /2))
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 49 Figure 4.9: Local check: sudden appearance
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  MLP is feedforward backpropagation Artificial Neural Network (ANN). It is the algorithm used by Singh et al. in [90]. We tested two implementations for this model. The first implementation (MLP-T1) makes use of the same features Checks Feature Set as the previous models. The proposed MLP-T1 model has 1 Dense layer with 18 nodes. The second implementation (MLP-T10) takes as input the previous 10 time-steps. The feature set consists of the Minimum and the Average of the Checks Feature Set. The proposed MLP-T10 model has 1 Dense layer with 36 nodes. LSTM: LSTM is also an algorithm of choice used by Singh et al. in [90]. Moreover, is a well suited algorithm for our problem due the temporal based relation between the successive V2X messages. LSTM is part of the Recurrent Neural Network (RNN) family of ML algorithms specifically designed to treat time dependent data. Therefore, the LSTM was additionally given the Kinematic Feature Set as input. The proposed model contains a single bidirectional LSTM layer with 20 nodes. A dropout and batch-normalization were added to combat over-fitting.
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 4412 Figure 4.11: Local detection: t-SNE: Genuine (Gray) and Misbehaving (Red)
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 4134 Figure 4.13: Local detection: evaluation metrics by tested fusion application
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 51 Figure 5.1: Reporting protocol: flowchart description

  Goz álvez et al. presents a field test campaign as part of the iTETRIS European research project [121]. Their work is an example of a deployment project dataset. The project aims at testing the quality of IEEE 802.11p Vehicle to Infrastructure communications. Their dataset includes 22 different RSU broadcast messages to a vehicle moving in an urban environment. Additionally, it contains the local positioning information and the Received Signal Strength Information (RSSI) of the received messages for different positions of the deployed vehicles. However, this dataset includes only normal behavior without any attacker data, which is restrictive for misbehavior detection evaluation.

  bility " :R [-∞,+1] , " posPlausibility " :R [-∞,+1] , " posConsistency " :R [-∞,+1] ," speed Plausi bility " :R [-∞,+1] , all the subsets categories available in our dataset. In this dataset the evidence collection phase of the reporting protocol is set to 10 seconds. We mainly altered four variables: the vehicle traces, time of day, attacker rate and attacker type. The vehicle traces change between the Luxembourg and the Paris-Saclay network.We generally use the Paris network as our Test-Bench. The changes in the time of day entails a change in the general vehicle density as shown in Figure3.4d. The attacker rate is stated for every scenario. The attack launcher is designed to inject a new attacker when the rate drops below the set value. All the listed datasets could be downloaded individually from our Cloud Drive[START_REF] Kamel | Dare: A reports dataset for global misbehavior authority evaluation in c-its[END_REF].

  3.3.2 we propose different types of Sybil attacks in the V2X network. In this section, we expand this definition with a more in-depth description:1. S1 Traffic Congestion Sybil: As shown in figure6.1, the attacker uses valid pseudonyms to simulate multiple ghost vehicles. Vehicles within the communication range of the malicious vehicle receive the fake messages and conclude that a congestion occurs on the road. The attacker intelligently calculates the kinematic data for the ghost vehicles such that the fake messages have plausible and coherent contents.
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 61 Figure 6.1: Sybil attack: Traffic congestion

Figure 6 . 2 :

 62 Figure 6.2: Sybil attack: Data replay
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 63 Figure 6.3: Sybil attack: DoS Random
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 64 Figure 6.4: Sybil attack: DoS disruptive
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 65 Figure 6.5: Sybil attack: global detection system architecture

  3.2). We use different sections of the scenario for the training part and testing part of our ML algorithms. We use the Large LuST scenario for training and the Small one for testing. Both scenarios have an attacker rate of 5%. We use the reporting protocol proposed in section 5.1 to transmit the reports. This results in 5,209,072 MBRs for training and 294,160 MBRs for testing.
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 66 Figure 6.6: Sybil attack: detection accuracy by type of linkage
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 67 Figure 6.7: Sybil attack: detection accuracy by number of received reports

  der Heijden et al. and Iorio et al. within the context of Cooperative Adaptive Cruise Control (CACC) in [127] [128].

  missed. However, I noticed during my work that often the most valuable insights into new attack mechanisms comes from new researchers into the domain or from complete outsiders. Therefore, in order to minimize our chances of missing preventable attacks, I would recommend dedicating white hat researchers into finding new and optimized C-ITS attacks. Specifically, attacks targeting the implementations of C-ITS safety applications.Machine Learning Based Global MisbehaviorDetection in C-ITS: Model Evaluation Approach. In Vehicular Ad-hoc Networks for Smart Cities, Springer Singapore, pages 73-86, Singapore, 2020 • Joseph Kamel, Farah Haidar, Ines Ben Jemaa, Arnaud Kaiser, Brigitte Lonc, and Pascal Urien. A Misbehavior Authority System for Sybil Attack Detection in C-ITS. In The IEEE 10th Annual Ubiquitous Computing, Electronics & Mobile Communication Conference -IEEE UEMCON 2019, New York, United States, October 2019 • Farah Haidar, Joseph Kamel, Ines Ben Jemaa, Arnaud Kaiser, Brigitte Lonc, and Pascal Urien. DARE: A Reports Dataset for Global Misbehavior Authority Evaluation in C-ITS. In The 2020 IEEE 91st Vehicular Technology Conference -IEEE VTC2020-Spring, Antwerp, Belgium, May 2020 R e p o r t C o n t a i n e r : : = SEQUENCE { reportedMessageContainer ReportedMessageContainer , misbehaviorTypeContainer MisbehaviorTypeContainer , e v i d e n c e C o n t a i n e r EvidenceContainer OPTIONAL } ReportedMessageContainer : : = CHOICE { c e r t i f i c a t e I n c l u d e d C o n t a i n e r C e r t i f i c a t e I n c l u d e d C o n t a i n e r , c e r t i f i c a t e A d d e d C o n t a i n e r C e r t i f i c a t e A d d e d C o n t a i n e r } C e r t i f i c a t e I n c l u d e d C o n t a i n e r : : = SEQUENCE{ reportedMessage EtsiTs103097Data } C e r t i f i c a t e A d d e d C o n t a i n e r : : = SEQUENCE{ reportedMessage EtsiTs103097Data , r e p o r t e d C e r t i f i c a t e E t s i T s 1 0 3 0 9 7 C e r t i f i c a t e } MisbehaviorTypeContainer : : = CHOICE { s e c u r i t y D e t e c t i o n S e c u r i t y D e t e c t i o n , s e m a n t i c D e t e c t i o n S e m a n t i c Det ec t i o n . . . } S e c u r i t y D e t e c t i o n : : = SEQUENCE { s e c u r i t y D e t e c t i o n E r r o r C o d e OCTET STRING ( SIZE ( 0 . . 4 ) ) , . . . } S e m a n t i c D e te c t i on : : = CHOICE { detectionLevelCAM D e t e c t i o n L e v e l , semanticDetectionErrorCodeCAM OCTET STRING ( SIZE ( 0 . . 2 ) ) } EvidenceContainer : : = SEQUENCE { reportedMessageContainer MessageEvidenceContainer OPTIONAL, neighbourMessageContainer MessageEvidenceContainer OPTIONAL, s e n d e r I n f o C o n t a i n e r S e n d e r I n f o C o n t a i n e r OPTIONAL, senderSensorContainer SenderSensorContainer OPTIONAL } MessageEvidenceContainer : : = SEQUENCE OF EtsiTs103097Data S e n d e r I n f o C o n t a i n e r : : = SEQUENCE { s t a t i o n T y p e StationType , r e f e r e n c e P o s i t i o n R e f e r e n c e P o s i t i o n , heading Heading , speed Speed , d r i v e D i r e c t i o n D r i v e D i r e c t i o n , v e h i c l e L e n g t h VehicleLength , v e h i c l e W i d t h VehicleWidth , l o n g i t u d i n a l A c c e l e r a t i o n L o n g i t u d i n a l A c c e l e r a t i o n , c u r v a t u r e Curvature , yawRate YawRate . . . } SenderSensorContainer : : = SEQUENCE OF SenderSensorChoice SenderSensorChoice : : = CHOICE{ f i e l d o f V i e w C o n t a i n e r F i e l d o f V i e w C o n t a i n e r , p e r c e i v e d O b j e c t C o n t a i n e r P e r c e i v e d O b j e c t C o n t a i n e r } D e t e c t i o n L e v e l : : = INTEGER { l e v e l ( 1 ) } ( 1 . . 4 ) OmitedReportsNumber : : = INTEGER { oneReport ( 1 ) } ( 0 . . 1

  étection d'anomalies comportementales pour les syst èmes de transport intelligents et coop ératifs (STI-C) Mots cl és: Cybers écurit é, STI-C, V2X, Apprentissage Automatique, D étection d'Anomalies R ésum é: Les syst èmes de transport intelligents coop ératifs (STI-C) est une technologie qui changera notre exp érience de conduite. Dans ce syst ème, les v éhicules coop èrent en échangeant des messages de communication Vehicle-to-X (V2X) sur le r éseau v éhiculaire. Les applications de s écurit é routi ère utilisent les donn ées de ces messages pour d étecter et éviter à temps les situations dangereuses. Par cons équent, il est crucial que les donn ées des messages V2X soient s écuris ées et pr écises. Dans le syst ème STI-C actuel, les messages sont sign és avec des cl és digitales pour garantir leur authenticit é. Cependant, l'authentification ne garantit pas l'exactitude des donn ées. Un v éhicule authentifi é pourrait avoir un capteur d éfectueux et donc envoyer des informations inexactes. Un attaquant pourrait également obtenir des cl és l égitimes en piratant l'unit é embarqu ée de son v éhicule et donc transmettre des messages malveillants sign és. La d étection des mauvais comportements dans les STI-C est un sujet de recherche visant à garantir l'exactitude des messages V2X échang és. Il consiste à surveiller la s émantique des donn ées des messages échang és pour d étecter et identifier des entit és à comportement suspect. Le processus de d étection est divis é en plusieurs étapes. La d étection locale consiste à effectuer d'abord des v érifications de plausibilit é et de coh érence sur les messages V2X rec ¸us. Les r ésultats de ces v érifications sont ensuite fusionn és à l'aide d'une application de fusion locale. L'application est capable d'identifier diverses anomalies V2X. Si une anomalie est d étect ée, le v éhicule collectera les preuves n écessaires et cr éera un rapport de mauvais comportement. Ce rapport est ensuite envoy é à une autorit é cloud de mauvais comportement. Cette autorit é a pour objectif d'assurer le bon fonctionnement du syst ème C-ITS et d'att énuer les effets des attaques. Elle recueillera d'abord les rapports des v éhicules, puis enqu êtera sur l' év énement et d écidera de la r éaction appropri ée. Dans cette th èse, nous évaluons et contribuons aux diff érents composants du processus de d étection des comportements malveillants : la d étection locale, le reporting et la d étection globale. Title: Misbehavior Detection for Cooperative Intelligent Transport Systems (C-ITS) Keywords: Cybersecurity, C-ITS, V2X, Machine Learning, Anomaly Detection

  

  

  

  

Safety Pilot Model Deployment (SPMD) -2012

  Is an early pilot program started by the U.S. Department of Transportation (USDOT) National Highway Traffic Safety Administration (NHTSA) and is conducted by the University of Michigan Transportation Research Institute (UMTRI). Its main objective was to demonstrate connected vehicle technologies in a real-world environment. The deployment took place in Ann Arbor, Michigan and spanned over 100 kilometers. It included approximately 2800 vehicles including 2305 cars, 60 trucks and 85 transit buses as well as 29 Road-Side Units (RSUs). The deployment was based on the DSRC technology and the exchange of BSM messages. It included the following safety applications: Forward Collision Warning (FCW), Lane Change Warning/Blind Spot Warning (LCW/BSW), Emergency Electric Brake Light Warning (EEBL) and Intersection Movement Assist (IMA). The deployment also included Signal phase and timing (SPaT) information on 21 different intersections. are signed with pseudonyms delivered from the PKI. It provides various alert services like the road works warning, information about current interventions, slippery road or emergency brakes. Many more V2X projects are currently being deployed or are planned for the future. For instance, the European Union is putting in place a Connected Roads (C-Roads) Platform for the deployment of harmonized and interoperable C-ITS services in Europe. Additionally, on the US side, a large C-V2X deployment supported by Qualcomm is planned on the roads of Colorado by Ford and in Virginia by Audi.

Cooperative Mobility Pilot on Safety and Sustainability Services for Deployment (COMPASS4D) -2013 Is an early deployment project funded by the European Union. It included a total of 31 partners from 10 countries and was coordinated by the European Road Transport Telematics Implementation Coordination (ERTICO). It took place in many European cites: Bordeaux (France), Copenhagen (Denmark), Helmond (Netherlands), Newcastle (UK), Verona (Italy), Vigo (Spain) and Thessaloniki (Greece). This deployment included 344 equipped vehicles and 111 RSUs. The deployment was based on ITS-G5 and included the following safety applications: Red Light Violation Warning (RLVW) service, Road Hazard Warning (RHW) service and Energy Efficient Intersection (EEI) service. Tampa Hillsborough Expressway Authority (THEA) -2016 is pilot program that assembles a large implementation team including the University of South Florida Center for Urban Transportation Research and Siemens. The project also has a number of key partners including the Florida Department of Transportation and the Hillsborough Area Regional Transit Authority. This project includes more than 1000 privately owned vehicles, 10 buses, 8 trolleys equipped with On-Board Units (OBUs) as well as 47 RSUs. It provides various V2V and Vehicle-to-Infrastructure communication (V2I) based safety features including: Emergency Electronic Brake Lights (EEBL), Forward Collision Warning (FCW), End of Ramp Deceleration Warning (ERDW), Wrong Way Entry (WWE), Intelligent Traffic Signal System (I-SIG) and Vehicle Turning Right in Front of a Transit Vehicle (VTRFTV). Syst ème COOp érative Pilote En France (SCOOP@F) -2016 is a pilot project for the deployment of C-ITS systems in France and is co-funded by the European Commission. IT involves 19 partners including road operators (SANEF, LD38), car manufacturers (Renault, PSA), research institutes (CEREMA, FSTTAR, LAB, ITS Bretagne) and security and telecommunication experts (IDnomic, Orange). The project aimed to include 3000 vehicles and RSUs over 2000 km of roads with five test sites in: Ile-de-France, Paris-Strasbourg highway, Is ère, Bordeaux and Bretagne. This project successfully tested the PKI access verification and the ETSI Plugtests. It was based on a combination of wireless access technologies ITS-G5, Cellular (3G, 4G) and Bluetooth. It includes the ETSI standard CAM and DENM messages that

  of RSUs equipped with the right equipment and with direct line of sight to the event. Finally, Reputation is a local trust based on the behavioral history of a certain node. A vehicle's trust increases if it reports a true alert and decreases otherwise. It is worth noting that although the combination of different mechanisms increases the efficiency of the method, however it inherits all the feasibility challenges.Raya et al.[START_REF] Raya | Eviction of misbehaving and faulty nodes in vehicular networks[END_REF] propose Local Eviction of Attackers by Voting Evaluators (LEAVE). LEAVE allows for the local eviction of an accused by neighboring vehicles. They argue that this system is the temporary step to protect the C-ITS before the global revocation phase by the PKI. Their local eviction is a cooperative system based on an honest majority of vehicles performing local misbehavior detection checks. Their local misbehavior detection is based on detecting known attacks by monitoring specific parameters and data anomalies with plausibility and consistency checks. Zhuo et al.[START_REF] Zhuo | Removal of misbehaving insiders in anonymous vanets[END_REF] propose Suicide-based Local Eviction Protocol (SLEP) and Permanent Revocation Protocol

	Kim et al. [73] propose a misbehavior detection mechanism based on a Certainty of Event (CoE) curve. The CoE
	is calculated using a combination of six different sources: Cryptographic Authentication, Source Location, Local

Sensors, Responses from Other Vehicles, Infrastructure Validation and Reputation. Cryptographic Authentication is the validation of the PKI certificates and the message signature. They consider that this authentication is enough to prevent Sybil attacks, which is no longer true in the presence of pseudonyms. Source Location is check if a vehicle geographic location is in the area of relevance of the event. Local Sensors is an on-board validation when the recipient vehicle is in direct line of sight of the event. Responses from Other Vehicles is a voting based integrity check that relies on the support or contradiction of neighbors of a certain event. Infrastructure Validation is based on the validation (PRP). SLEP is another mechanism for local of an accused vehicle. However, in SLEP only one accusation is enough to revoked a vehicle. The catch is that both the accuser and the accused are revoked. Neighboring vehicles
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1 summarizes the feasibility evaluation of Section 2.7. The first observation is that mechanisms designed to detect false beacon messages or warning messages separately, are globally feasible. Interestingly, these methods could be combined to form a global misbehavior detection framework. On the other hand, mechanisms based

Table 2 .

 2 1: Summary of the feasibility challenges.

		Detection	Used	Current feasibility
		Method	Studies	Standard Legal Equipment
				○	□	△
		Path History	[52] [53] [54]
	Sybil	Pseudo linkability	[57] [58]
		Neighbor List	[55] [56]
		Beacon Messages	
	Sybil &	RSU triangulation	[59] [60]
	Bogus Info	Signal Properties	[51] [56] [61] [88] [92]
		Data-Centric	[62] [63] [64] [65]
			[82] [83] [84]
		Machine-Learning	[87] [89] [90]
			[91] [92]
		Info Exchange	[64] [65] [67] [84]
		Warning Messages	
		Data-Centric	[68] [69]
		Voting-Based	[70] [72] [73]
	Bogus Info	Node-Trust Cooperative	[73][74] [75] [76] [77]
		Data-Centric	[78]
		Pseudonym Linking [79]

: Compatible, : Requires Adjustment/Study, : Incompatible

  The reports are pushed to a global MA via HTTP connection. Additionally, the reports can be collected in JavaScript Object Notation (JSON) or Extensible Markup Language (XML) format in a local folder.

We propose a misbehavior report format inspired by the protocol described in section 5.1. The report is composed of three containers: Header Container, Source Container and Evidence Container. The Header Container contains the basic information that should be included in every report: generation time, sender id, reported id and report type. The Source Container consists of the results of the plausibility and consistency checks on the reported beacon, granted that a vehicle is reported only after a received beacon has shown some implausibility. The Evidence Container should help the MA in its investigation and to support its conclusion. The Evidence Container can be composed of messages from the reported or the reporter or any neighboring vehicles if deemed helpful. It could also include some other data like a Local Dynamic Map (LDM), or direct sensor data from the reporter. The

  clear trade-off between precision and recall for the CaTch version of the detectors. This validates our hypothesis that the uncertainty factor quantifies the plausibility of a certain message. The plausibility factor therefore provides a more informative view of the implausible scenario. This could prove useful to an intelligent application trying to detect an attack. More insights and results on the CaTch detectors could be found in section 4.1.

	3.4.2 Local fusion application example			
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		Recall	Precision	F1Score	Accuracy	BM	MK	MCC	K
	Misbehavior				Evaluation Metrics	
	Types	Rec	Pre	F1s	Acc	BM	MK	MCC	K
	CaTch 0.1	0.7713 0.9995 0.8707 0.9830 0.7712	0.9814	0.8700	0.7603
	CaTch 0.2	0.8023 0.9974 0.8893 0.9852 0.8021	0.9818	0.8874	0.7902
	CaTch 0.3	0.8290 0.9913 0.9029 0.9868 0.8284	0.9778	0.9000	0.8121
	CaTch 0.4	0.8466 0.9728 0.9053 0.9869 0.8447	0.9606	0.9008	0.8130
	CaTch 0.5	0.8644 0.7885 0.8248 0.9727 0.8459	0.7776	0.8110	0.6127
	CaTch 0.6	0.8815 0.5710 0.6931 0.9420 0.8284	0.5611	0.6817	0.1991
	CaTch 0.7	0.9098 0.1781 0.2978 0.6815 0.5730	0.1673	0.3096	-0.9083
	CaTch 0.8	0.9520 0.0774 0.1431 0.1537 0.0417	0.0362	0.0388	-0.0858
	CaTch 0.9	0.9787 0.0735 0.1368 0.0829 -0.0103 -0.0607 -0.0250 -0.0110
	Binary		0.8598 0.8398 0.8497 0.9774 0.8467	0.8285	0.8376	0.6788
		Figure 3.9: F					
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		2: Average report size comparison
	Report	Report Size (Bytes)
	Type	Uncompressed lzma Compressed
	Base	512.45	313.27
	Beacon	1090.00	479.73
	Evidence	1979.84	545.89

Table 4 .

 4 

		1: Common Notations
	R x	≜ Position confidence range in beacon x
	V x	≜ Claimed speed in beacon x
	C x	≜ Speed confidence range in beacon x
	D x	≜ Claimed heading in beacon x
	∆t ij ≜ Time separating beacons i and j
	d ij	≜ Distance separating beacons i and j
	A x	2 x = πR

Table 4 .
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					2: Simulation Results		
	Scenario Fusion App Detectors				Evaluation Metrics	
			Recall	Prec	Accu	F 1 s	BM	MK	MCC	K
	Threshold	Legacy CaTch	0.8822 0.8798	0.8879 0.9148	0.9768 0.8850 0.8696 0.9795 0.8970 0.8706	0.8746 0.9013	0.8721 0.7515 0.8858 0.7809
			∆-0.3% ∆3.0%	∆0.3% ∆1.4% ∆0.1%	∆3.1%	∆1.6% ∆3.9%
			Recall	Prec	Accu	F 1 s	BM	MK	MCC	K
	Machine	Legacy	0.8806	0.8207	0.9684 0.8496 0.8589	0.8072	0.8326 0.6630
	Learning	CaTch	0.8469	0.9931	0.9839 0.9142 0.8462	0.9761	0.9088 0.8285
			∆-3.8% ∆21.0% ∆1.6% ∆7.6% ∆-1.5% ∆20.9% ∆9.2% ∆25.0%
				(a) Constant Offset Scenario		
	Scenario Fusion App Detectors				Evaluation Metrics	
			Recall	Prec	Accu	F 1 s	BM	MK	MCC	K
	Threshold	Legacy CaTch	0.6475 0.6511	0.9288 0.9419	0.9186 0.7631 0.9213 0.7700	0.6349 0.6409	0.8457 0.7328 0.8598 0.7424	0.5608 0.5746
			∆0.6%	∆1.4%	∆0.3% ∆0.9%	∆0.9%	∆1.7% ∆1.3%	∆2.5%
			Recall	Prec	Accu	F 1 s	BM	MK	MCC	K
	Machine	Legacy	0.6483	0.9961	0.9286 0.7854	0.6476	0.9145 0.7696	0.6130
	Learning	CaTch	0.7903	0.9749	0.9536 0.8729	0.7852	0.9244 0.8519	0.7368
			∆21.9% ∆-2.1% ∆2.7% ∆11.1% ∆21.2% ∆1.1% ∆10.7% ∆20.2%
				(b) Sybil Attack Scenario		

3.4.2

. Using data from the simulation output, we trained a neural network based on Multilayer Perceptrons (MLPs). The choice

Table 4 .

 4 .3. 3: Mean processing time of the Binary and CaTch detectors

	Detector Version Binary	CaTch
	Time (µs)	34.561 110.994

Table 4 .

 4 4: datasets information per described scenario

				Dataset Id	
			Attack 0709	Attack 1415	MixAll 0024
	Scenario	Time Density	07h-09h 37.03 V /km 2	14h-16h 16.36 V /km 2	00h-24h 23.29 V /km 2
	Attacker	Vehicles Messages	1,220 924,251	505 249,612	7,399 7,505,418
	Genuine	Vehicles Messages	2,846 2,221,825	1,179 569,723	17,264 11,951,021
	Average	Plain	1.92 GBs	0.59 GBs	0.91 GBs
	Size	Gzipped	0.40 GBs	0.12 GBs	0.19 GBs
	Total	Plain	40.51 GBs	11.92 GBs	10.90 GBs
	Size	Gzipped	8.41 GBs	2.42 GBs	2.25 GBs

Table 5 .

 5 3: Misbehavior Detectors For Cooperative Awareness Messages (CAMs) Level 2 evidence with additional local sensor data which could be encapsulated in a Collective

	CAM	Data

Table 5 .
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	4: Dataset scenarios local detection
	Id	Local Detection Metrics
		Accuracy F 1 Score C's Kappa
	Lust-0024-25S	0.91379	0.86995	0.65324
	Lust-0611-15M	0.98191	0.93798	0.86432
	Lust-0611-15A	0.90524	0.82466	0.55098
	Lust-1115-25A	0.89421	0.86547	0.61923
	Lust-1115-05M	0.99183	0.91278	0.82463
	Lust-1521-25M	0.97060	0.93797	0.85216
	Lust-1521-05A	0.96135	0.79448	0.54616
	Paris-0024-05S	0.98840	0.91767	0.83622
	Table			

Table 6 .

 6 1: Prediction results for the weighted random predictor

	Evaluation Metrics	Precision	Recall	F 1 score	Accuracy
	Macro average Weighted average	0.0624 0.0680	0.0624 0.0680	0.0624 0.0680	0.0680

6.1.2.1.1 Feature set: single check

Table 6 .

 6 2: Prediction results for the single check feature set

	Evaluation Metrics	Precision	Recall	F 1 score	Accuracy
	Macro average Weighted average	0.8360 0.8511	0.8298 0.8334	0.8249 0.8379	0.8334

Table 6 .

 6 

		8: Prediction results for the LSTM	
	Evaluation Metrics	Precision	Recall	F 1 score	Accuracy
	Macro average Weighted average	0.9760 0.9823	0.9788 0.9816	0.9771 0.9817	0.9816

Table 6 .

 6 

			9: AI Linkage Evaluation Results	
	P recision Recall Accuracy F allout Specif icity F 1 Score
	95,6%	89,6%	96,4%	1,3%	98.7%	92.5%
	Table					

9.2 Annex 2: DARE dataset specifications by scenario . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 132
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is similar to the one used in [START_REF] Leinm Üller | Cooperative position verification -defending against roadside attackers 2.0[END_REF] and in [START_REF] Chaker Abdelaziz Kerrache | T-vnets: A novel trust architecture for vehicular networks using the standardized messaging services of etsi its[END_REF]. The trust is calculated identically to the case of Non-Cooperative Trust Based. However, the global trust levels are shared between all the ITS-Ss of the network.

Machine Learning Based Apps:

This application is based on the use of a machine learning model. The goal of this solution is to train an algorithm to detect if a V2X message is misbehaving.

One of the most used programming ecosystems for Machine Learning and Deep Learning is Python. We designed this part of the framework such that anyone could extend the framework with their own Machine Learning models. We have developed an interface between Python and C++ parts of our framework. This interface allows any developer to implement their Machine Learning models in Python and let the core framework calls their models during simulations.

The Python-C++ interface is designed around a typical machine learning model development process. It is divided into offline and online phases. All files are represented as separate modules in the figure. This means that an ML model is divided into two files. One file for each phase. In the offline phase, a developer can design, train and save her ML model. We support scikit-learn [START_REF] Pedregosa | Scikit-learn: Machine learning in python[END_REF], keras [100] and Tensorflow [START_REF] Abadi | TensorFlow: Large-scale machine learning on heterogeneous systems[END_REF] for machine learning modeling.

The joblib library [START_REF] Varoquaux | [END_REF] is then used for saving the trained models. Joblib is much more efficient in saving models that use NumPy [START_REF] Oliphant | A guide to numpy[END_REF] than Python's built-in module pickle.

In the online phase, the ML model runs inside an HTTP server listening on a user-defined port. The simulation core (written in C++) calls the ML model (written in Python). The simulation core sends data to be tested against the ML model in an HTTP request. The server calls the ML prediction script which performs operations as follows:

• Load the data from HTTP request that needs to be processed for prediction.

• Load the model saved during offline phase. We use joblib to load the model.

• Respond to the HTTP request with prediction from the trained model.

• Optionally, the prediction script could update the model and save it back to the loaded model. Models that use back-propagation may need such functionality.

Finally, simulation core reads the prediction output from the HTTP response to perform further investigation.

Based on the previous interface, we implemented a simple example with the plausibility checks as input features similarly to [START_REF] So | Integrating plausibility checks and machine learning for misbehavior detection in vanet[END_REF], and a simple Genuine or Misbehaving classification as output. We also included the following example learning techniques:

• SVM Classifier: We used the scikit-learn library to add an example of the C-Support Vector Classification (SVC) model. The SVC implementation is based on LibSVM, A Library for Support Vector Machines [START_REF] Chang | Libsvm: A library for support vector machines[END_REF].

• MLP Classifier: We used the keras library to implement a simple Sequential model with three hidden Dense layers and a Rectified Linear Unit (ReLU) activation. We fitted this model with a learning rate limiter.

Privacy

The use of pseudonyms has been included in the IEEE and ETSI standards [START_REF][END_REF]11,[START_REF][END_REF]. However, when and how a pseudonym change happens is still a research challenge. Scientific studies have suggested multiple methods to determine the location and rate of change of pseudonyms [START_REF] Petit | Pseudonym schemes in vehicular networks: A survey[END_REF].

Node-centric detection mechanisms rely on a consistent identity of the treated vehicles. This approach is greatly affected by privacy-preserving mechanisms based on pseudonyms. For this reason, we have implemented the following Pseudonym Change Policies (PCP) in our framework:

• Periodical: The vehicle changes its pseudonym after a predefined period of time.

• Distance: The vehicle changes its pseudonym after predefined number of kilometers.

• Disposable: The pseudonym is used for a fixed number of messages (including beacons and warnings).

• Random: The pseudonym has predefined chance of change at every sent message.

• Car2car: The first pseudonym change happens between 800 and 1500 meters after ignition. Afterwards, each 800 meters will trigger a change in 2 to 6 minutes. A version of this policy was initially proposed in the CAR 2 CAR Communication Consortium Basic System Profile [105]. However, it is no longer included in the subsequent versions of this document.

Evaluation metrics

In a given scenario, a vehicle transmitting messages could be misbehaving or genuine, and a local detection mechanism could classify messages as misbehaving or genuine. Therefore, as illustrated in Table 3.1, the evaluation of detection mechanisms could be partitioned into four groups: True Positives (TP), True Negatives (TN), False Positives (FP) and False Negatives (PN) (see Table 3.1). Using this partition, we are able to calculate the following performance metrics for classification problems usually used in the evaluations of machine learning applications: Accuracy, Precision, Recall, F 1 score, Bookmaker Informedness, Markedness, Matthews Correlation Coefficient and Cohen's kappa.

Table 3.1: Detection output partition

Genuine Misbehaving

Detected

FP TP

Not Detected TN FN

The Accuracy (ACC) (3.2) is the rate of positive agreement, which in our case refers to the ratio of true detection in the system. It does not constitute a good detection metric in the case of an unbalanced data, i.e. more genuine nodes exist than attackers.

of MLPs was done because it was the simplest to train and hyper-tune at the time. The output values of the detectors are placed in an array and used as the MLPs features. The training is done for both versions of the detectors (i.e., with and without CaTch), then tested using new simulation data. The simulation scenarios of this data is detailed in section 4.1.3. Theoretically, this application should perform better than the threshold based app as it uses the additional information provided by CaTch. A beacon message is received. Both detectors check the beacon data (in this example, an arbitrary value of 6 checks is used). The legacy detector outputs binary values only. Here, all the 6 checks output the value '1'.

CaTch detector outputs real values between 0 and 1 (uncertainty factor f ). For checks 1, 3 and 5, CaTch outputs the value '1' like the legacy detector. However, for the remaining checks, CaTch does not attribute categorical values (i.e. 0 or 1) as the legacy one and rather, provides floating values.

The detection applications then use these results to decide whether or not a misbehavior report has to be sent.

In this example, as the legacy detector generates only '1' values for each check, none of the detection applications trigger the emission of a misbehavior report (remember that the value '1' means the check passed whereas the value '0' means the check failed). However, using the CaTch results, the advanced application triggers a misbehavior report whereas the simple application does not as no CaTch checks are below the threshold value of 0.5.

Evaluation

In this section, we show the impact of the measurements uncertainty on the detection results. We evaluate the performance of the legacy basic checks and we compare them with CaTch using multiple detection applications.

Experimental setup

Both versions of the detectors are implemented in the F 2 MD framework (see section 3.3.4.1). For the network, we used the test bench scenario of Paris-Saclay (see section 3.3.2). A network that combines a suburban-like grid and some organic network properties. Furthermore, all the vehicles introduced in the simulation are running all of the detectors in both the legacy and the CaTch version. Every time a vehicle receives a message, it is checked for implausibility. The results of these checks are then analyzed by a local misbehavior fusion application to determine whether or not to report the subject node.

Considered attacks

We chose to evaluate two types of misbehavior previously described in section 3.3.3: Constant Position Offset and Traffic Sybil Attack. The attacker density was set to 10%. In addition, given the nature of the simulator, measurements were not initially included. In order to simulate measurements uncertainty, we implemented and used the sensor error model described in section 4.3.2.2.

Results

Table 4.2 shows the results of the previously described simulated scenarios. The evaluation metrics used here are explained in section 3.3.8. The scenarios consist of detecting both the Position Offset faulty behavior and the Sybil attack using the simple threshold app and the more advanced Machine Learning app. We run both versions of the detectors simultaneously within each scenario to avoid distorting the results due to randomness. We kept the simulations running until the point of heuristic equilibrium, where the cumulative evaluation metrics stabilized.

The first observation we make is that the detection results depend greatly on the type of misbehavior. The detection results of the Constant Offset scenario are better than that of the Sybil Attack. Therefore, in our scenarios, a Sybil Attack is much harder to detect than a Constant Offset. This is an expected result since that the former have much more plausible features than the latter.

This leads us to our next point: because the claimed positions are far from being plausible, the MLP app did not find any use for CaTch's uncertainty factor for the detection of faulty nodes. Instead the MLP model used CaTch here to better characterize a genuine node. Consequently, the amount of False Positives decreases which lead to a higher Precision (+21.0%). However, this comes at the cost of some of the True Positives and consequently a lower Recall (-3.8%). We notice that all the other evaluation metrics fluctuate accordingly. This constitutes a trade-

Summary

In this work, we evaluate different local fusion solutions. To achieve this, we extract the detection logic from published studies. Then we describe our implementation of the different extracted solutions. We show through testing results that some Machine Learning solutions outperforms the deterministic algorithms but only by a small margin. We put in question the need for Machine Learning solutions in this use case. We argue that Non-Cooperative Trust Based could be a suitable solution for this application.

• Verifying the identities with a pseudonym certificate

• Specifying the type of misbehavior

• Specifying the evidence required by misbehavior type

Reducing overhead by relating messages: In our system, the ITS entity should refrain from reporting a misbehaving station that is continuously misbehaving. Instead, the station should send an initial report then wait whilst collecting evidences. After a certain period of time the entity sends a new report that includes the relatedReport-Container. This container specifies the ID of the initial report and the number of omitted reports along with the collected evidences. However, if in the meantime the reporter changes its pseudonym, the report should not include the initial report ID. This protocol would indeed prevent the linkability of the reporter pseudonyms by the MA thus ensuring the reporter privacy.

Verifying the identities with a pseudonym certificate: For a report to be valid, the report should be signed with the pseudonym certificate issued by the PKI. This signature is not visible in the report ASN.1. It is included in the security header that encapsulates this message. Additionally, the report format requires at least one valid pseudonym certificate of the reported entity in the reportedMessageContainer to be valid.

Specifying the type of misbehavior:

The detection type is specified in the misbehaviorTypeContainer. It could be on a security or semantic level. Security layer are done on a message as soon as it is received. If the message passes the security checks, it goes to the facilities layer where the semantic checks are applied. In this analysis, we focus mainly on the CAM message, the base message for C-ITS services. However similar approaches for the misbehavior evidence can be applied for other type of messages [68] [69].

In case of a fail on the security level, an OCTET STRING should specify the error code (Table 5.1). Every bit set to one infers a failed security test. This variable should include bits for all the security tests specified in the ETSI Technical Specifications [44] and [120]. In case of a fail on the semantic level, the error code would depend on the type of the message included in reportedMessageContainer. In the case of a CAM, the fail is linked to one or more data fields as shown in Table 5.3. Therefore, the OCTET STRING should point to the relevant data fields (Table 5.2).

The error code of the semanticDetectionReferenceCAM is coupled with a detection level. Several types of checks can be performed on the CAM, with different types of data necessary to execute them. This is why we propose the following approach: we define 4 level of checks which corresponds to the levels of data we need to perform a check.

The levels are defined as follows:

• Level 1: Implausibility within a single message.

• Level 2: Inconsistencies between successive messages.

• Level 3: Inconsistencies with the local environment.

• Level 4: Inconsistencies with respect to on-board sensors. Here are the data required for the execution of these checks for each level:

• Level 1: The CAM of the reported vehicle.

• Level 2: A history of 2 or more successive CAMs of the reported vehicle.

• Level 3: Level 2 evidence with additional environmental data (eg. LDM).

Chapter 6

Global Misbehavior Detection

Global misbehavior detection in C-ITS is carried out by a central entity called the Misbehavior Authority (MA). The global detection is based on the Misbehavior Reports (MBRs) sent by Vehicle's OBUs and by RSUs. By analyzing these reports, the MA is able to compute various misbehavior detection information. In section 6.1, we propose and evaluate different Machine Learning (ML) based solutions for the internal detection process of the MA. In section 6.2, we extend the ML-based MA with a mechanism to detect Sybil attacks.

Machine learning based misbehavior authority

The first step in the global misbehavior detection is the collection of reports coming from the local vehicles. The MA receives a large quantity of data in these reports. This data need to be analyzed to detect different patterns of misbehavior. Due to the large amount of expected data, we believe that the MA will benefit from using Artificial Intelligence (AI) solutions such as Machine Learning (ML) to perform this task.

In our model, the goal of the MA is to classify the reported ITS-S as:

1. Misbehaving (and what kind of attack it does), 2. Faulty (e.g. the ITS-S has a broken sensor),

Genuine (false positive).

We cast this problem as a multi-class classification problem. We are given a series of observations (x

and the task is to train a classifier that generates predictions ŷ of the true labels y. In our context, the data we are dealing with is sequential. Within the same ITS-S, all the data sent to the MA are time-dependent. To elaborate, data of more recent MBRs depends on data of previously received MBRs. Therefore, a predictive system that can learn and model these types of dependencies is highly recommended.

In this work, we propose and evaluate different ML-based solutions for the internal detection process of the MA.

We use the F 2 MD simulator (see section 3) and show through extensive simulation and several detection metrics the ability of these solutions to precisely identify different misbehavior types.

Simulation settings and scenarios

In order to evaluate any machine learning model, we first need a set of data. We use the DARE Dataset described in section 5.2. We use different simulation scenarios provided in F 2 MD for the training part and testing part of our algorithms (see section 3.3.2). We use the 24h LuST scenario vehicle traces [START_REF] Codeca | Luxembourg sumo traffic (lust) scenario: 24 hours of mobility for vehicular networking research[END_REF] for the training of our models (see entry Lust-0024-25S in Annex 9.2). As for the testing, we used the Paris Saclay network (see entry Paris-0024-05S in Annex 9.2). The choice of this test scenario has a purpose of having a significantly different train and test set. We use a mix of all the attacks introduced in section 3.3.3, except the Sybil attacks which are treated in section 6.2.

Model Development

In this section we describe the step by step process we followed in the development of our machine learning model.

During this development we followed an iterative process. In this process, we define three key elements of our model: the features, the algorithm and the hyper-parameters. We first start by defining and improving the quality of the ML features.

Feature selection

A feature is any attribute that can be used to characterize the data. They are individual independent variables that serve as inputs to a ML system. The quality and quantity of the features can highly affect the results we are trying to achieve. Thus, selecting a good set of features is of paramount importance. In this step, we use the gradient boosting trees algorithm eXtreme Gradient Boosting (XGBoost) proposed by Chen et al. in [START_REF] Chen | Xgboost: A scalable tree boosting system[END_REF]. Our choice of XGBoost is based on two main reasons:

1. Kaggle performance: Kaggle is a Google owned web platform for organizing data science competitions [START_REF] Goldbloom | Your machine learning and data science community[END_REF].

On this platform, companies offer problems in data science and offer a price to the best performing system.

XGBoost is consistently amongst the best performing algorithms in various use cases.

CPU intensive learning:

During this thesis we had access to a High Performance Computing (HPC) unit with four Intel(R) Xeon(R) CPU E7-8880 v4 @ 2.20GHz resulting in 88 CPU cores and 176 CPU threads.

Since XGBoost learning is done on CPU threads, our setup enables us to quickly run multiple instances of the algorithm with different hyper-parameters. Using model selection tools like the grid search by scikit learn [START_REF] Pedregosa | Scikit-learn: Machine learning in python[END_REF] and the hyperopt python library [START_REF] Bergstra | Hyperopt: A python library for optimizing the hyperparameters of machine learning algorithms[END_REF] we are able to easily hyper-optimize and cross-validate our algorithm. The previous test shows that a single independent set of checks does contain information that is useful to identify a type of misbehavior. However, while treating the data one useful part of the information was lost: the relation between reports. Multiple reports are received from multiple ITS-Ss signaling the same misbehaving station. The plausibility checks in these reports could be treated together to give a more accurate description of the misbehavior.

To fuse the checks in these related reports, we simply opt to calculate these four functions: (1) the mean value,

(2) the minimum value, (3) the maximum value, (4) the standard deviation. Using the merged features as input, we re-trained a new XGBoost model. Table 6.3 shows the results of the hyper-optimized and 5 fold cross validated model. This result shows that the relation between reports contains valuable information in the detection of the misbehavior type.

To make our results easily reproducible, we include the following XGBoost hyper-optimized parameters: (a) Learning rate: 0.1, (b) Maximum depth of a tree: 4, (c) Learning objective: binary:logistic, (d) Minimum sum of instance weight needed in a child: 5, (e) Subsample ratio of the training instances: 1.0, (f) Subsample ratio of columns when constructing each tree: 0.7, (g) All other parameters were set to their default value.

Feature set: Beacon data

Previously, we focused on the features based on the plausibility checks done on the data. However, the reports also include the raw data of the beacons such as: (1) the position, (2) the position confidence, (3) the velocity, (4) the velocity confidence, (5) the acceleration, (6) the acceleration confidence, (7) the heading, (8) the heading confidence, (9) the dimensions. Using this data, we calculate the absolute difference between the values of two consecutive beacons emitted by the same ITS-S. Finally, we combine the raw data and the absolute difference and we calculate (1) the mean value, (2) the minimum value, (3) the maximum value, (4) the standard deviation. We use the output of these function as input features for a new XGBoost model. Table 6.4 shows the results of the hyper-optimized and 5 fold cross validated model. These results show that the information contained in the raw data that is untreated with the plausibility checks is still valuable with respect to detection of the misbehavior type.

To make our results easily reproducible, we include the following XGBoost hyper-optimized parameters: constructing each tree: 0.8, (g) All other parameters were set to their default value.

Feature set: Combined data

Previously, we treated the data and the plausibility checks independently. In combining both these feature sets, we should provide the XGBoost algorithm with more information to predict the misbehavior type. Table 6.5 shows the results of the hyper-optimized and 5 fold cross validated model. The results are slightly better than both the previous models. We consider this set of features as a baseline for the algorithm optimization. constructing each tree: 0.8, (g) All other parameters were set to their default value.

Algorithm selection

After selecting the relevant features towards detecting the misbehavior type, we now focus on finding the optimal algorithm to take advantage of these features. Until now, we have used XGBoost for all of our training and predictions.

Even though XGBoost is amongst the best classifiers in the literature, the performance of a classification algorithm is use case dependent. Therefore, for our use case, we evaluate three additional ML algorithms: Random Forests (RF), Multi-Layer Perceptron (MLP) and Long Short-Term Memory (LSTM).

Random Forests (RF):

RF and XGBoost are both tree-based models. The difference between the two lies in the way the trees are constructed: the order and the combination methods of different branches. To make our results easily reproducible, we include the following RF hyper-optimized parameters: (a) The maximum depth of the tree: 12, (b) The minimum number of samples required to be at a leaf node: 2, (c) The minimum number of samples required to split an internal node: 5, (d) All other parameters were set to their default value.

Multi-Layer Perceptron (MLP):

MLP is a type of artificial neural network organized in several layers within which information flows only in one direction: from the input layer to the output layer. Therefore, it is a feed-forward network. Each layer is made up of a variable number of neurons, the neurons of the last layer being the outputs of the global system. Table 6.7 shows the results of the hyper-optimized and 5 fold cross validated MLP model. The MLP performs slightly worse than the XGBoost model. This could be due to the relatively low size of the data compared to a real world use case. Deep learning would be more beneficial while using a larger sample of collected data. The results could also be due to the heterogeneous nature of the input features.