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Chapter 1 CHAPTER 1. INTRODUCTION

This chapter will introduce the topic of this dissertation, as well as the motives for its development, aims, and contribution to the area. The following chapters' structure is presented at the end.

Motivation

Software testing is one of the most important phases of the software development lifecycle. It is used to detect software flaws and ensure that software is delivered in a high-quality condition. Any changes to a software component may affect one or more other components, requiring the re-execution of previously generated test cases in addition to the newly generated ones [START_REF] Catal | Test case prioritization: a systematic mapping study[END_REF]. Regression testing is a software testing technique that verifies that an application continues to perform as expected after any code modifications, updates, or improvements. It should be performed after each iteration of software development, which can be expensive in terms of time and resources.

Testing information systems has become a serious bottleneck for many large corporations and small and medium-sized enterprises. Aside from the ever-increasing complexity of such systems, their unavoidable quality assurance requirements have resulted in drastically increased verification and validation expenses. However, a fine-grained review of existing testing techniques suggests that not all artifacts are being used to mitigate this cost increase. Validation engineers frequently disregard test and operational execution traces. This is hardly surprising given that these traces are nearly impossible to classify and examine by hand. Furthermore, with model-based testing methodologies, test models used to produce test cases are difficult to maintain and evolve. As a result, they are frequently abandoned and replaced by test scripts written from scratch, increasing validation costs.

It is thus critical to provide more intelligent and cognitive automated test processes in order to regulate the complexity growth of software verification activities and help to break the testing bottleneck. This will allow test engineers to concentrate on developing higher-value tests for specific scenarios.

Software logs are a precious source of information that can be exploited for different diagnostic purposes. Logging appeared as an important early component of computing systems, because it helps application developers and users figure out what occurred during program execution. Traditionally, log mining has been as simple as a search for "error", "fault" or "exception" keywords. Over the last two decades, log mining has turned toward rules-based comparison against a manually created rule set to discern between normal and abnormal behavior. This trend, however, is error-prone, labor-intensive, and lacks scalability due to the ever increasing volume and complexity of software logs. By the advances of machine learning in several fields over the previous decade, log mining has been extensively explored to provide new dimensions to log analysis.

The PHILAE project1 inspired and defined this thesis. The PHILAE project has set broad and diversified goals for software testing, which will be discussed in depth in the next sections. The PHILAE project includes various case studies, which are typically software traces supplied by the project's industrial partners. As a PHILAE project partner, the computer science laboratory in Grenoble (LIG)2 has concentrated on specific case studies and so addressed a subset of the PHI-LAE objectives. As a result, this thesis at LIG was to address these aims. The goals are broadly stated as test selection and creation from usage records, as well as defect reporting and anomaly identification from logs. 

Problem Statement and Research Objectives

As discussed in the previous section, we made a choice of two PHILAE case studies during the preliminary steps of this thesis. Aligned with PHILAE's objectives and the requirements of the case studies, we created a set of objectives to fulfill. We address these objectives as log mining tasks, considering that the case studies were basically a set of logs and also knowing that all the objectives fall into the log mining (or log analysis) field of research in the related literature. Here we introduce them briefly and a complete discussion will be postponed to the coming sections:

In this thesis, with a focus on the PHILAE's objectives and the requirements of the chosen case studies, we pursue the following log mining tasks using machine learning approaches:

• Log File and Test Suite Minimization:

The most significant source of information for bug analysis and failure diagnosis is software logs. Following a bug or system crash report, software developers must examine log files to determine the possible cause of the incident. For large software systems, log files may include a massive number of events resulting from intertwined traces of activity made by various users. Such a system could be a cloud computing platform. Reduce uninteresting and unrelated log events is a typical approach for accelerating log analysis. As a result, determining whether one or a specific collection of events in the log file is linked to the bug occurrence is an important aspect of log minimization. Rerunning the entire chain of events is obviously the worst-case situation and is not an option.

We can see parallels between log reduction and test suite minimization, when we need to minimize a group of tests. A test suite is a container that contains a collection of tests that assist testers in executing and reporting test execution status. A test suite is a set of test scenarios that address numerous capabilities that are crucial to the product in software testing, particularly regression testing. Test suites are often built from previously completed functional tests, unit tests, integration tests, and other test cases. A test suite is prepared after each modification to the software to ensure its functionality.

Generally, the duration of regression testing is determined by the size of the test suites. As the size of regression testing increases, its execution becomes increasingly computationally intensive. Regression testing necessitates the execution of a large program on a large number of test cases, which can be costly in terms of both human and machine time. Test Suite Minimization or Test Suite Reduction (TSR) provides more efficient and simpler test suite maintenance, which in turn reduces the cost of the software testing phase, although in terms of the ability to detect faults. These methods work by identifying and removing obsolete or redundant test cases. Therefore, a number of different methods have been studied to deal with test suits, such as minimization and selection.

Regression testing consumes a significant amount of time in many software projects, slowing development. By reducing redundant test cases, test suite minimization can be used to reduce the time it takes for each test run. However, in practice, test suite minimization is rarely used. We discovered two primary reasons for this. The first is that it is a difficult task to complete, especially with sophisticated builds. The second point is that deleting test cases always has the potential of lowering the test suite's efficacy. Because of the nature of test suite minimization, tests are typically removed permanently, which is a risk that must be accepted in comparison to test case selection or prioritizing. In this regard, log files are records of software events that occurred in the past, and their minimization is beneficial for diagnosis and root cause discovery, whereas test suites are records of software events that CHAPTER 1. INTRODUCTION will occur in the future, and their minimization is beneficial for saving execution time. Running the entire record of occurrences is the worst case situation in both scenarios and is not wanted. As a result, the minimization and reduction are performed on runs of software events, and the issue statements are similar in both circumstances.

• Log Anomaly Detection: Logs are generated by software systems to record events and the present state of the system. Because of its simplicity and effectiveness, logging has become widely used in practice. Logs are an important and valuable source of information for developers and operators, who can review recorded logs to understand the system state when troubleshooting by recognizing system abnormalities and locating the root causes. In the age of cloud computing, even mundane operations such as billing can be based on logs that record the customer's use of the service.

Modern systems are scaling up and migrating to cloud-based distributed processing. These large-scale systems provide online services such as search engines, social networks, and e-commerce, as well as computation-intensive applications such as weather forecasting.

Many of these systems are designed to run continuously and serve millions of users worldwide. Any decline in quality or even outage of such services is extremely costly, hence rapid detection of any changes and the capacity to quickly determine the root cause of the problem are critical. However, these systems generate massive amounts of log data at rates of tens of terabytes each hour. Even with search and filtering technologies, such volume is difficult, if not impossible, to manually examine.

In response to the expanding volume of logs, automated log analysis and anomaly detection have emerged as key research topics in recent years. Automation promises online monitoring and rapid anomaly warning, allowing developers and operators to focus solely on problem solving. However, that is still in the future. With the volume of records generated by these systems, even a low ratio of false positive alerts might overload operators. And logbased anomaly identification has proven to be difficult. The majority of the critical information is concealed in log messages, which are typically unstructured or semi-structured text strings that are difficult for algorithms to comprehend. Also, log-based anomaly detection must frequently deal with a continually changing environment as a result of regular system updates.

The task of detecting system anomalous patterns that do not match predicted behaviors using log data is known as anomaly detection. Anomalies in software systems are frequently indicative of an error, defect, or failure. Currently, logs, which preserve comprehensive information about computational events generated by computer systems, play a crucial role in anomaly detection. Traditionally, developers (or administrators) manually inspect logs using keyword search and matching rules. The increasing scale and complexity of modern systems, however, cause the volume of logs to increase, making manual inspection impossible. Therefore, numerous anomaly detection methods based on automated log analysis are proposed to reduce manual effort.

• Failure Prediction: Because of the rapid development of software technology, the quality of industrial applications has substantially improved. With the support of error-free software, this ever-expanding technology promotes the organization's growth. Software failure prediction [2] is required for developers to increase software quality. A single flaw in software can cause a big problem, resulting in the loss of a company's life. Although manual software testing is used in the industry, it is quite sophisticated and requires people to execute software testing. However, numerous automated prediction techniques have recently accomplished CHAPTER 1. INTRODUCTION algorithms such as Software failure prediction [START_REF] Tong | Software defect prediction using stacked denoising autoencoders and two-stage ensemble learning[END_REF]. They are important in automatically picking relevant prediction models and other required ways to predict the number of flaws in the software module. However, because the number of parameters in each data set varies, there should be an appropriate model for each data collection [4].

Anomaly detection seeks to identify abnormal status or unexpected behavior patterns that may or may not result in failures. Failure prediction, on the other hand, seeks to create early warnings to avert server failures, which frequently result in unrecoverable states. By analyzing past system logs and identifying the relationship between the data and the failures, numerous machine-learning methods for predicting task or job failure have been proposed.

Failure prediction can be seen from another point of view. In many safety-critical software applications, predicting failures before their arrival provides more slack time for safer system shutdown. Until recently, safety-critical systems in air traffic control, commercial aircraft, and nuclear power were composed of a monolithic (potentially proprietary) system offered by a single vendor. As a result, such systems incurred substantial development and maintenance costs. To cut costs, systems have been disassembled into a collection of applications/services (often produced by separate vendors) that interact via a set of well-defined interfaces.

Applications must meet severe Quality of Service (QoS) availability standards in order to ensure the overall high availability of the safety-critical system. To accomplish this goal, applications must distribute and replicate data (for example, flight paths in an Air Traffic Control system) across multiple nodes connected by a WAN or a LAN. Because of the nature of such systems, replicas of an application must be strictly consistent in order to maintain the same state throughout time, giving a client the appearance that its request is being processed instantly [5].

Failures are a fact of life in such large distributed systems, thus they must be managed carefully to ensure system survival. Extensive testing during the design phase of an application cannot prevent the development of faults that can have disastrous effects on the whole system's operation during the operational phase. In the presence of replica failures, keeping a set of replicas completely consistent boils down to solving the consensus problem. Thus, if the distributed system has good coverage of synchrony assumptions (i.e., network and computing nodes are functioning properly), there are a number of fault tolerance mechanisms that can be used to overcome failure and keep replicas consistent (e.g., failure detection via heart-beating). If a fault occurs during a period when the synchrony assumption is not covered, replicas may exhibit anomalous behavior due to the well-known Fischer-Lynch-Paterson (FLP) impossibility result, which states that distributed consensus cannot be reached in an asynchronous system even in the presence of a single faulty process. These actions could have a knock-on effect on other applications, resulting in a system failure, such as an irregular system shutdown. In this instance, it may take a long time for the system to restore normal operation, drastically lowering system availability. The only approach to avoid such aberrant system breakdowns is to foresee them by detecting anomalous activities. Predictions that are accurate and timely can help to lessen the impact of failures by initiating suitable recovery activities before the failure happens. Such procedures can help to alleviate the loss of availability by shortening the time required to restore normal system behavior.

• Root-Cause Event Detection (Failure Diagnosis): The term "Root Cause Analysis" (RCA) refers to a collection of methods and procedures used to identify the problems that lead to CHAPTER 1. INTRODUCTION an observed failure. Analyzing log files to find anomalies from normal or expected behavior is a frequent RCA strategy. Failure diagnosis, as opposed to anomaly detection and failure prediction, which are typically characterized as classification tasks, seeks to uncover the underlying reasons for a failure that has affected end users. It is frequently associated with root cause analysis. Specifically, while anomaly detection and failure prediction can determine whether an issue exists or will occur, there is a significant time lag between detecting and removing a problem or failure. RCA performance is limited by the size of the logs considered. When large software systems become involved, the issue is more obvious.

Here, it is important to distinguish between root-cause detection in incoming events and root-cause detection in software source code. In this study, the objective of RCA is to identify the relationship between incoming events (such as inputs, network requests, new connections, new user logins, etc.) and any anomalous software behavior. After conducting this research, for instance, we might discover that the failure happens following a certain remote user login attempt. This is the first stage of software testing, which aims to identify an action (or series of actions) that results in abnormal behavior or failure of the software. A second stage of source code analysis, carried out by software developers, may then follow; however, the focus of this thesis is on the first stage. We chose Root-Cause Event Detection as the name of this subchapter for that reason.

• User Behavior clustering: Recently, most software systems collect activity logs that can be organized in user traces, which represent the behavior of users on those software systems. User behavior insights could be very helpful for tasks like task automation [START_REF] Wil | Robotic process automation[END_REF] which tries to identify and automate repetitive user actions, and usability engineering [START_REF] Nielsen | Usability engineering[END_REF], which analyzes how software is used and may be improved. These details can be discovered by reviewing data on user interactions with software application user interfaces (UI). UI logs can be analyzed using methods from the field of process mining, such as applying process discovery to create a process model as a visual representation of the observed user behavior [START_REF] Vladimir A Rubin | Process mining can be applied to software too![END_REF]. Yet, it is difficult to directly acquire specific insights due to the complexity of UI logs, which is reflected in their size and behavioral variance. Clustering categorizes user traces from the System Under Test (SUT) into groups based on similar behavior. We chose UBM as one of the log mining goals of this research because we found informative clusters of users during the analysis of log files in our case studies. Since ML-based UBM has received a great deal of attention [START_REF] Martıén | A survey for user behavior analysis based on machine learning techniques: current models and applications[END_REF] recently, we decided to investigate this task in our log analysis.

PHILAE Project

The PHILAE project 3 began in 2018 with six partners from various countries' research laboratories and software companies, namely:

• FEM -Université Bourgogne Franche-Comté / Institute FEMTO-ST -UMR 6174

• LIG -Université Grenoble Alpes / Laboratoire d'Informatique de Grenoble -UMR 5217

• OLS -Orange Labs Services

• SMA -Smartesting Solutions & Services

• SRL -Simula Research Laboratory -CERTUS center -Norway • Flexio Logo FLE -Flexio, experimentation partner, Besançon France.

• The University Of Queensland, Australia PHILAE's goal was to alleviate the testing bottleneck by performing trace analysis and triage with machine learning techniques, combining this analysis with model inference and automated test generation. Thus, PHILAE aims at leveraging data available from development (and validation) and usage of software systems to automatically adapt and improve regression tests. We intend to change the state of practice in automated testing of information systems by carefully transitioning from Model-Based Testing to Cognitive Test Automation by demonstrating this keyenabling approach on five industrial case studies, using an industry-strength tool-chain developed in the project Figure 1.1.

Figure 1.2 depicts the key project process in four iterative and incremental steps:

1. Execution traces from the running system, as well as manual and automated test execution, are used to choose trace candidates as new regression tests. To identify and pick traces, searchbased algorithms and coverage measures will be employed.

2. Active model inference is used to infer new workflow models that align with the current state of the implementation from selected traces and existing workflows.

3. The modified procedures generate reduced regression test suites, which are subsequently run on the current system implementation. 4. A smart analytics and fault reporting system offers information on the system's quality based on test execution results, defects found, and development meta-data (such as changes in the code repository).

Inputs:

The PHILAE approach leverages three types of system traces, each of which is a sequence of calls and responses to the web service or API under test. The three types of traces provide distinct types of information:

• User execution traces: result from logging the system's current (N-1) release. Many of these traces are typically available. They bring data on which operations and values are most commonly used in the real-world deployment of that release.

• Manual testing traces: show new API features in the next version (N), exposing new features that must be tested. However, due to cost considerations, only a few numbers of these traces are often available, insufficient for fully generated tests. • Automated testing traces: are created by PHILAE (from abstract workflows) to expand manual testing traces into a full regression test suite. They could also be generated by other testing tools. During the trace selection phase, some metadata from the software development process, such as code update metadata (commits), will be used. Finally, data from the defect management system will provide important information about system failures, while meta-data from the software service will provide schema and type information on the traces' data model.

The PHILAE project comprises four research objectives, as well as associated scientific obstacles and technical barriers that must be overcome:

PHILAE objective 1: Select trace candidates as new regression tests

This goal is to take the large set of User Execution Traces (from release N-1) and the smaller set of Manual Testing Execution Traces (from release N) and compare cluster, and prioritize them in order to select a representative sample of the traces that can be used as the basis for learning new Workflow models for Release N and generating tests for Release N.

Scientific challenges and technical barriers to overcome: one challenge in achieving this goal is learning and selecting for rare events, because while our training data will contain many traces from Release N-1 and only a few from Release N, we still want to prioritize 'rare' or 'unique' events that are new in Release N. Deep neural nets have been used in some studies in this area [Kaiser17], but we will need to discover pragmatic approaches to ensure that Release N behaviors are prioritized and learned.

PHILAE objective 2: Abstract workflows from traces

This goal will increase the abstraction level of system traces by automatically identifying and extracting high-level business workflows. This is similar to existing work on learning abstractions and automatic model inference. Still, it can be simplified in our context because inferring a set of partial models (Workflows) for diverse scenarios is adequate, rather than one entire behavioral model. These partial models can be used as a foundation for automated test generation to generate smaller automated test suites and to give limited views of system behavior. Furthermore, places where an inferred workflow differs between Release N-1 and Release N will be used as trig-CHAPTER 1. INTRODUCTION gers to produce additional tests that provide more systematic testing than exploratory testing or user interactions. It should be noted that while certain inferred processes may be able to build test sequences with oracle information (anticipated output values), others may only be able to generate generic oracles such as 'no-exceptions thrown' or 'web-service returns a status message'. Both types of test sequences will be handled by our test execution infrastructure.

Scientific challenges and technical barriers to overcome: combining the various abstraction algorithms that are already available (e.g. clustering, abstraction-learning, and model-inference), and ensuring that the resulting workflows are not too abstract. so that they can still be used to generate feasible test sequences; and that they are easily understandable to be put in the context of the process.

PHILAE objective 3: Automated regression test generation and execution

This goal will use model-based test generation approaches to produce executable robustness and regression tests from inferred workflows. It will construct robustness tests based on the gained knowledge about data frequencies and correlations and any meta-information about data kinds and ranges provided. It will also employ active learning and reinforcement learning techniques to increase the created test suite in order to thoroughly test the system. The created tests will be run on the system's updated Release N, resulting in a bigger collection of input traces that can be passed back into Step 1 to further refine the system's learned models. This iterative procedure will result in a robust collection of regression tests that can be used to test subsequent releases of the SUT (System Under Test) with minimal human intervention.

Scientific challenges and technical barriers to overcome:

It is simple to produce too many tests, thus the key challenge here is prioritizing tests and limiting the entire generated regression suite so that it can be executed in an acceptable amount of time.

PHILAE objective 4: User-Friendly Fault Reporting

In this environment, anomaly identification is critical, therefore providing smart analytics of test execution outcomes is critical to assisting test engineers in focusing on the more error-prone sections of the SUT. This goal will use unsupervised machine learning methods based on clustering (hierarchical or flat clustering, depending on the nature of the distance function chosen) to group and sort test failures based on their priority level. It will also create intelligent test result visualization so that test failures can be seen overlaid on short and high-level business procedures. This will entail prioritizing anomalies, abstracting elements derived from test failures, and employing trace minimization and abstraction tools. This will be augmented by learning approaches based on associative networks, which propagate dependencies to assess the importance of bits of information. This will allow test engineers and business analysts to identify where the SUT is failing visually and textually, allowing them to determine which mistakes have priority or affect other problems.

Scientific challenges and technical barriers to overcome:

We will have a diverse variety of users that wish to utilize this fault reporting system, thus no single point of view will suit them all. To address this, we want to provide different perspectives as well as certain configurable options. However, an iterative design approach with regular feedback from all types of users is required to ensure that the visualization system is usable and valuable.

To consolidate the contribution of the involved researchers into some real-world applications, the PHILAE partners gathered five case studies, each of which, was distinguished by its different software architecture, activity logging, bug concepts, and final objectives. Here are the titles of the case studies: • Flexio : Industrial processes For the research reported in this thesis, we chose the first two case studies, namely, Scannette (Scanner) and Orange Livebox (Telecom), based on the supervisors' propositions, and due to the nature of these two, this thesis was directed towards specific problems to be solved and objectives to be fulfilled. We will cover the case studies, problem statements, and objectives in the following chapters and sections.

Contributions

The contribution of this thesis is as follows:

• It provides a survey of the state-of-the-art in log analysis and log mining. This includes the most recent works on machine learning in conjunction with log analysis.

• It proposes and formalizes a non-supervised ML-based generic methodology for obtaining final log mining artifacts such as log reduction, log anomaly detection, failure prediction, and root cause detection from raw log files. Figure 1.3 illustrates a top view diagram of the proposed method. The proposed method is a chain that consists of three phases: log preprocessing, model creation, and log mining task execution. Each phase has its own steps, which will be formalized in detail in chapter 3. As the structure of each software system and its logging scenario differ from one to another, each step of the proposed method must be customized to a certain degree to be able to accommodate the log files of each software and obtain the desired log mining outputs. Therefore, the rest of the contribution of this work is directly linked to two different case studies. The main distinction of the proposed methodology is its non-supervised model, which can lead to automated tools with lower human interaction. Moreover, based on the semantics of the system events and their mutual relations, it clusters them into some high-dimensional clusters in a conceptual space, which are called UC (Universal Cluster). UCs form a conceptual model for further log analysis and expose more hidden information from the log files, including their causal relationships.

• It realizes the proposed methodology in the Orange Livebox Telecom case study, where the software logging style deviates from conventional input-output recording. The available information is a record of the fast input events arriving at the system and a relatively low-paced record of the system status (CPU, memory, process count, etc.). This logging condition is what we will address as the status monitoring and is widely used when conventional logging is not possible. Status monitoring has not received enough attention, despite its broad application in log analysis. In such applications, faults will manifest themselves in some periods of anomalous behavior. We will accommodate the proposed method to process the status monitoring logs of the Orange Livebox Telecom case study and show how the ML model can be used to detect anomalous periods of time under the term of Bug-Zones, predict them online, and find their root causes. We expanded this study by applying the same method to

Train Ticket, a well-known open-source benchmark, with the aim of providing a comparison basis with prospective research on the same domain.

• In the scanner case study, the proposed method is adopted to reduce enormous user trace logs to smaller ones with the same bug-triggering effect. The test suites are, in fact, the user trace logs. The large test suite is able to trigger a certain number of bugs in the software system. But they are too heavy to run on the software. In this thesis, we use the proposed method to choose a tiny number of test events that represent the entire test suite and have the same or very close bug-triggering capabilities. This method saves the time and effort of running the entire usage logs and, hence, can hugely impact the costs of software testing.

• The developed chain of log processing for this research has been published as two distinct open-source tools, which are available online 4 in the PHILAE toolbox. In addition, the experiments presented in this thesis were conducted on one dataset made available as public data (Scanner case study) and another dataset from an industrial partner (Orange/ Telecom case study) that was preserved private.

Dissemination

Our research work has led to the following publications (listed in chronological order based on their publication date):

• [START_REF] Afshinpour | Reducing Regression Test Suites using the Word2Vec Natural Language Processing Tool[END_REF]: Reducing Regression Test Suites using the Word2Vec Natural Language Processing Tool.

• [START_REF] Afshinpour | Correlating Test Events With Monitoring Logs For Test Log Reduction And Anomaly Prediction[END_REF]: Correlating Test Events With Monitoring Logs For Test Log Reduction And Anomaly Prediction.

• [START_REF] Afshinpour | Telemetry-based Software Failure Prediction by Concept-space Model Creation[END_REF]: Telemetry-based Software Failure Prediction by Concept-space Model Creation.

Case studies

We demonstrate the practical effectiveness of the proposed method by studying three different case studies: 1) Scanner case study, 2) Orange Livebox, Telecom case study, and 3) Train Ticket benchmark case study. To achieve the second PHILAE objective, we studied the scanner case study, to test event selection from user traces, and generate a new log file. Furthermore, we worked on Telecom and Train Ticket to detect anomalies and report basic faults, as stated in Philae's objective number 4. In the following sections, there is a brief explanation of the case studies:
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Scanner case study

A barcode scanner (nicknamed "Scanette" in French) is a device used for self-service checkout in supermarkets. The customers (shoppers) scan the barcodes of the items which they aim to buy while putting them in their shopping baskets. The shopping process starts when a customer (client) unlocks the Scanette device. Then the customer starts to scan the items and adds them to his/her basket. Later, customers may decide to delete the items and put them back in their shelves. Among the scanned items, there may be barcodes with unknown prices. In this case, the scanner adds them to the basket, and they will be processed later by the cashier, before the payment at checkout. The customer finally refers to the checkout machine for payment. From time to time, the cashier may perform a "control check" by re-scanning the items in the basket. The checkout system then transmits the items list for payment. In case unknown barcodes exist in the list, the cashier controls and resolves them. The cashier has the ability to add or delete the items in the list. At the final step, the customer abandons the scanner by placing it on the scanner board and finalizes his purchase by paying the bill.

The Scanette system has a Java implementation for development and testing and a Web-based graphical simulator for illustration purposes. The web-based version emulates customers' shopping and self-service check-out in a supermarket by a randomized trace generator derived from a Finite-State Machine. The trace logs of the Scanette system contain interleaved actions from different customers who are shopping concurrently. Each customer has a unique session ID that distinguishes his/her traces from another customer.

To artificially inject faults, the source code of the Scanette software is mutated with 49 mutants, all made by a modification on the source code by hand. We needed a few logs to be used as the test bench for the proposed method. Hence, we are given three log files with different numbers of traces: 1026, 100043, and 200035. We will call them 1026-event, 100043-event, and 200035-event names, respectively. They include shopping steps for different numbers of clients (sessions). They were created as random usage logs by a generator of events that simulates the behavior of customers and cashiers. We proposed a test suite minimization approach which needs to be evaluated. We used mutation testing for evaluation purposes. The goal of the proposed TSR methods is to reduce the number of traces needed to kill the same mutants as the original test suite can kill. In the rest of this thesis, session and client are equivalent.

Overlaps with Philae

The first PHILAE's objective concerns "selecting trace candidates as new regression tests" and the third one concerns the "automated regression test generation and execution". During the regression testing, some large test suites are generated at each iteration, which in turn need to be refined to lower the testing overhead and time. This implies removing repetitive or ineffective test candidates from the new test suites in order to decrease the testing overhead. The Scanner case study, similarly, consisted of three sets of user traces of different sizes. The goal is to apply ML to refine the traces, find similar sessions, and remove the traces that drive the software through the same flow of events. In the end, the result is a reduced trace set that ideally has the same effect as the whole original set. In this case study, we are not allowed to re-run the whole trace set in order to find their effect on the software. Instead, only by observing and learning their semantics can we decide if a trace must stay or be removed. In the end, we are allowed to generate a minimal test suite and only execute the minimal test cases in order to know if it has the same effect as the large original user trace set. This condition is similar to PHILAE's objectives, in which new tests are selected to undergo regression iterations before being executed. Therefore, the achievements in this case study target the first and the third PHILAE's objectives.

Orange Livebox, Telecom case study

The first motivation of this research was a telecom internet appliance that provides home internet access. The log suite was a large record of incoming events over six months, and the device's status or monitoring information was recorded in the meanwhile. A short description of the two log sets is as follows:

• Monitoring Logs: includes a sequence of multivariate samples of the appliance's resource usages like processor, memory, processes, and network. Here is a sample of the monitoring event: "value": 17384.0, "node": "monitoring", "timestamp": "2019-01-14T23:00:18+00:00","domain":

"Multi-services", "target": "X1","metric": "stats->mem_cached","bench": "X3".

• Test (event) logs: Several clients (PCs) use the internet access appliance to access different services on the Internet including network activities such as Web surfing, Digital TV, VoIP, Wi-Fi, P2P, Etc. All the clients' requests are recorded on their storage and accumulated later into a large log file on a daily basis (24H). Each log file is a long sequence of input events with their timestamps. Here is an example of a Test log file entry:

"timestamp": "2018-10-08T08:01:27+00:00", "metric": "loading time", "bench": "XX1", "target": "http://fr.wikipedia.org", "status": "PASS", "value": 1121.0, "node": "client03".

The challenge of analyzing the Telecom case study is more linked to the large difference between the sampling intervals of the monitoring information and the arrival time of the client's requests. While the client requests come in order of a few seconds, the monitoring information is sampled in order of minutes (e.g: 10 min). In other words, in the period between two consecutive monitoring samples, hundreds of test events are recorded in the test logs. Therefore, it is not feasible to directly correlate single input events to changes in the status information, which in turn makes the anomaly's cause detection more complicated.

During the six months of log collection, there are some reboots of the appliance due to either internal faults or intentional resets from the administrators. The manufacturer of the appliance was interested in identifying the cause of system failure among the numerous test events. Moreover, telecom operators would like to know if they can detect and anticipate anomalies in the online system.

Overlaps with PHILAE

In the Livebox Telecom case study, a long trace of system status is recorded during a long period of monitoring. During this, some system failures have occurred, caused by some tests that came into the system during the testing. We are trying to learn which sequences of events are likely to induce an anomaly. Furthermore, we wish to reduce the size of test records to assist testers in focusing on crucial time periods. This condition corresponds to PHILAE's objectives (objectives 1 and 4), which seek to identify anomalies and provide smart analytics of test execution outcomes to assist test engineers in concentrating on the more error-prone sections of the system under test (SUT).

Train Ticket benchmark

We deployed the proposed approach to another software architecture. This time, we chose an open source microservice software. We studied a widely-used benchmark system for railway ticketing called Train Ticket, which contains around 40 microservices. Train Ticket provides typical train ticket booking functionalities such as ticket reservation, payment, change, and user notification [START_REF] Zhou | Fault analysis and debugging of microservice systems: Industrial survey, benchmark system, and empirical study[END_REF]. All the microservices are related to business logic. A detailed description of the system can be found in [START_REF]Microservice System Benchmark, Trainticket[END_REF]. Following [START_REF] Zhou | Fault analysis and debugging of microservice systems: Industrial survey, benchmark system, and empirical study[END_REF], it is possible to manually inject various kinds of failures, so CHAPTER 1. INTRODUCTION as to assess whether we can find Bug-Zone and predict it based on the test and monitoring logs collected from the benchmark system. In our study, we implemented the injection of one type of failure. Just as in [START_REF] Zhou | Fault analysis and debugging of microservice systems: Industrial survey, benchmark system, and empirical study[END_REF], we created a simulated usage of the system (and monitored it) by running Stress-ng in a Docker server. Stress-ng 5 has been designed as a tool to test the ability of a computer system to cope with many types of stress. However, we did not use it for stress testing, but simply as a convenient way of creating simulated traffic for the application. We injected it into the food microservice and recorded CPU and memory usage. In our experiment, we collected a test log in a period of three hours in parallel we recorded the CPU and memory usage in a monitoring log every five seconds. So, the intervals of the test events are one seconds and the intervals of the monitoring log are five seconds. We replicated five status system abnormal cases in the monitoring log.

Overlaps with PHILAE

We examined the Train Ticket open source benchmark to evaluate our method on a different dataset, similar to the Livebox Telecom case study. Therefore, the condition corresponds to Philae's objectives 1 and 4, which we search for to identify anomalies.

Thesis organization

The remaining chapters of this dissertation are organized as follows:

• Chapter 2-Background and Related Works: In chapter 2, we present the background of the concept and techniques analyzed throughout the thesis, including the review of the stateof-the-art in the field of log mining tasks.

• Chapter 3-The Log Analysis Methodology: chapter 3 presents a generic approach to process logs, create ML models, and extract log mining artifacts.

• Chapter 4-Bug Prediction & Root Cause Detection: Orange Livebox -A Telecom case study:

This chapter describes the results obtained in this study by applying the proposed method to the telecom case study for software fault prediction and root-cause detection tasks.

• Chapter 5-Log Minimization: Scanner case study: This chapter describes the results obtained in this study by applying the proposed method to the scanner case study for test suite reduction (minimization) tasks.

• Chapter 6-General Conclusion and Future Work: In this chapter, a summary of the results will be given, as well as the possible future work to be made, related to this work, and the topic it presents. We also describe the problems found during this research.

Chapter 2

Background and Related works Contents CHAPTER 2. BACKGROUND AND RELATED WORKS

Introduction

A log is a record of events that occurred during the running of a software system. Logging is done by adding lines of code to a program that, when a relevant event occurs, writes out the essential data. It is impossible to overstate the significance of event logs as a source of information in systems and network administration. Due to the ever-increasing amount and complexity of modern event logs, the task of analyzing event logs manually has become tedious [START_REF] Adetokunbo Ao Makanju | Clustering event logs using iterative partitioning[END_REF]. For this reason, recent research has focused on the automatic analysis of these log files. There are many published works that employ logs to analyze causality and find root-cause [START_REF] Wu | Identifying root-cause metrics for incident diagnosis in online service systems[END_REF][START_REF] Mariani | Automated identification of failure causes in system logs[END_REF], cluster host [START_REF] Adetokunbo Ao Makanju | Clustering event logs using iterative partitioning[END_REF], predict failures [START_REF] Pal | DLME: distributed log mining using ensemble learning for fault prediction[END_REF][START_REF] Amar | Mining historical test logs to predict bugs and localize faults in the test logs[END_REF], and incident diagnosis [START_REF] Luo | Correlating events with time series for incident diagnosis[END_REF]. In addition, recently, machine learning and deep learning algorithms have been widely adopted by the state-of-the-art papers such as Deeplog [START_REF] Du | Deeplog: Anomaly detection and diagnosis from system logs through deep learning[END_REF] in system log anomaly detection.

In this chapter, we will explore a detailed background of the concepts studied during this thesis study, alongside relevant literature already available on the topic and that has served as the basis for this work. More specifically, in Section 2.2 we will provide a definition of Automated Log analysis to help the software testing process. We will also introduce the background of the research in the field of log mining tasks in order to provide insights into what has already been studied in this domain. In Section 2.3, on the other hand, we will describe in detail the techniques used throughout this thesis.

Automated Log Analysis For Software Testing

The system logs include a wealth of information and detail activities executed on the system. Developers and system administrators have used the system log to discover and troubleshoot system issues. Due to the increasing size of log data, log analysis automation is desirable. Machine learning methods are used extensively due to their classification and prediction abilities. Random forest, Naive Bayes, and Support Vector Machine (SVM) are highly common machine learning techniques. In recent years, due to the increase in log data size, detection, and prediction models have been trained using deep learning approaches such as RNN (Recurrent Neural Network), CNN (Convolutional Neural Networks), LSTM, and Bi-LSTM. In this section, we studied some existing works in this domain.

Logging

Logging is the task of constructing a logging statement with a proper description and necessary program variables and inserting the logging statements into the correct positions in the source code. The developers implement logging statements, then execute the program and collect the logs. Therefore, logging relies heavily on human expertise. They need to make informed decisions on where to log, and what to log in their logging practices during development. Logs are valuable for investigating, diagnosing, and predicting failures. According to a survey [START_REF] Fu | Where do developers log? an empirical study on logging practices in industry[END_REF] involving 54 experienced developers in Microsoft, almost all the participants agreed that "logs are a primary source for problem diagnosis" and "logging is important in system development and maintenance".

After collecting logs from executing logging statements, logs are stored mostly in CSV or JSON format. Units of information in a log are often called events, corresponding to the fact that this information is usually issued when an event is triggered. In general, events can be triggered by a user or some other external input or internally by conditions within the program. Several test cases make a test suite, which can be used to manage and execute the test cases together. An example of a log is shown in Figure 2.1. 
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Log Pre-Processing

The generated log is a massive amount of duplicate, unstructured, incomplete, and unclear data. We must first process this data in order to use it more effectively. There are two processes in this preprocessing. The parsing process, which transforms a raw, unstructured log into a structured log by eliminating noise and duplicate data, is the first phase. Following data abstraction, log analysis is used to group together messages of a similar type. A variety of Automatic Log Abstraction Techniques (ALATs) are available to software engineers for reducing the amount of data to be analyzed. These techniques employ numerous log abstraction algorithms developed for a variety of applications, including performance improvement and anomaly detection. These techniques are useful for identifying anomalies or failures as well as for performing root cause analyses. The classifying procedure is often referred to as log mining. By examining research publications critically, it has been determined that the top categories of log preprocessing methods are clustering, filtration, and language modeling.

The current log analysis methods call for improvements in data regarding resources consumed, timestamp-related defects, valuable information, and necessary to spot issues in created logs [START_REF] Yuan | How are distributed bugs diagnosed and fixed through system logs?[END_REF]. According to some researchers, the generated log contains flaws such as unsuitable log messages, missing logging statements, an insufficient log level, configuration problems with the log library, runtime problems, excessive logs, and log library updates [START_REF] Hassani | Studying and detecting log-related issues[END_REF]. Consequently, it is essential to assess the quality of the log data before choosing it for preprocessing. According to the authors in [START_REF] Jain | Extracting the textual and temporal structure of supercomputing logs[END_REF], decoding can be used to extract the relevant information from a massive supercomputer log and make it understandable. Even so, it might lead to the loss of important data. The authors in [START_REF] Basak | A user-friendly log viewer for storage systems[END_REF][START_REF] Huang | Symptom-based problem determination using log data abstraction[END_REF] used conjunctive, disjunctive, and Markovic data filtering algorithms to reduce hard disk log data by 30% to 50% while taking the utility of log messages into account. Log abstraction converts raw log data into information of a higher level. Hence, log abstraction allows software engineers to apply further analyses. According to [START_REF] Oliner | What supercomputers say: A study of five system logs[END_REF], the log abstraction will aid in identifying the failure's primary cause, creating a correlation between logs, and categorizing different failures. The performance of 17 ALATs (Automatic Log Abstraction Techniques) is examined in [START_REF] El-Masri | A systematic literature review on automated log abstraction techniques[END_REF] based on seven quality aspects, including mode, coverage, delimiter independence, efficiency, scalability, system knowledge independence, and parameter tuning effort. The authors in [START_REF] Aussel | Improving performances of log mining for anomaly prediction through nlp-based log parsing[END_REF][START_REF] Amato | Detect and correlate information system events through verbose logging messages analysis[END_REF] came to the conclusion that simple NLP techniques, which are more effective than the rule-based approach, can also be used for log parsing. In order to handle complex logs and produce meaningful results, one can also concentrate on advanced NLP approaches. One of the crucial methods for log preprocessing, according to authors [START_REF] Tak | Priolog: Mining important logs via temporal analysis and prioritization[END_REF][START_REF] Kobayashi | Mining causality of network events in log data[END_REF], is turning the log data into time series data. In order to find event blocks that can aid in behavior analysis based on events, the researchers [START_REF] Li | Converting unstructured system logs into structured event list for anomaly detection[END_REF][START_REF] Li | Event block identification and analysis for effective anomaly detection to build reliable HPC systems[END_REF] used a framework called System Log Event Block Detection (SLEBD). The Latent Dirichlet allo-CHAPTER 2. BACKGROUND AND RELATED WORKS cation algorithm was used in the study by [START_REF] Pettinato | Log mining to re-construct system behavior: An exploratory study on a large telescope system[END_REF] to find latent topics in messages of ALMA telescope system log events. To minimize the dimension of resource usage data and visualize it at the nodespecific level, [START_REF] Sorkunlu | dynamicmf: A matrix factorization approach to monitor resource usage in high performance computing systems[END_REF] suggested a dynamic matrix factorization approach (dynamic MF). Anomaly identification will be aided by size reduction and straightforward visualization. The authors of the study [START_REF] Dua | CGI based syslog management system for virtual machines[END_REF] tag virtual machine log data using the C programming language. This Syslog tag is used for log classification or correlation, which aids in the failure's identification.

Log Mining Tasks

Log mining employs statistics, data mining, and machine learning techniques for automatically exploring and analyzing a large volume of log data to glean meaningful patterns and informative trends. The extracted patterns and knowledge could guide and facilitate monitoring, administering, and troubleshooting of software systems [START_REF] He | A survey on automated log analysis for reliability engineering[END_REF]. Furthermore, the extracted information could be used to predict future failure. Due to the high complexity of software systems, failures could come from various sources of software and hardware issues. Examples include software bugs, hardware damage, OS crash, other software, etc. In addition, on time, pinpointing the root cause by inspecting logs relies on engineers' expertise and experience. However, such information is often not well organized and documented. Therefore, complicated ways to conduct automatic log mining are in high demand. This section introduces four important log mining problems, including User Behavior Clustering, Log Minimization, Software Faults Prediction, Root Cause Analysis(RCA), and Log Anomaly Detection and we review some related work for them.

User Behavior clustering

Recently, most software systems collect activity logs that can be organized in user traces, which represent the behavior of users on those software systems. Business information systems, such as customer relationship management (CRM) and enterprise resource planning (ERP) systems, support a variety of corporate processes and enable users to carry out a wide range of tasks in an integrated and flexible way [START_REF] Beynon-Davies | Business information systems[END_REF]. Although such flexibility is very advantageous to users, it makes businesses and software suppliers lose track of how users actually utilize these programs to carry out their work. Another example is the necessity of analyzing user behavior characteristics in a complex power grid environment in order to plan user behavior, optimize resource coordination and ultimately improve the efficiency of electricity consumption. In a different situation With the increasingly fierce market competition, capturing market demand changes and improving customer satisfaction is the cornerstone of the company to survive in the competition [START_REF] Wu | GEAE: Gated Enhanced Autoencoder based Feature Extraction and Clustering for Customer Segmentation[END_REF]. By dividing customers with similar requirements into separate groups, customer segmentation provides a crucial reference for companies to understand customers' requirements and develop accurate marketing programs.

These user behavior insights could be very helpful for tasks like task automation [START_REF] Wil | Robotic process automation[END_REF] which tries to identify and automate repetitive user actions, and usability engineering [START_REF] Nielsen | Usability engineering[END_REF], which analyzes how software is used and may be improved. These details can be discovered by reviewing data on user interactions with software application user interfaces (UI). We shall refer to this type of data-driven analysis as "User Behavior Mining" in this study (UBM). So-called UI logs, which document event sequences as they are carried out by a user, serve as the foundation for UBM. These series of events, known as traces, each represent a simple user action in a software program, like clicking a button or typing a string into a text box. UI logs can be analyzed using methods from the field of process mining, such as applying process discovery to create a process model as a visual representation of the observed user behavior [START_REF] Vladimir A Rubin | Process mining can be applied to software too![END_REF]. Yet, it is difficult to directly acquire specific insights due to the complexity of UI logs, which is reflected in their size and behavioral CHAPTER 2. BACKGROUND AND RELATED WORKS variance. Process models found in UI logs are frequently "spaghetti" models, or extremely complicated models that are difficult for people to comprehend and analyze because of their large number of nodes and crossing edges [START_REF] Wil | Process mining: discovering and improving Spaghetti and Lasagna processes[END_REF][START_REF] Gabriel | Understanding spaghetti models with sequence clustering for ProM[END_REF]. As a result, they frequently do not offer insightful information about a process.

Clustering categorizes user traces from the System Under Test (SUT) into groups based on similar behavior. Using autoencoder to reduce dimensions and then doing clustering analysis provides an acceptable solution to this issue [START_REF] Wu | GEAE: Gated Enhanced Autoencoder based Feature Extraction and Clustering for Customer Segmentation[END_REF]. We chose UBM as one of the log mining goals of this research because we found informative clusters of users during the analysis of log files in our case studies. Since ML-based UBM has received a great deal of attention [START_REF] Martıén | A survey for user behavior analysis based on machine learning techniques: current models and applications[END_REF] recently, we decided to investigate this task in our log analysis.

Software Failure Prediction

The user or administrator can take corrective action and alert failure situations if he or she receives information and specifics about the failure before it occurs. Finding deviations from the typical system behavior is useful for failure identification. Finding the origin of the problem and getting information on the location and timing is essential for handling failure. Once the problem has been identified, it is possible to fix it by completing the appropriate steps. Therefore, failure prediction aims to generate proactive early warnings to avoid failures, which frequently lead to unrecoverable states. Especially for large-scale software systems, the failure could have unforeseen consequences. The traditional approaches to failure management are mostly passive, which deal with it after the occurrence, while failure prediction aims to predict the failure before it happens [START_REF] He | A survey on automated log analysis for reliability engineering[END_REF].

Statistical and Machine Learning (ML) techniques have been employed in most studies to predict the error-prone modules of the software. Therefore, effective prediction of error-prone software modules can enable direct test efforts and reduce costs, help to manage resources more efficiently, and be useful for software developers.

The overview of the research articles analyzed for this literature analysis on failure prevention is shown in Figure 2.2. To increase the dependability and availability of software components, researchers have taken into account a variety of systems from the literature. The research elements that researchers use, such as systems, the kind of log data, the methodology for delivering results, and pertinent insights, are further described in Figure 2.2. These components explain the key points from a number of research articles that can significantly advance future research.

In [START_REF] Zheng | A practical failure prediction with location and lead time for blue gene/p[END_REF] used a genetic algorithm on the RAS log to pinpoint the failure's location in the IBM Blue Gene/P system with a lead time of 0 to 600 seconds. In the product grid, the study of [START_REF] Saadatfar | Predicting job failures in Auver-Grid based on workload log analysis[END_REF] revealed the failure pattern that supports work failure prediction. In [START_REF] Zhang | Automated IT system failure prediction: A deep learning approach[END_REF], the authors employed activity log mining to discover a link between job failure and workload parameters. They concentrated their efforts on a deep learning methodology to produce early failure warning signals in the cluster of web servers and mailers. The authors of the paper [START_REF] Gainaru | Failure prediction for HPC systems and applications: Current situation and open issues[END_REF] demonstrated a correlation between described behavior by using data mining techniques to extract the pattern in log data. A hybrid strategy produces superior outcomes compared to a single program. To automatically mine logs and give data and correlations in network failures, Zargarian et al. employed an unsupervised machine learning approach. They dealt with an actual use case processing more than 2 million alarms produced by the TIM Network Operations Center in Northern Italy over the course of two months. The majority of the attributes are categorical, necessitating the use of certain processing approaches. They decided to use frequent item rule mining. To extract temporal-spatial correlations and co-occurrences, or scenarios, they concentrate on event logs and use rule mining techniques. The authors provide visualization tools in both the spatial and temporal dimensions 

Machine Learning

Genetic algorithm [START_REF] Zheng | A practical failure prediction with location and lead time for blue gene/p[END_REF] Correlation [START_REF] Zargarian | Mining Patterns in Mobile Network Logs[END_REF][START_REF] Gainaru | Adaptive event prediction strategy with dynamic time window for largescale hpc systems[END_REF][START_REF] Fu | Logmaster: Mining event correlations in logs of large-scale cluster systems[END_REF][START_REF] Gainaru | Failure prediction for HPC systems and applications: Current situation and open issues[END_REF][START_REF] Gainaru | Fault prediction under the microscope: A closer look into HPC systems[END_REF] Baysian networks [START_REF] Saadatfar | Predicting job failures in Auver-Grid based on workload log analysis[END_REF][START_REF] Pitakrat | Architecture-aware online failure prediction for software systems[END_REF] Correlation-Regression [START_REF] Farshchi | Experience report: Anomaly detection of cloud application operations using log and cloud metric correlation analysis[END_REF] ARIMA [START_REF] Rawat | A new approach for vm failure prediction using stochastic model in cloud[END_REF] Binary Classifiers [START_REF] Yoo | Machine learning based job status prediction in scientific clusters[END_REF][START_REF] Xiang | A generalized predictive framework for data driven prognostics and diagnostics using machine logs[END_REF][START_REF] Wang | Predictive maintenance based on event-log analysis: A case study[END_REF][START_REF] Zhou | Latent error prediction and fault localization for microservice applications by learning from system trace logs[END_REF] Random Forest [START_REF] Shen | Random-forest-based failure prediction for hard disk drives[END_REF][START_REF] Li | Predicting node failures in an ultra-large-scale cloud computing platform: an aiops solution[END_REF] L-IDF & EKNN [19] SVM [START_REF] Shi | Anomaly-detection-based failure prediction in a core router system[END_REF] Outlier Detection [START_REF] Zhao | Failure prediction in datacenters using unsupervised multimodal anomaly detection[END_REF] Classic ML [START_REF] Pitakrat | A framework for system event classification and prediction by means of machine learning[END_REF][START_REF] Wang | Predictive maintenance based on event-log analysis: A case study[END_REF][START_REF] Kimura | Proactive failure detection learning generation patterns of largescale network logs[END_REF][START_REF] Gao | Incremental prediction model of disk failures based on the density metric of edge samples[END_REF] Deep Learning, LSTM [START_REF] Zhang | Automated IT system failure prediction: A deep learning approach[END_REF][START_REF] Meng | LogAnomaly: Unsupervised detection of sequential and quantitative anomalies in unstructured logs[END_REF][START_REF] Das | Desh: deep learning for system health prediction of lead times to failure in hpc[END_REF][START_REF] Dou | PC 2 A: predicting collective contextual anomalies via LSTM with deep generative model[END_REF] CNN [START_REF] Ren | Deep convolutional neural networks for log event classification on distributed cluster systems[END_REF] RNN [START_REF] Wu | Bigdata logs analysis based on seq2seq networks for cognitive Internet of Things[END_REF][START_REF] Lin | A Semi-Supervised Approach for Abnormal Event Prediction on Large Operational Network Time-Series Data[END_REF] Ensemble Learning [START_REF] Pal | DLME: distributed log mining using ensemble learning for fault prediction[END_REF] GNN [START_REF] Marwa | PredictDeep: security analytics as a service for anomaly detection and prediction[END_REF] and highlight the most crucial rules to make the analyst's job easier. Findings have been confirmed to be useful for recognizing typical circumstances and identifying potential future aberrations.

The authors of [START_REF] Gao | Incremental prediction model of disk failures based on the density metric of edge samples[END_REF] come to the conclusion that the supervised closest neighbor approach outperforms unsupervised algorithms in disk failure prediction by 7%. Using supervised machine learning methods, the authors of [START_REF] Kimura | Proactive failure detection learning generation patterns of largescale network logs[END_REF] examine their work on patterns of log messages and trouble ticket data to anticipate network failures. According to the authors' 2019 research [START_REF] Pal | DLME: distributed log mining using ensemble learning for fault prediction[END_REF], ensemble learning surpasses the individual classification algorithm. The hidden Markov model approach was tested by the authors of [START_REF] Choudhary | Cloud computing and big data analytics[END_REF] as one of the tools to assess and predict failures in a Hadoop cluster with 91% accuracy for two days in advance. A failure propagation path will help more prevent failure circumstances in fast-changing systems and failure prediction, claim [START_REF] Pitakrat | A framework for system event classification and prediction by means of machine learning[END_REF]. Time series techniques to forecast potential failure spots in a virtual machine have been proposed in [START_REF] Rawat | A new approach for vm failure prediction using stochastic model in cloud[END_REF]. Furthermore, by identifying the type of node failure and its underlying cause, this approach can be helpful for dynamic fault tolerance [START_REF] Li | Predicting node failures in an ultra-large-scale cloud computing platform: an aiops solution[END_REF]. According to research published in [START_REF] Ozcelik | Seer: a lightweight online failure prediction approach[END_REF], the quality of software can be increased by using the right hardware and software. Several pieces of hardware in the system support online failure prediction rather than just one.

In [START_REF] Zhou | Latent error prediction and fault localization for microservice applications by learning from system trace logs[END_REF] Zhou et al. proposed MEPFL to narrow down the scope of failure prediction into microservice level. MEPFL learns from system trace logs. It trains prediction models at both the trace level and microservice level to predict three common types of microservice application faults: multi-instance faults, configuration faults, and asynchronous interaction faults, based on a set of manually selected features defined on the system trace logs. MEPFL uses system trace logs collected from automatic executions of the target application and its faulty versions generated by fault injection. Semi-automatically, they inject a certain type of fault into a specific microservice for each faulty version. MEPFL can be used not just to locate faults, but also to detect failures by predicting latent errors triggered by faults. MEPFL supports four prediction models consisting of one binary classification model to classify the trace instance into two classes(with error or not), two multi-label classification model that predicts one or multiple microservices and fault types, and a single-label classification model.
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According to the reviewed literature, predicting events in an HPC system can be done by observing behavior. A machine-learning technique was suggested by Pitakrat et al. in 2015 [62] to detect the pattern of events that frequently occur together based on the previous work of [START_REF] Gainaru | Fault prediction under the microscope: A closer look into HPC systems[END_REF], which took into account log at various time periods. Recurrent Neural Network (RNN) techniques were another direction of research for fault prediction. For instance, Seq2seq was targeted by [START_REF] Wu | Bigdata logs analysis based on seq2seq networks for cognitive Internet of Things[END_REF] to forecast an event that results in IoT node failure in a chosen time range. Lin et al. introduce a novel semi-supervised technique [START_REF] Lin | A Semi-Supervised Approach for Abnormal Event Prediction on Large Operational Network Time-Series Data[END_REF] that captures dependencies between network time series and across time points to produce meaningful representations of network activity for predicting abnormal events. The method may use the limited labeled data to explicitly learn separable embedding space for normal and abnormal samples, while efficiently using unlabeled data to deal with the lack of training data. Desh (Deep Learning for System Health) [START_REF] Das | Desh: deep learning for system health prediction of lead times to failure in hpc[END_REF] is another RNN-based approach to forecast node failures in supercomputing systems using long short-term memory (LSTM) networks that employ RNNs. Desh discovers failure signs with training and categorization for generic applicability to log different software components without requiring modification. Desh employs a three-phase deep learning approach to (1) train to recognize chains of log events leading to a failure, (2) re-train chain recognition of events supplemented with expected lead times to failure, and (3) predict lead times during testing/inference deployment to predict which specific node will fail in how many minutes. Desh achieves an average lead time of 3 minutes with a minimum of 85% recall and 83% accuracy to take preventative steps on failing nodes, which might be used to shift compute to healthy nodes. PC 2 A [START_REF] Dou | PC 2 A: predicting collective contextual anomalies via LSTM with deep generative model[END_REF] aims to predict abnormal behaviors of a largescale complex IT system. Their main challenges against developing efficient algorithms to predict and analyze their dataset are high-dimensional time series data, including ambiguity, complexity, and limited anomalous training samples. PC 2 A proposes a combination of semi-supervised deep learning (LSTM), time series modeling, and graph analysis to have an unsupervised anomaly predictor.

According to the literature review, one strategy to stop hardware device failure is by anticipating the right time for maintenance. Also, the categorization of the event log and failure log, respectively, proved the ability to predict the precise maintenance times for ATMs [START_REF] Wang | Predictive maintenance based on event-log analysis: A case study[END_REF] and vending machines [START_REF] Xiang | A generalized predictive framework for data driven prognostics and diagnostics using machine logs[END_REF].

Anomaly detection mechanisms can be employed to create a model for failure prediction, too. For instance, authors of [START_REF] Shi | Anomaly-detection-based failure prediction in a core router system[END_REF], to discover and identify significant anomalies, use outlier detection methods: a feature-categorization-based hybrid anomaly detector and a correlation-based anomaly analyzer. Finally, they have created an SVM-based failure predictor to predict the category and lead time of various failures based on anomaly event sets. In the work of [START_REF] Zhao | Failure prediction in datacenters using unsupervised multimodal anomaly detection[END_REF], a Network-Attached Storage (NAS) system with numerous hard disk drives (HDDs) and three sensors, including a thermal camera, a microphone, and system performance logs are examined. According to the unimodal results, the auditory and system performance models can detect temporal anomalies, whereas the thermal model can detect spatial anomalies. The multimodal results indicate that the multimodal strategy was able to detect failure indicators earlier than the auditory unimodal approach and before the actual failure occurred.

Clustering-based methods employed for bug prediction. The authors of LogFaultFlagger [START_REF] Amar | Mining historical test logs to predict bugs and localize faults in the test logs[END_REF] describe strategies with the objective of catching the greatest amount of product faults while flagging the fewest log lines for inspection. They have observed that the lines of a failed test log should contain the location of a log error. In contrast, a passing test log should not include failure-related lines. While attempting to locate the error in a failed log, lines that appear in both a passing and failing log create noise. They introduce a method in which lines that appear in the passing log are removed from the failing log. After deleting these lines, they apply information retrieval algorithms to identify the most likely lines for further examination. The authors tweak TF-IDF to CHAPTER 2. BACKGROUND AND RELATED WORKS identify the most pertinent log lines associated with previous product failures, vectorize the logs, and construct an exclusive version of KNN to determine which logs are likely to lead to product defects and which lines are the most likely indicator of the failure. LogFaultFlagger identifies 89% of all defects and less than 1% of all failed log lines for inspection. Some research investigations [START_REF] Shen | Random-forest-based failure prediction for hard disk drives[END_REF] make use of self-monitoring, analysis and reporting technology (SMART) attribute classification with Bayesian network and random forest algorithms to determine the hard disk's remaining usable time. In addition, their research reveals that SMART metrics can be used to assess the hard disk's health [START_REF] Chaves | Hard disk drive failure prediction method based on a Bayesian network[END_REF]. To decrease grid system downtime, it is possible to estimate future jobs using data mining [START_REF] Saadatfar | Predicting job failures in Auver-Grid based on workload log analysis[END_REF] and machine learning [START_REF] Yoo | Machine learning based job status prediction in scientific clusters[END_REF]. Some other work also focused on anomaly detection and prevention for security reasons. A graph-based security analytics framework for anomaly identification and prediction is called Pre-dictDeep [START_REF] Marwa | PredictDeep: security analytics as a service for anomaly detection and prediction[END_REF]. The suggested approach combines graph analytics and deep learning with log data gathered from monitoring systems to add intelligence for identifying and forecasting both known and unidentified patterns of security problems. It creates a graph model out of the gathered data and depicts it. The analytical processes and their relationships are captured by the graph model. In this way, a model like this offers a knowledgeable perception of the monitored application, comprehending its activity, and spotting odd trends.

Root Cause Analysis(RCA)

Before starting this subsection, we must recall and distinguish between root-cause detection in incoming events and root-cause detection in software source code. In this study, the objective of RCA is to identify the relationship between incoming events (such as inputs, network requests, new connections, new user logins, etc.) and any anomalous software behavior. After conducting this research, for instance, we might discover that the failure happens following a certain remote user login attempt. This is the first stage of software testing, which aims to identify the action (or series of actions) that results in abnormal behavior or failure. A second stage of source code analysis, carried out by software developers, may then follow; however, the focus of this thesis is on the first stage. We chose Root-Cause Event Detection as the name of this subchapter for that reason.

Continuous integration and deployment in today's agile software development environments call for a large number of tests to be run in brief sprints [START_REF] Shahin | Continuous integration, delivery and deployment: a systematic review on approaches, tools, challenges and practices[END_REF]. The testing engineers must evaluate the enormous quantity of unprocessed diagnostics (log data) produced by these in order to find the failed tests and determine the causes of them. The method for doing this is called root cause analysis (RCA) [START_REF] Dalal | Empirical study of root cause analysis of software failure[END_REF], and it is typically done manually. Testing engineers typically rely on their knowledge to examine log files that they believe to be suspect. As for large-scale distributed systems, it is crucial to efficiently diagnose the root causes of incidents to maintain high system availability [START_REF] Wang | Groot: An event-graph-based approach for root cause analysis in industrial settings[END_REF] and developers impose a significant effort to identify the cause of system failures. A large number of studies describe an approach for automatically analyzing log files and retrieving important information to determine failure causes [START_REF] Chuah | Diagnosing the root-causes of failures from cluster log files[END_REF][START_REF] Kahles | Automating root cause analysis via machine learning in agile software testing environments[END_REF][START_REF] Wu | Identifying root-cause metrics for incident diagnosis in online service systems[END_REF][START_REF] Wang | Root-cause metric location for microservice systems via log anomaly detection[END_REF]. Software-analysis-based RCA surpasses manual RCA in terms of speed and cost because manual RCA is just too slow or expensive for the large amounts of log data being created at high speed, as well as because of its unstructured formatting, which is difficult for humans to read and understand [START_REF] Planning | The economic impacts of inadequate infrastructure for software testing[END_REF]. Current methods of performing RCA based on software analysis can be categorized into Rule-based, decision-tree, relation-mining, and ML-based approaches.

A rule-based strategy uses heuristic rules depending on the expertise of the operators. a rulebased system whose behavior on the log files is entirely contained by its programmed requirements [START_REF] Xu | Rule-based automatic software performance diagnosis and improvement[END_REF]. Timestamps and some significant variables in log messages are used in the construc-tion of heuristic rules. This method works well in a relatively small system, but it is challenging to apply to other systems, such as heterogeneous network setups. Moreover, distributed systems cannot ensure the correctness of timestamps, therefore identified causality may include pseudo causality (i.e., correlation).

A decision-tree-based strategy mines the relationships between several logs to identify the precise root cause of events. To create dependency graphs and determine causality in log messages, a number of decision-tree-based techniques are used [START_REF] Nagaraj | Structured comparative analysis of systems logs to diagnose performance problems[END_REF][START_REF] Yan | G-rca: a generic root cause analysis platform for service quality management in large ip networks[END_REF][START_REF] Chen | Failure diagnosis using decision trees[END_REF]. This method's primary flaw is that it needs a lot of log data to mine dependencies.

The relation-mining approach uses statistical measures, such as transfer entropy [START_REF] Vicent | Causal analysis for alarm flood reduction[END_REF], confidence score [START_REF] Emre | ALACA: A platform for dynamic alarm collection and alert notification in network management systems[END_REF], and Pearson correlation [START_REF] Chuah | Diagnosing the root-causes of failures from cluster log files[END_REF], to describe the link between two log time series. Depending on the metrics' value, this technique prunes unrelated edges from the initial complete graph. Because the metrics do not take causality in a theoretical sense, these methods, however, may discover erroneous causality. In this category, a few published works pursue the causality graphs for RCA [START_REF] Jarry | A quantitative causal analysis for network log data[END_REF][START_REF] Kobayashi | Mining causality of network events in log data[END_REF]. The causal approach has the advantage of using a theoretical causality measure rather than erroneous ones, which would naturally eliminate the impact of correlation or co-occurrence.

Based on anomaly detection and pattern matching, the authors of [START_REF] Wu | Identifying root-cause metrics for incident diagnosis in online service systems[END_REF] propose PatternMatcher for detecting root-cause metrics. Anomaly pattern classification, which aims to filter out insignificant anomaly patterns, coarse-grained anomaly detection, and root-cause metric ranking are the three processes that make up PatternMatcher.

Machine-learning-based approaches allows the concerned computer to learn from the data without being constrained by rigid rules, can lead to a more reasonable, efficient, and cost-effective solution to this problem [START_REF] Watson | A systematic literature review on the use of deep learning in software engineering research[END_REF][START_REF] Roberts | Iterative Root Cause Analysis Using Data Mining in Software Testing Processes[END_REF][START_REF] Shen | A comprehensive study of deep learning compiler bugs[END_REF][START_REF] Br Grishma | Software root cause prediction using clustering techniques: A review[END_REF][START_REF] Zhang | An empirical study on program failures of deep learning jobs[END_REF] since large software projects with numerous conditions and statements that must be explicitly programmed do not scale well with other methods. An additional advantage of ML-based systems is that they may potentially uncover underlying patterns that weren't initially considered by rule-based systems or manual analysis.

Related studies, mostly, require a supervised machine learning (ML) solution that can train efficiently on a limited data set in order to generate reliable root cause reports and incident predictions across varied environments. For instance, the authors of [START_REF] Kahles | Automating root cause analysis via machine learning in agile software testing environments[END_REF] employ machine learning to automate root cause analysis in agile software testing settings. For instance, after speaking with testing engineers, they extract pertinent information from raw log data (human experts). The unlabeled data are initially clustered, and although discovering modest correlations between a few clusters and failure root causes, the ambiguity in the other clusters prompts the idea of labeling. Five ground-truth categories are developed as a result of new interviews with testing engineers. They trained artificial neural networks that either classify the data or pre-process it for clustering using manually labeled data.

As authors in [START_REF] Mariani | Automated identification of failure causes in system logs[END_REF] describe, automatic techniques can be grouped into three main categories: specification-based techniques, expert systems, and heuristic based techniques which are described below:

• Specification-based techniques: Specification based techniques compare events logs with formal specifications that describe acceptable event sequences. The recognized anomalies are presented to testers. Unfortunately, creating and managing complete and accurate specifications is expensive and in some studies impossible. Therefore, these techniques are rarely applicable.

• Expert systems techniques: Expert systems have become known as one of the most interesting applications in the field of artificial intelligence. Expert systems require user-defined catalogs that describe the events CHAPTER 2. BACKGROUND AND RELATED WORKS that are often associated with failures. Unfortunately, since expert systems require userdefined regular expressions to analyze and identify interesting event types, it is an expensive technique to work with catalogs [START_REF] Jackson | Introduction to expert systems[END_REF].

• Heuristic based techniques: Methods focus on heuristics provide the most generic solution with the least implementation work. By using supervised and unsupervised machine learning methods, these techniques identify abnormal and normal event sequences. The supervised algorithm first analyzes the normal and abnormal event sequences and during the learning phase, the expert must distinguish between normal and abnormal executions. In contrast, unsupervised algorithms can automatically detect abnormal and normal event sequences. For example, authors in [START_REF] Mariani | Automated identification of failure causes in system logs[END_REF] combine automata learning and data clustering approaches to analyze various log file formats and find the problems. High automation is the key advantage of heuristicbased approaches, although the expressiveness of learned models limits their effectiveness.

The technique presented in [START_REF] Mariani | Automated identification of failure causes in system logs[END_REF] performs three major tasks: event detection, data transformation, and model inference. In the event detection step, a parser is used to read the initial log file and produce a new version of the log file where an event and its attributes are stored in a single line in string format. Then the splitter refines the log file according to the granularity selected for the analysis. They used the Simple Log file Clustering Tool(SLCT) [START_REF] Vaarandi | A data clustering algorithm for mining patterns from event logs[END_REF]. This tool identifies prefixes that frequently appear in logged events and generate a set of regular expressions that specify how to separate the constant part from the variable part. When a failure is detected, the associated log is retrieved and compared to the inferred model. Consequently, suspicious subsequences are shown to testers along with a representation of acceptable behaviors. These inputs are used by testers to determine the location and cause of failures.

While there have been various published papers on this domain using previous techniques, in recent years the techniques often fall into the deep learning category. There have been various efforts to use long short-term memory (LSTM) for anomaly identification and root-cause detection [START_REF] Wang | Root-cause metric location for microservice systems via log anomaly detection[END_REF]. In [START_REF] Wang | Root-cause metric location for microservice systems via log anomaly detection[END_REF] the authors used existing log anomaly detection techniques, mainly DeepLog [START_REF] Du | Deeplog: Anomaly detection and diagnosis from system logs through deep learning[END_REF] to obtain the anomaly score of the system. They aligned anomaly score and monitoring metrics and then conducted the correlation analysis based on Mutual Information (MI) to identify the root-cause metric.

Several studies have shown that they outperform traditional methods. However, unlike the statistical methods described earlier, training Deep Learning requires a significant amount of processing power. Numerous data scientists utilize expensive GPU instances to train models more quickly but at a considerable cost. If we had to train the model on each unique environment individually and continually over time, this would be an extremely expensive method for autonomously detecting incidents. Therefore, this method for monitoring logs is not suggested.

Log Anomaly Detection (LAD)

As noted by Westland [START_REF] Christopher | The cost of errors in software development: evidence from industry[END_REF], untreated problems become more expensive as software projects advance. There is evidence that fault identification and correction is one of the elements that most affect budget overruns. Therefore, log anomaly detection (LAD), as a step in automated log analysis, has attracted a lot of interest due to its importance in software testing and reliability engineering [START_REF] He | A survey on automated log analysis for reliability engineering[END_REF].

Finding system anomalous patterns that do not match predicted behaviors on log data is the task of anomaly detection. Common abnormalities frequently point to potential flaws, errors, or Table 2.1 includes a list of the surveyed methodologies along with a number of key attributes. We specifically list each approach's algorithm/model, feature, and whether or not it is unsupervised and online. Unsupervised techniques, in particular, don't need labels to train models, and an online approach can handle information in real time as it comes in. 

Reference

Year Method/Model Unsupervised online

Classical log anomaly detection

Kim et al. [START_REF] Kim | Unsupervised Anomaly Detection and Root Cause Analysis in Mobile Networks[END_REF] 2020 PCA Yes No Xu et al. [START_REF] Xu | Detecting large-scale system problems by mining console logs[END_REF] 2009 PCA Yes No Lin et al. [START_REF] Lin | Log clustering based problem identification for online service systems[END_REF] 2016 Clustering Yes No He et al. [START_REF] He | Identifying impactful service system problems via log analysis[END_REF] 2018 Clustering Yes No Liang et al. [START_REF] Liang | Failure prediction in ibm bluegene/l event logs[END_REF] 2007 SVM No No Kimura et al. [START_REF] Kimura | Proactive failure detection learning generation patterns of largescale network logs[END_REF] 2019 SVM No No Xu et al. [START_REF] Xu | Online system problem detection by mining patterns of console logs[END_REF] 2009 Frequent pattern mining Yes Yes Lou et al. [START_REF] Lou | Mining Invariants from Console Logs for System Problem Detection[END_REF] 2010 Frequent pattern mining Yes No Farshchi et al. [START_REF] Farshchi | Experience report: Anomaly detection of cloud application operations using log and cloud metric correlation analysis[END_REF] 2015 Frequent pattern mining Yes No Nandi et al. [START_REF] Nandi | Anomaly detection using program control flow graph mining from execution logs[END_REF] 2016 Graph mining Yes No Lou et al. [START_REF] Lou | Mining program workflow from interleaved traces[END_REF] 2010 Graph mining Yes No LogFlash: Jia et al. [START_REF] Jia | LogFlash: Real-time Streaming Anomaly Detection and Diagnosis from System Logs for Large-scale Software Systems[END_REF] 2021 Graph mining No Yes Yamanishi et al. [START_REF] Yamanishi | Dynamic syslog mining for network failure monitoring[END_REF] 2005 Statistical model Yes No He et al. [START_REF] He | Experience report: System log analysis for anomaly detection[END_REF] 2016 Logistic regression No No Micro2Vec: Cinque et al. [START_REF] Cinque | Micro2vec: Anomaly detection in microservices systems by mining numeric representations of computer logs[END_REF] 2022 Yes No

Deep learning

DeepLog: Du et al. [START_REF] Du | Deeplog: Anomaly detection and diagnosis from system logs through deep learning[END_REF] 2017 LSTM model Yes Yes Zhang et al. [START_REF] Zhang | Robust log-based anomaly detection on unstable log data[END_REF] 2019 LSTM classification model No No Meng et al. [START_REF] Meng | LogAnomaly: Unsupervised detection of sequential and quantitative anomalies in unstructured logs[END_REF] 2019 LSTM model Yes Yes Loggan: Xia et al. [START_REF] Xia | Loggan: a log-level generative adversarial network for anomaly detection using permutation event modeling[END_REF] 2021 LSTM-based GAN model Yes Yes Lu et al. [START_REF] Lu | Detecting anomaly in big data system logs using convolutional neural network[END_REF] 2018 CNN model No No
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Dimensionality Reduction: It converts high-dimensional data into a low-dimensional representation, while preserving some important characteristics of the original data in the low-dimension space. Of these algorithms, Principal Components Analysis (PCA) is one of the most widely used.

If the projected distance is greater than a threshold, anomalies can be found by projecting data points to the first k main components. PCA was initially used by Xu et al. [START_REF] Xu | Detecting large-scale system problems by mining console logs[END_REF][START_REF] Xu | Online system problem detection by mining patterns of console logs[END_REF] to mine console logs for system issues. In particular, a PCA model is built and fed with a log event count vector and parameter value vector for anomaly identification. To focus on root-cause analysis, Kim et al. [START_REF] Kim | Unsupervised Anomaly Detection and Root Cause Analysis in Mobile Networks[END_REF] present an unsupervised anomaly detection method. Their proposed method consists of three steps: dimensionality reduction via feature selection to determine the smallest set of features that provide the most information about the network state; the use of PCA as a multivariate unsupervised learning technique to detect anomalies with low detection latency; and root cause analyses via finite state machines. They use PCA on the normal data to locate the subspace with the smallest variance of the normal data for anomaly detection. They construct a boundary of the normal data and develop an anomaly detection model based on it by defining the variation of the normal data in the subspace. Once the anomalies are identified, the message patterns of the anomaly data are compared to those of the normal data to establish where the problems are occurring. Furthermore, they investigate the error codes in the anomaly data to better understand the underlying issues.

Supervised LAD:

The log partition is classified into normal or anomalous types using anomaly detection with classification, where anomalous cases differ from normal ones in terms of certain statistical features. Log anomaly detection frequently use the supervised classification technique Support Vector Machine (SVM). In [START_REF] Liang | Failure prediction in ibm bluegene/l event logs[END_REF], Liang et al. vectorized log partitions by identifying six different sorts of features, such as the total number of events, the number of events that occurred over time, etc. Based on these features, they applied four classification models for anomaly detection, i.e. including SVM and closest neighbor predictor. In addition, Kimura et al. [START_REF] Kimura | Proactive failure detection learning generation patterns of largescale network logs[END_REF] developed a log analysis approach based on the properties of logs, such as frequency, periodicity, burstiness, and association with maintenance and failures, for proactive failure identification. To find failures, an SVM model with a Gaussian kernel is used. A logistic regression model was used by He et al. [START_REF] He | Experience report: System log analysis for anomaly detection[END_REF] to identify anomalies. They chose event count vectors as the feature and used a collection of labeled data to train the model. When the logistic function's probability estimate is more than CHAPTER 2. BACKGROUND AND RELATED WORKS 0.5, a testing occurrence is deemed anomalous.

Unsupervised LAD: Clustering-based anomaly detection classifies log-based feature vectors into several clusters as an unsupervised technique so that vectors in the same cluster are more comparable to one another (and as dissimilar as possible to vectors from other clusters). Clusters with a small number of data instances are frequently abnormal. To help developers quickly spot potential issues, Lin et al. [START_REF] Lin | Log clustering based problem identification for online service systems[END_REF] created LogCluster, which groups log sequences and suggest a typical sequence. Calculating the cluster centroid enables the selection of the representative sequence. He et al [START_REF] He | Identifying impactful service system problems via log analysis[END_REF]'s Log3C framework was also suggested as a way to include system KPIs in the detection of significant issues in service systems. They specifically suggested a cascading clustering approach to quickly group many log sequences. Finally, they employ a multivariate linear regression model to locate significant issues that result in KPI degradation.

Frequent Pattern Mining: It seeks to identify the most prevalent item sets and sub-sequences in a log record that represent the typical behaviors of the system. Anomalies are occurrences of data that do not fit the common patterns. Both the existence of particular log events and the chronological arrangement of log events can be patterned. For instance, Xu et al. [START_REF] Xu | Online system problem detection by mining patterns of console logs[END_REF] used log message sets that frequently co-occur to identify unusual execution traces in an online environment. Online pattern matching can more quickly detect benign system operations than offline methods can, balancing accuracy and efficiency. To find abnormalities or defects, other methods mine the sequential patterns in log events [START_REF] Lou | Mining Invariants from Console Logs for System Problem Detection[END_REF]. The idea of mining invariants among log messages for system anomaly identification was first put forth by Lou et al. [START_REF] Lou | Mining program workflow from interleaved traces[END_REF] as well. Invariants in textual logs, which represent the equivalency relation, and invariants as a linear equation, which is the linear independence relation, are two types of invariants that are used to characterize the relationships between the various log messages. A similar strategy was put forth by Farshchi et al. [START_REF] Farshchi | Experience report: Anomaly detection of cloud application operations using log and cloud metric correlation analysis[END_REF], which mines the correlation and causation relationships between log events and changes in cloud system metrics. They used a regression-based methodology in particular to learn a collection of claims that model linear relations. Then, anomaly detection is carried out by keeping an eye on log event streams and comparing metrics compliance to the assertions.

Graph mining:

The collection of methods primarily uses graphical features, or different graph models, to spot behavioral changes in complex systems. This allows for the early diagnosis of anomalies and the proactive taking of corrective measures. To discover anomalous runtime behaviors of distributed systems from execution logs, encompassing both sequence anomaly and distribution anomaly, Nandi et al. [START_REF] Nandi | Anomaly detection using program control flow graph mining from execution logs[END_REF] presented a control-flow graph (CFG) mining technique. When an expected child for a parent node is absent within the specified time frame, a sequence anomaly is detected; meanwhile, a distribution anomaly is produced whenever an edge probability is broken. In [START_REF] Zhou | Latent error prediction and fault localization for microservice applications by learning from system trace logs[END_REF], Fu et al. learned an FSA using log sequences to represent the execution behaviors of each system module as a state transition graph. The learnt FSAs have transitions that each match a log key. The time spent and the circulation number is collected for each state change and used to identify two performance issues: a low transition time and a low transition loop. A suitable threshold can be established to automatically identify low-performance transitions when using the Gaussian distribution to simulate the state transition in a distributed system.

Miscellaneous statistical models:

There are some algorithms that don't fit into the categories listed above. For instance, a combination of Hidden Markov Models were used by Yamanishi et al. [START_REF] Yamanishi | Dynamic syslog mining for network failure monitoring[END_REF] to monitor syslog behaviour. With an online discounting learning approach, the model is specifically trained by dynamically choosing the ideal number of mixture components. Using universal test statistics with dynamically adjustable thresholds, anomaly scores are assigned. Via the identification of a group of interconnected log event occurrences and variable values that show the greatest divergence between log sets, Nagaraj et al. [START_REF] Nagaraj | Structured comparative analysis of systems logs to diagnose performance problems[END_REF] were able to diagnose performance concerns for large-scale distributed systems. To be more precise, they initially divided the logs CHAPTER 2. BACKGROUND AND RELATED WORKS into two sets in accordance with some performance metrics (e.g., runtime). Then, using t-tests, they suggested logging the events or state variables most responsible for the performance difference. In 2022, the authors of [START_REF] Cinque | Micro2vec: Anomaly detection in microservices systems by mining numeric representations of computer logs[END_REF] proposed Micro2vec, a heuristic method to mine numerical representations of computer logs, which allows inferring "actionable" correlations for anomaly identification. This method is similar to language modeling techniques. The method requires no catalogs of abnormalities symptoms, embeds no application knowledge, and makes no assumptions about the structure or semantics of the underlying logs. According to the results, evaluating metrics derived from various logs makes it easier to see anomalies, which are identified by a signature incorporating many logs. It also makes it possible to infer explicable detection criteria that are difficult to spot by human specialists. Moreover, log variants derived from regular logs can aid in the detection of genuine abnormalities and outperform one-class classifiers.

Deep Learning Models: Deep learning gradually extracts features from inputs using a multiplelayer architecture (i.e., neural networks), with different layers addressing different degrees of feature abstraction. Neural networks are frequently used in log-based anomaly detection because of their extraordinary capacity for modeling complex interactions. We divide the deep learning models into RNN, CNN, GNN, MLP, LSTM, autoencoders, transformers, and attention mechanisms as depicted in Figure 2.3.

Neural Network models: LSTM and GRU models from the RNN family are frequently employed to automatically recognize the sequential patterns in log data. When log patterns diverge from the model's expectations, anomalies are raised. For instance, Du et al. [START_REF] Du | Deeplog: Anomaly detection and diagnosis from system logs through deep learning[END_REF] presented DeepLog, which uses an LSTM model to predict the following log event given a sequence of previous log events in order to learn the system's typical execution patterns. Instead of deviating from a typical execution route, some anomalies, however, may appear as an abnormal parameter value. As a result, DeepLog also uses an LSTM model to validate the parameter value vectors. Numerous previous studies make the supposition that the collection of unique log events is fixed and well-known, and that the log data are stable over time. However, Zhang et al. [START_REF] Zhang | Robust log-based anomaly detection on unstable log data[END_REF] observed that log data typically contain previously unreported log events or log sequences, suggesting log instability. In order to solve this issue, they proposed LogRobust, which uses pre-existing word vectors to extract the semantic information of log events. A bidirectional LSTM model is then used to detect anomalies. Meng et al. [START_REF] Meng | LogAnomaly: Unsupervised detection of sequential and quantitative anomalies in unstructured logs[END_REF] discovered that existing word2vec models did not effectively distinguish between synonyms and antonyms in terms of capturing the semantics of log. Therefore they specifically trained a word embedding model to take into account synonym and antonym information. Meng et al [START_REF] Liu | Visual exploration of semantic relationships in neural word embeddings[END_REF] .'s proposal for a semantic-aware representation paradigm for online log analysis furthered their work. Out-of-vocabulary (OOV) and log-specific word embedding problems are both addressed. Zuo et al's recent.work [START_REF] Zhu | Tools and benchmarks for automated log parsing[END_REF] coupled transaction-level topic modeling with learning the embedding of logs, where a transaction is a collection of logs that occur in a particular order throughout time. In order to exchange anomalous knowledge between two software systems, Chen et al. [START_REF] Chen | Logtransfer: Cross-system log anomaly detection for software systems with transfer learning[END_REF] used transfer learning to overcome the issue of insufficient labels. To extract sequential log features, they first trained an LSTM model on the data with enough anomaly labels, and then input those features into fully connected layers for anomaly classification. After that, the fully linked layers were repaired and the LSTM model was adjusted using logs from a different system with less labels.

Language modeling: Semantic extraction, word-embedding or language modeling is a strong trend for log anomaly detection proposed in very recent papers published in the last few years [START_REF] Liu | Log2vec: A heterogeneous graph embedding based approach for detecting cyber threats within enterprise[END_REF][START_REF] Ryciak | Anomaly detection in log files using selected natural language processing methods[END_REF]. They are mainly based on embedding words in log data into vectors of numbers by taking into account their occurrence distances (text adjacency, temporal, etc.). For instance, the authors of [START_REF] Guo | Logbert: Log anomaly detection via bert[END_REF] proposed LogBERT, a self-supervised architecture based on their previous work on Bidirectional Encoder Representations from Transformers for log anomaly detection (BERT). They em-CHAPTER 2. BACKGROUND AND RELATED WORKS ploy BERT to identify patterns in normal log sequences in response to the tool's outstanding performance in modeling sequential text data. They anticipate that by utilizing the BERT structure, the contextual embedding of each log entry will be able to collect the data of whole log sequences. They suggest two self-supervised training exercises to do this: 1) Masked log key prediction seeks to accurately predict log keys in normally occurring log sequences that are randomly masked; 2) Volume of Hypersphere Minimization seeks to minimize the distance between ordinarily occurring log sequences in the embedding space. After training, they anticipate that LogBERT will encode the knowledge of typical log sequences. Then, based on LogBERT, they design a criterion to identify abnormal log sequences.

SwissLog [START_REF] Li | Swisslog: Robust and unified deep learning based log anomaly detection for diverse faults[END_REF] proposed a novel time embedding approach to encode temporal information, continuing the BERT-based language processing LAD track by adding time information in logs. The next step is for Attentionn-based Bi-LSTM to learn the fixed pattern of log data using the concatenation of semantic embedding and time embedding. Lastly, if an abnormality is discovered, an alarm is generated. BERT-based track was continued by MDFULog [START_REF] Li | MDFULog: Multi-Feature Deep Fusion of Unstable Log Anomaly Detection Model[END_REF] with an effort to remove noisy unstable data by employing a feature augmentation approach that completely exploits the association between the semantic, time, and sequence aspects to find different kinds of log exceptions.

In an effort to better utilize the semantics of log data, in 2023, the authors of [START_REF] Zhang | LayerLog: Log sequence anomaly detection based on hierarchical semantics[END_REF] offer Layer-Log, a novel framework for log sequence anomaly detection based on the hierarchical semantics of log data, which takes into account the three-layered structure of log data, known as the "Word-Log-Log Sequence" hierarchy. Execution order anomalies, operational anomalies, and incomplete log sequence anomalies can all be simultaneously detected end-to-end using LayerLog. Likewise in [START_REF] Wittkopp | PULL: Reactive Log Anomaly Detection Based On Iterative PU Learning[END_REF] in 2023, instead than using labeled data, the developers of PULL developed an iterative log analysis method for reactive anomaly identification based on predicted failure time windows supplied by monitoring systems. Their attention-based model implements an iterative learning technique for positive and unknown samples (PU learning) to identify anomalous logs and incorporates a novel objective function for weak supervision deep learning that takes into consideration imbalanced data. Their analysis demonstrates that PULL outperforms 10 benchmark baselines across three distinct datasets in a consistent manner and detects anomalous log messages with an F1-score of greater than 0.99 even within ambiguous failure time windows.

Several model architectures, including those based on RNNs, are important in the detection of anomalies in logs. For instance, LogGAN, an LSTM-based Generative Adversarial Network(GAN), was proposed by Xia et al. [START_REF] Xia | Loggan: a log-level generative adversarial network for anomaly detection using permutation event modeling[END_REF]. The concept of the Generative Adversarial Network (GAN) was proposed by Goodfellow et al. [START_REF] Goodfellow | Generative adversarial networks[END_REF] where GAN considers a machine learning problem as a game between two models (i.e., generator and discriminator). The generator and the discriminator are both present in LogGAN, as in all GAN-style models. The discriminator seeks to separate fake instances from genuine and synthetic data, while the generator tries to capture the distribution of real training data and creates realistic examples.

The viability of using Convolutional Neural Networks (CNN) for anomaly detection is also being investigated. To be more precise, Lu et al. [START_REF] Lu | Detecting anomaly in big data system logs using convolutional neural network[END_REF] used a word embedding technique to convert logs into two-dimension feature matrices, which were subsequently processed using CNN models with various filters to detect anomalies. An approach based on graph embedding called log2vec was proposed by Liu et al. [START_REF] Liu | Log2vec: A heterogeneous graph embedding based approach for detecting cyber threats within enterprise[END_REF] for the detection of cyberthreats. They specifically learned the embedding of each log entry by employing a graph representation learning approach after first converting logs into a heterogeneous graph using heuristic principles. Logs were classified into clusters based on the embedding vectors, and groups with sizes below a predetermined threshold were flagged as malicious.

Probabilistic Label Estimation or PLELog [START_REF] Yang | Semi-supervised log-based anomaly detection via probabilistic label estimation[END_REF] is another probabilistic method proposed by CHAPTER 2. BACKGROUND AND RELATED WORKS Yang et al.. They suggest PLELog, a novel practical log-based anomaly detection method that is semi-supervised to do away with laborious manual labeling and combines knowledge of prior anomalies via probabilistic label estimation to capitalize on the advantages of supervised approaches. Semantic embedding and attention-based GRU neural networks are used by PLELog to efficiently and effectively detect abnormalities, as well as to maintain immunity to unstable log data. The results show the effectiveness of PLELog, greatly exceeding the comparative approaches, with an average of 181.6.

Test Suit Minimization

Generally, the duration of regression testing is determined by the size of the test suites. As the size of regression testing increases, its execution becomes increasingly compute-intensive. A large test suite might take weeks to run [START_REF] Rothermel | Prioritizing test cases for regression testing[END_REF]. The number of test suites grows over time, resulting in a growing amount of time spent on each test run [START_REF] Harman | Making the case for MORTO: Multi objective regression test optimization[END_REF]. Test Suite Minimization or Test Suite Reduction(TSR) provides more efficient and simpler test suite maintenance, which in turn reduces the cost of the software testing phase, although in terms of the ability to detect faults. These methods work by identifying and removing obsolete or redundant test cases. According to the literature, we can classify TSR techniques into some categories, the most important of which are: Coverage based, Greedy algorithm, clustering methods, and Genetic algorithm [START_REF] You | A genetic algorithm for the time-aware regression testing reduction problem[END_REF]. Greedy-based approaches employ one of the greedy algorithms to determine the reduced test suite based on the best strategy at the moment. Over each iteration, the greedy algorithm includes the test case with the highest greedy property, such as the highest statement coverage, to the reduced test suite, which is a locally optimal solution. When the desired percentage of coverage is attained, the process ends. Coverage-based techniques ensure that the given tests, even when reduced, cause the program to be tested to run according to most of the run paths defined for that program. The techniques of clustering categories, as the name implies, take advantage of well-known clustering techniques. The purpose of cluster analysis is to partition the population such that objects with similar attributes are grouped together. After clustering, test cases are sampled from each cluster. Since the sample is selected from each cluster containing similar test cases, the characteristics of this form of sampling minimize redundancy in the subset. In the category of Genetic algorithm, existing test cases provide the initial population for the technique which then uses mutation, crossover, and fitness functions that use the information collected after the tests have been executed (for instance, information on test coverage) to generate next populations until they find the minimum test suite. Almost all the previous test suite reduction techniques were able to substantially reduce the size of test suites. Nonetheless, it is crucial to determine how well these reduced suites can be compared to their corresponding unreduced suites using criteria other than suite size. Since the purpose of executing test cases is to identify software faults, one metric for evaluating the quality of a test suite is its ability to detect faults.

Data Analysis and Machine Learning Techniques

Software testing automation has been adopted as a feasible strategy to avoid the complexity and expense of most testing activities. Exploiting machine learning models in software testing has received increasing attention during the last few years. This section covers some techniques on ML (Machine Learning) techniques and lays out the ML techniques that are used in this thesis.
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Machine Learning Techniques

Over the past years, the research on artificial intelligence, more specifically machine and deep learning, has flourished. Machine learning has been successfully applied in many areas of software engineering including : behavior extraction, time series analysis, software testing, anomaly and root cause detection. In addition, there are lots of research in the software testing facets that supported by ML. For instance, test case prioritization, test case constructions and Mutation testing automation. Considering machine learning, a clustering method has been developed for selecting regression tests, while a combination of genetic algorithms and clustering has been used to select test cases in a multi-objective test-optimization setting. These works are interesting and suggest that, despite understandability and complexity issues, the usage of machine learning (clustering, reinforcement learning, etc.) in software testing is a key-enabling technology. Here, we present some ML techniques that we used in our study.

Clustering methods

K-Means:

The standard version of the k-means algorithm was proposed in 1957 by Lloyd [START_REF] Lloyd | Least squares quantization in PCM[END_REF] in the field of signal processing for the pulse-code modulation technique (PCM), and it was later published in 1982. The name 'k-means' was first introduced in 1967 by James MacQueen in his kmeans version [START_REF] Macqueen | Some methods for classification and analysis of multivariate observations[END_REF]. Apart from the Lloyd's and McQueen's versions, some researchers use Forgy's algorithm [START_REF] Forgy | Cluster analysis of multivariate data: efficiency versus interpretability of classifications[END_REF] as the standard algorithm for the k-means implementation.

The k-means concept is used in different domains for the cluster analysis purposes as it is simple to implement and produces effective clustering results in less amount of time. In addition, the k-means algorithm is able to detect the dissimilar data values in the dataset, also called Outliers.

The PCM technique is used to map a large input set of the analog signal values into their corresponding digital values, i.e., the method is used to digitally represent the analog signals. This process is called vector quantization, where a large set of sampled analog values are divided into a small (countable) number of groups. Each of the resulted groups contains similar values, which are closer to each other. Also, each group is represented by an average of all the values of the group, termed as centroid of that group.

Apart from the areas of the signal processing and vector quantization, the k-means finds its applications in the diverse fields such as data compression, image processing, market segmentation, computer graphics, etc. The K-means algorithm is widely used nowadays for the cluster analysis purposes in the field of data mining. In the context of this thesis, K-means has been our primary choice wherever a clustering algorithm was needed.

There exists different versions of the k-means algorithm in today's time, which are known as the modern k-means. In the modern k-means versions, researchers apply different heuristics to refine the initial condition of partitioning the data, producing efficient results.

In K-means, each cluster is represented by its center (called a "centroid"), which corresponds to the arithmetic mean of data points assigned to the cluster. A centroid is a data point that represents the center of the cluster (the mean), and it might not necessarily be a member of the dataset. This way, the algorithm works through an iterative process until each data point is closer to its own cluster's centroid than to other clusters' centroids, minimizing intra-cluster distance at each step. K-means searches for a predetermined number of clusters within an unlabelled dataset by using an iterative method to produce a final clustering based on the number of clusters defined by the user (represented by the variable K ). For example, by setting "k" equal to 2, the dataset will be grouped in two clusters, while if we set K equal to 4 we will group the data in four clusters. K-means triggers its process with arbitrarily chosen data points as proposed centroids of the groups and iteratively recalculates new centroids in order to converge to a final clustering of the CHAPTER 2. BACKGROUND AND RELATED WORKS The algorithm randomly chooses a centroid for each cluster. For example, if we choose a "k" of 3, the algorithm randomly picks 3 centroids. K-means assigns every data point in the dataset to the nearest centroid, meaning that a data point is considered to be in a particular cluster if it is closer to that cluster's centroid than any other centroid. For every cluster, the algorithm recomputes the centroid by taking the average of all points in the cluster, reducing the total intra-cluster variance in relation to the previous step. Since the centroids change, the algorithm re-assigns the points to the closest centroid. The algorithm repeats the calculation of centroids and assignment of points until the sum of distances between the data points and their corresponding centroid is minimized, a maximum number of iterations is reached, or no changes in centroids value are produced. Figure 2.4 illustrates a K-means clustering including its seven centroids after five iterations.

Finding the value of K :

How do we choose the right value of "k"? One popular approach is testing different numbers of clusters and measuring the resulting Sum of Squared Errors (SSE), choosing the "k" value at which an increase will cause a very small decrease in the error sum, while a decrease will sharply increase the error sum. This point that defines the optimal number of clusters is known as the "elbow point". During our study, we used Elbow method to obtain the number of clusters. Spectral Clustering: Spectral clustering is a graph theory-based technique for identifying groups of nodes in a graph based on the edges linking them. The method is adaptable and can be used to cluster non-graph data as well. Several spectral clustering algorithms have been developed during the last two decades [START_REF] Maria | Spectral methods for graph clusteringa survey[END_REF]. Data points are considered as nodes of a graph in spectral clustering. For employing spectral clustering, we require a robust graph that indicates the data's similarity. There are various methods for constructing the affinity matrix. By computing a graph of the nearby neighbors, it is simplest to generate the affinity matrix. Every data point is represented as a node in a k-nearest neighbors graph. Then, an edge is drawn between each node and its k nearest neighbors in the initial space. Since it relies on the idea that "close" nodes should belong to the same cluster, it may not be applicable to all datasets. A more comprehensive strategy is to interpret data as a precomputed affinity matrix. Here, an affinity matrix corresponds to an adjacency If pairings of points are very dissimilar, the affinity should be 0. If the points are the same, the affinity could be 1. In this way, the affinity corresponds to the weights of the graph's edges.

K-Means vs. Spectral Clustering:

Compactness -Nearby points fall into the same cluster and are grouped together in close proximity to the cluster's center. The separation between the observations can be used to gauge proximity. E.g.: Clustering with K-Means Connectivity -A cluster is made up of points that are connected or located close to one another. Even though two points are closer to one another, they are not grouped together if they are not connected. This strategy is used in the process of spectral clustering.

Even when the true number of clusters K is known to the algorithm, K-means will fail to efficiently cluster them. K-means is an excellent data-clustering algorithm for identifying globular clusters in which all members of each cluster are in close proximity to one another (in Euclidean sense). Spectral clustering is more generic (and powerful) since it behaves like k-means if we only utilize Euclidean Distance in its similarity matrix. Yet, the opposite is not true. Figure 2.5 illustrates the difference of these two clustering algorithms in a visual example. We can observe how the spectral clustering can be useful to extract connectivity from the dataset. We have compared K-mean and spectral clustering algorithms in our approach in chapter 5.

Classification methods

The Classification algorithm is a technique for Supervised Learning that identifies the category of incoming observations based on training data. In this section, we will discuss some classification algorithms like Random forest and SVM (Support Vector Machine) which we used during our research.

Because the random forest model is made up of several decision trees, it would be useful to begin by briefly describing the decision tree algorithm.

Decision Tree: A decision tree is a non-parametric supervised learning approach that can be CHAPTER 2. BACKGROUND AND RELATED WORKS used for classification as well as regression applications. It has a tree structure that is hierarchical and consists of a root node, branches, internal nodes, and leaf nodes. A decision tree, as shown in the Figure 2.6, begins with a root node that has no incoming branches. The root node's outgoing branches then feed into the internal nodes, also known as decision nodes. Both node types evaluate the given features to generate homogeneous subsets, which are denoted by leaf nodes or terminal nodes. The leaf nodes represent all of the dataset's conceivable outcomes. As an example, suppose we were trying to decide whether to sow seeds at the start of the season. We could use the decision criteria shown in Figure 2.6 to make a decision. This type of flowchart layout also produces an easy-to-digest picture of decision-making, allowing various groups within an organization to better comprehend why a choice was taken. By undertaking a greedy search to determine the optimal split points inside a tree, decision tree learning applies a divide and conquer technique. This dividing process is then repeated top-down and recursively until all or the majority of entries have been categorised under particular class labels. The decision tree's complexity determines whether or not all data points are classed as homogeneous sets. Smaller trees can achieve pure leaf nodes more easily. data points in a single class. However, when a tree increases in size, maintaining this purity becomes increasingly challenging, and this usually results in too little data falling under a given subtree. This is known as data fragmentation, and it frequently leads to over-fitting. As a result, decision trees prefer small trees, which is consistent with Occam's Razor's principle of parsimony, which states that "entities should not be multiplied beyond necessity." In other words, decision trees should add complexity only if necessary, because the simplest explanation is often the best. Pruning is commonly used to minimize complexity and prevent over-fitting; this is a technique that removes branches that split on features of low value. The model's fit can then be tested using the cross-validation procedure. Another method for decision trees to preserve their accuracy is to construct an ensemble using a random forest algorithm; this classifier predicts more accurate outcomes, especially when the individual trees are uncorrelated with one another.

Random Forest: Random forest is a popular machine learning technique developed by Leo Breiman and Adele Cutler that combines the output of numerous decision trees to produce a single conclusion. Its ease of use and flexibility, as well as its ability to tackle classification and regression challenges, have boosted its popularity. The random forest algorithm is a bagging method extension that employs both bagging and feature randomness to produce an uncorrelated forest of decision trees. Randomness of features, commonly known as feature bagging or "the random subspace approach" [START_REF] Breiman | Random forests[END_REF], creates a random collection of characteristics, ensuring that decision trees have low correlation. This is a significant distinction between decision trees and random forests. Random forests select only a subset of the available feature splits, whereas decision trees consider all of them. Random forest techniques have three major hyper-parameters that must be set prior to training. These variables include node size, number of trees, and number of characteristics sampled. The random forest classifier can then be used to address regression or classification problems.

The random forest algorithm is made up of a collection of decision trees, and each tree in the ensemble is made up of a bootstrap sample, which is a data sample obtained from a training set with replacement. One-third of the training sample is set aside as test data, known as the out-ofbag (oob) sample, which we'll discuss later. Another instance of randomization is then injected into the dataset using feature bagging, increasing diversity and decreasing correlation among decision trees. The forecast determination will differ depending on the type of difficulty. Individual decision trees for a regression job will be averaged; e,g: a majority vote for a classification problem. The anticipated class will be determined by the most frequent category variable. Lastly, the oob sample is used for cross-validation, which completes the prediction. As each decision tree classifies a given data value, the random forest method is used to determine the most frequent predicted value among all decision trees and outputs this as the final predicted class of the selected data value. as shown in Figure 2.7. In our work, we used Random Forest in chapter 4. We employed it as a classifier to determine if the sequence is Pre-Bug-Zone or Random-Zone. In addition, Random Forest is used as a predictor during the on-line prediction phase. More detail will be discussed in chapter 4.

Support Vector Machine (SVM):

Support Vector Machines (SVM) are one of the most wellknown and discussed machine learning techniques. They were immensely popular during their development in the 1990s and remain the go-to solution for a high-performing algorithm with a little tweaking. The goal of SVM is to find a hyperplane in an N-dimensional space (N-Number of features) that classifies the data points clearly. The Support Vector Machine classifier is a generalization of the maximal margin classifier. This classifier is straightforward, but it cannot be used to the vast majority of datasets since the classes must be divided by a linear boundary.

In the context of support-vector machines, the ideally separating hyperplane or maximummargin hyperplane is a hyperplane that is equidistant from two convex hulls of points (Figure 2.8).

Support Vectors and Hyperplanes:

A hyperplane is a flat affine subspace of dimension N-1 in an N-dimensional space. A hyperplane is represented visually as a line in 2D space and as a flat plane in 3D space Figure 2.9. In layman's terms, a hyperplane is a decision boundary that aids in the classification of data points. A hyperplane is a flat affine subspace of dimension N-1 in an N-dimensional space. A hyperplane is represented visually as a line in 2D space and as a flat plane in 3D space. In layman's terms, a hyperplane is a decision boundary that aids in the classification of data points. There are numerous hyperplanes that could be used to split two classes of data points. Our goal is to locate a plane with the greatest margin, or the greatest distance between data points from both classes, as seen in Figure 2.8. Support Vectors are data points that are on or near the hyperplane and influence the hyperplane's position and direction (Figure 2.10). Using these support vectors, we maximize the classifier's margin, and eliminating them changes the position of the hyperplane.

The hyperplane is equidistant from the Support Vectors. These are termed support vectors because as their location changes, so does the hyperplane. This means that the hyperplane is exclusively dependent on the support vectors and no additional observations. SVM, as stated thus far, can only categorize data that is linearly separable.

Non-linear SVM:

What if the data is non-linearly separated? For instance, in Figure 2.11, the data is non-linearly separated and we cannot draw a straight line to classify the data points. The notion of Kernel in SVM is used to categorize non-linearly separated data. A kernel is a function that converts lowerdimensional data to higher-dimensional data. A kernel function is a way for taking input data and transforming it into the needed form of processing data. The term "kernel" refers to a set of mathematical functions used in Support Vector Machine to provide a window to manipulate data. Hence, in general, the Kernel Function modifies the training set of data so that a non-linear decision surface can transform to a linear equation in a larger number of dimension spaces. It essentially returns the inner product of two points in a typical feature dimension.

K ( x) = 1, i f ∥ x∥ <= 1 K ( x) = 0, Otherwise
Gaussian Kernel: When there is no prior knowledge about the data, the Gaussian Kernel is employed to conduct transformation.

K (x, y) = e - ∥x-y∥ 2 2σ 2

Gaussian Kernel Radial Basis Function (RBF):

The same as the previous kernel function, but with the addition of the radial basis approach to improve the transformation.

K (x, y) = e -γ∥x -y∥ 2 K (x, x1) + K (x, x2)( Simplified -Formula ) K (x, x1) + K (x, x2) > 0 K (x, x1) + K (x, x2) = 0
Sigmoid Kernel: This function is comparable to a two-layer neural network perceptron model, and it is utilized as an activation function for artificial neurons.

K (x, y) = tanh γ • x T y + r
Polynomial Kernel: It shows the similarity of vectors in a feature space in the training set of data over polynomials of the original variables utilized in the kernel.

K (x, y) = tanh γ • x T y + r d , γ > 0 Figure 2.
12 illustrates four different SVM kernels and their distinctive feature on different data sets.

Ensemble Methods: Ensemble learning approaches are made up of a collection of classifiers. The predictions of decision trees are pooled to determine the most popular result. Some of the advanced ensemble classifiers are: Stacking, Blending, Bagging and Boosting. Bagging, also known as bootstrap aggregation, and boosting are the most well-known ensemble approaches. Leo Breiman [START_REF] Breiman | Bagging predictors[END_REF] invented the bagging method in 1996; in this method, a random sample of data from a training set is picked with replacement-that is, individual data points can be chosen more than once. Following the generation of multiple data samples, these models are trained independently and depending on the type of task-i.e. The average or majority of such predictions yields a more accurate estimate in regression or classification. This method is frequently used to reduce variance CHAPTER 2. BACKGROUND AND RELATED WORKS in a noisy dataset.

Word Embedding

A word embedding is a representation of a word in natural language processing (NLP). Text analysis employs word embedding. The representation is often a real-valued vector that encodes the meaning of the word in such a way that words that are close in the vector space are assumed to have comparable meanings. Word embeddings can be obtained by language modeling and feature learning approaches, in which words or phrases from the lexicon are mapped to real-number vectors. Word embeddings are a class of techniques that represent individual words as vectors in a defined vector space. Each word is mapped to a vector, and the vector values are learned; therefore, the technique is frequently grouped with deep learning. Thus, Neural networks, dimensionality reduction on the word co-occurrence matrix, probabilistic models, explainable knowledge base technique, and explicit representation in terms of the context in which words appear are all methods for generating this mapping. In the learned vector space, words support basic algebraic operations, which is one of the surprising results of word embedding. A typical example is the study of analogy pairs -king: queen, man: woman -in which king-man plus woman equals queen (see Figure 2.13).

When employed as the underlying input representation, word embeddings have been demonstrated to improve performance in NLP tasks such as syntactic parsing and sentiment analysis. Typically, each word is represented by a vector with up to hundreds of dimensions. In comparison, limited word representations, such as a one-hot encoding, require thousands or millions of dimensions.

There are numerous neural word embedding strategies, such as word2vec [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF] and Glove [START_REF] Pennington | Glove: Global vectors for word representation[END_REF]. The following is one example of a widely used distributed text representation: Word2Vec. In this thesis, we applied Word2Vec for word embedding purposes. Therefore, we provide an explanation of it here.

Word2Vec

Word2vec is a method for computing vector representations of words developed by a team of Google researchers led by Tomas Mikolov [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF][START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF]. Google maintains an open-source version of Word2vec that is distributed under the Apache 2.0 license.

Word2vec is a two-layer neural network that vectorizes words to process text. It takes a text corpus as input and produces a set of vectors as output: feature vectors that represent words in that corpus. Word2vec is not a deep neural network, but it converts text to a numerical format that deep neural networks can understand.

The uses of Word2vec go beyond language processing. It can be applied to genes, codes, likes, playlists, social media graphs, and other verbal or symbolic sequences that include patterns. Since words, like the other data described above, are essentially discrete states, we are merely seeking for the transitional probabilities between those states: the likelihood that they will co-occur. Word2vec's objective and utility is to combine vectors of related words together in vector space. That is, it uses mathematics to find similarities. Word2vec generates vectors, which are distributed numerical representations of word characteristics, such as individual word context. It accomplishes it without the need for human involvement.

Word2vec can produce accurate assumptions about a word's meaning based on previous appearances if given enough data, usage, and circumstances. These educated estimates can be used to determine a word's relationship with other words (for example, "man" is to "boy" what "woman" is to "girl"), or to cluster and categorize texts. These clusters can serve as the foundation for search, sentiment analysis, and recommendations in disciplines ranging from scientific research to legal discovery, e-commerce, and customer relationship management.

Word2vec works similarly to an autoencoder in that it encodes each word in a vector, but instead of training against the input words via reconstruction, like a constrained Boltzmann machine does, word2vec trains words against other words in the input corpus.

Word2vec does so in one of two ways which are illustrated in Figure 2.14: it predicts a target word using context (a method known as the continuous bag of words, or CBOW), or it predicts a target context using a word (a method known as skip-gram). Therefore, skip-gram tries to guess neighboring words using the current word. The latter method is used because it yields more accurate results on huge datasets.

When the feature vector assigned to a word cannot effectively anticipate its context, the vector's components are changed. The context of each word in the corpus is a mentor, providing back error signals to alter the feature vector. By altering the numbers in the vector, the vectors of words judged similar by their context are nudged closer together.

Because the representation of each word is a vector with a size equal to the size of the vocabulary, it is typical to have (e.g.) 500 numbers arranged in a vector representing a word or group of words. Each word is represented as a point in a 500-dimensional vector pace by these numbers. More than three-dimensional spaces are difficult to visualize.

Things and thoughts that are similar are demonstrated to be "close." Their respective meanings were converted into measurable distances. Qualities are transformed into quantities, allowing algorithms to function. But, similarity is only one of the numerous correlations that Word2vec can learn. It can, for example, assess the relationships between words in one language and map them to words in another.

For instance, If we have word2vec vector of the word Paris, we can not tell much by looking at the values. However, if we visualize it a bit therefore we can compare the word Paris with other city word2vec vectors. Figure 2.15 presents countries and their capital vectors. These vectors form the foundation of a more thorough word geometry. Not only will Rome, Paris, Berlin, and Beijing Two key hyperparameters in word2vec training process are the window size and the number of negative samples. The Gensim default window size is 5 (two words before and two words after the input word, in addition to the input word itself). The number of negative samples is an another training process factor. The original paper suggests that five to twenty negative samples is an ideal ratio. It also states that a sample size of 2 to 5 is sufficient when the dataset is sufficiently large. The default for Gensim is five negative samples.

Word2vec will be employed in chapter 4 and chapter 5 in different case studies. For more details on how the input and output of Word2vec may lookalike, you can refer to these chapters.

Visualization of word embeddings

Constructing distributed representations for words using neural language models and analyzing the resulting vector spaces has become an important component of natural language processing (NLP). The NLP community has begun to adopt high-dimensional visualization techniques in order to gain insight into the relationship between words. For instance, the authors of [START_REF] Liu | Visual exploration of semantic relationships in neural word embeddings[END_REF] introduced new embedding techniques for visualizing semantic and syntactic analogies, along with tests to determine if the resulting views capture salient structures. Furthermore, researchers frequently utilize t-distributed stochastic neighbor embeddings (t-SNE) [START_REF] Van Der Maaten | Visualizing data using t-SNE[END_REF] and principal component analysis (PCA) to produce two-dimensional embeddings for assessing the general structure and studying linear relationships (e.g., word analogies), respectively.

Hence, the embedding layer has very high dimension, and it is necessary to use a technique to decrease the dimension for visualization. In particular, nonlinear dimension reduction strategies, most notably t-distributed stochastic neighbor embedding (t-SN) are used to provide a high-level overview of the embedding space. It is the most frequently utilized method for visualizing word embeddings. t-SN is optimized for two-dimensional visualization and is more likely to reveal data's inherent clusters. While, PCA, highlights word categories rather than the desired analogy direction. Mainly, It captures the largest variance in the data, which corresponds to the difference in the meaning of the words [START_REF] Liu | Visual exploration of semantic relationships in neural word embeddings[END_REF].
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Sentence Embedding

In recent years, the concept of word embeddings has become popular in the NLP field. Due to the hierarchical nature of human languages, it is insufficient to interpret a text simply based on a comprehension of each individual word. This has led to a recent study that are semantically robust for longer segments of text, such as sentences and paragraphs. Many machine learning approaches require data in the form of a fixed-length feature vectors. When it comes to texts, one of the most common fixed-length features is bag-of-words [START_REF] Amini | Interactive Learning for Text Summarization[END_REF][START_REF] Le | Distributed representations of sentences and documents[END_REF]. Each word is treated as an equivalent entity in the bag-of-words models [START_REF] Zellig | Distributional structure[END_REF]. A bag-of-words is a text representation that specifies the word occurrences in a document. We solely check word counts, disregarding grammatical intricacies and word order. They ignore a word's semantic meaning. A bag-of-word model, for instance, does not recognize that a horse and a pony are more similar than a horse and a dog. The TF-IDF (term frequency-inverse document frequency) method is one of the methods based on the Bagof-words. The TF-IDF of a word within a document is computed by multiplying two metrics: The term frequency (TF) of a word in a document and The inverse document frequency(IDF) of the word across a set of documents. By multiplying the values of these two terms, the TF-IDF score of a word in a document is determined. The higher the score, the more important that word is in that document. Despite its popularity, bag-of-words techniques have two main weak points: they lose the word ordering and ignore the semantics of the words. Recent implementations, such as the doc2vec technique [START_REF] Le | Distributed representations of sentences and documents[END_REF], integrate word and document embeddings to represent sequences. Mikolov introduced Doc2vec [START_REF] Le | Distributed representations of sentences and documents[END_REF] as a simple extension of Word2Vec (his previous study) to learn document-level embeddings. It was proposed in two forms: dbow (distributed bag of words) and dmpv. Dbow is a simpler model that completely ignores word order, whereas dmpv has more parameters and is more complex. Dbow works in the same way as skip-gram and dmpv acts similarly to cbow. [START_REF] Yang | Parameter-free sentence embedding via orthogonal basis[END_REF] proposed two categories to compare sentence embedding approaches: non-parametrized and parametrized approaches. Parametrized sentence embedding models are parametrized and require training to optimize their parameters, whereas non-parametrized sentence embedding are parameter-free and require no further training upon pre-trained word vectors.

Outlier Detection Techniques

A number of different application domains employ anomaly detection techniques. Examples include Data Leakage Prevention (DLP), fraud detection, and medical applications. In each of these very different fields, synonyms are widely applied for the anomaly detection process, which includes outlier detection, novelty detection, fraud detection, intrusion detection, and behavioral analysis. Based on study in [START_REF] Goldstein | A comparative evaluation of unsupervised anomaly detection algorithms for multivariate data[END_REF] 

Local Outlier Factor

The local outlier factor (LOF) [START_REF] Markus | LOF: identifying density-based local outliers[END_REF] is the most well-known local anomaly detection algorithm. It is categorized in the Nearest-neighbor based algorithm. LOF seeks to identify points with a lower density than their neighbors. Hence, it could detect some outliers in the low-density region overall which have even lower density compared to their neighbors, as well as some outliers in high-density regions which have a lower density compared to their neighbors. To calculate the CHAPTER 2. BACKGROUND AND RELATED WORKS LOF score, three steps have to be computed: First, the K-nearest-neghbors have to be found for each record x. In case of distance tie of the K t h neighbor, more than K neighbors are used. The density of a record is then estimated using the k-nearest neighbors N K by computing the local reachability density (LRD):

LRD k (x) = 1 o∈N K (x) d (x,o) |N K (x)| (2.1)
Lastly, the LOF score is determined by comparing the LRD of a record to the LRDs of its k nearest neighbors:

LOF (x) = o∈N K (x) LRD K (o) LRD K (x) |N K (x)| (2.2)
In general, the LOF score is a ratio of local densities. Since it only considers its local neighborhood and the score is mainly focused on the k nearest neighbors, it is simply a ratio of local density.

Obviously, global anomalies can also be discovered due to their low LRD in comparison to their neighbors. The algorithm calculates the score for each point in the dataset and utilizes LOF close to 1 as the standard to identify whether it is an outlier factor. If the ratio is closer to 1, it means that the density of x and neighbor points is not much different, and x and neighbors belong to the same cluster. If the ratio is less than 1, it means that the density of x is higher than the density of neighbors and x is dense points. if the ratio is greater than 1, it means that the density of x is less than the density of neighbors and x is an abnormal point.

Isolation forest

Isolation Forest is an unsupervised decision-tree-based technique that was first designed for outlier detection in tabular data. It works by randomly dividing sub-samples of the data based on some attribute/feature/column. The notion is that the rarer the observation, the more probable it is that a random split on some feature will isolate outliers in one branch, and the fewer splits it will take to isolate (form a partition with just one point present) an outlier observation like this.

If there is an outlier in the data, and we pick a column at random in which the value for the outlier point is different from the rest of the observations, and then we pick an arbitrary threshold uniformly at random within the range of that column and divide all the points into two groups based on whether they are higher or lower than the randomly-chosen threshold for that column, then there is a higher chance that the outlier will be found.

Outliers are not often defined by having a single extreme value in a single column, therefore a successful outlier identification algorithm must consider the relationships between numerous variables and their combinations. One such method is to construct an "isolation tree" which consists of recursively repeating the randomized splitting procedure outlined above (that is, we divide the points into two groups, then repeat the process in each of the two groups that are obtained, and continue repeating it on the new groups until no further split is possible or until meeting some other criteria).

According to this scheme, the more common a point is, the more splits it will take to leave the point alone or in a smaller group compared to uncommon points -as such, the "isolation depth" (number of partitions that it takes to isolate a point, hence the algorithm's name) in the isolation trees can be thought of as a metric by which to measure the inlierness or outlierness of a point.

A single isolation tree has a lot of expected variability in the isolation depths that it will give to each observation; thus, for better results, an ensemble of many such trees -an "isolation forest"may be used instead, with the final score obtained by averaging the results (the isolation depths) from many such trees.
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There are other potential methods to improve the procedure's logic (for example, projecting an isolation depth after reaching a particular limit), and the resulting score can be standardized for ease of use, among other things.

When compared to other outlier/anomaly identification approaches like "local outlier factor" or "one-class support vector machines," isolation forests have the following advantages:

• It is resistant to the occurrence of outliers in training data.

• Multi-modal distributions are robust.

• Variable scales are unimportant.

• Much easier to install.

It is insensitive to the distance measure used (since it does not use one in the first place). Furthermore, because they output a standardized outlier metric for each point, such models can be used to generate additional features for regression or classification models, or as a surrogate for distribution density, which is not equally acceptable for all outlier detection approaches.

As stated previously, Isolation forest outlier detection is simply a collection of binary decision trees. Also, each tree in an Isolation Forest is known as an Isolation Tree (iTree). The approach commences with data training by constructing Isolation Trees.

Let's examine the entire algorithm step-by-step:

• A random subsample of the data is selected and assigned to a binary tree when a dataset is provided.

• The tree's branching begins with the selection of a random feature (from the set of all N features). Thereafter, branching is performed based on a random threshold ( any value in the range of minimum and maximum values of the selected feature).

• If a data point's value is less than the specified threshold, it is routed to the left branch; otherwise, it is sent to the right. Hence, a node divides into left and right branches.

• This technique is repeated recursively until each data point is completely separated or until the maximum depth is attained.

• The preceding procedures are performed to generate random binary trees.

Model training is complete after an ensemble of iTrees (Isolation Forest) is generated. A data point travels through all previously trained trees during scoring. Now, an 'anomaly score' is applied to each data point based on the tree depth required to reach that point. This score is an aggregation of each iTree's obtained depth. A -1 anomaly score is assigned to anomalies and a 1 anomaly score is allocated to normal points based on the contamination (percentage of data with anomalies) parameter provided. Figure 2.16 illustrates the realization of Isolation Forest around two different datasets.

Conclusion

This chapter took a glimpse at a large quantity of related work on software log mining tasks. It also provided a review of the data analysis and machine learning techniques used in this research. To conclude this chapter, it can be mentioned that there is already a large amount of literature in the field of log mining tasks that deals with similar topics such as fault prediction, anomaly detection, In this instance, the depth limit of the tree was reached prior to the identification of the point.

and test log minimization. However, these approaches do not fulfill all the requirements that are specifically addressed in the Philae objectives.

Addressing the gap between the existing methods and publications and the requirements of Philae's case studies was the focus of this research. We must mention four main deficiencies in the published methods:

• Application-specific solutions: software artifacts differ in many aspects, from their architecture, the nature of the data that they process, their response time, and network activities to their log output information, as well as in the nature of their faults, the complexities of their causality, and how their effects are projected on the log files. And this is only if we want to name a few. Therefore, available approaches are either limited to a specific software environment or they make some basic and general assumptions about how software behaves. This fact limits the generalization of the existing methods in some particular cases. For instance, in the coming chapter, we will show why existing solutions cannot address status monitoring log files.

On the Philae project, we dealt with two different case studies, which were augmented to three with another open-source software. We had different log mining tasks to accomplish on each case study. Therefore, we were seeking a methodology to consolidate all the log mining tasks from all case studies into a generalized approach where we could create a machinelearning model to address them all.

• Discovering mutual and multi-causation effects: To the best of our knowledge, none of the existing approaches are meant to find mutual effects of different events to trigger a bug. For instance, in Philae case studies, some anomalies were caused by a group of events in some specific order of appearance. Hence, one gap to fill was to learn about these complex causalities between events and failure or anomaly.

• Having fewer empirical variables: dealing with different scales and complexities of different software, we must tune proposed methods to be scaled appropriately with the software. For instance, in noisy log files, the anomaly detection threshold must be precisely tuned to avoid false alarms. One gap to fill from the related work was to have an approach with fewer empirical variables. This makes the proposed approach more generic, less error-prone, and easier to deploy.

• Unsupervised learning: On top of all the above-mentioned shortages to address, unsupervised learning gains great importance. Software logs could be huge and creating a learning data set out of them for supervised learning may require considerable time, and in some cases, it might be infeasible. Unsupervised learning creates a fast and easy model creation without minimal manual intervention or pre-processing for labeling the data on the log files.

In this regard, this dissertation advances the state of the art by providing log analysis and machine learning techniques to log mining tasks to reach Philae objectives.

Chapter 3

The Log mining Methodology 

Introduction

Logs are generated by log statements in software source code. Developers insert log statements to expose and register information about the internal behavior of a software artifact in a human comprehensible fashion [START_REF] Oliner | Advances and challenges in log analysis[END_REF]. Log inspection is a general way that helps developers in some software maintenance activities such as testing, debugging, predicting, and diagnosis. The content and format of logs can vary from one software system to another.

The classical viewpoint on software testing assumes that for each given input entry, the software returns an output (or a log event) record which are distinct from the other input-output (or input-log-event) pairs. Accordingly, assigning "Pass" or "Fail" labels to the output logs is mostly feasible based on the input and the expected software functionality. These separated "inputoutput" or "input-log" pairs form a basis to test a software artifact or perform some post-processing steps on test-suites, like "regression testing" or "test-suite reduction" [START_REF] Afshinpour | Reducing Regression Test Suites using the Word2Vec Natural Language Processing Tool[END_REF]. From this perspective, the effect of a single or a set of inputs is mapped to a limited set of outputs or log events. Therefore, much software testing improvements, especially, newly emerged machine-learning approaches hold this underlying assumption. A shopping software is an example of these types of software, in which, every action (adding items to the basket, check-out, payment) is associated with its own outputs or log events. The meaning of the error, as an undesired output or log observation, is clearly determined by the input under this assumption [START_REF] Afshinpour | Reducing Regression Test Suites using the Word2Vec Natural Language Processing Tool[END_REF]. When an erroneous output is detected, software developers investigate the corresponding input to find out where, in the code, it triggers the error. Also, distinguishing the erroneous and the correct outputs/logs allows proposing supervised machine learning approaches to test/log analysis, prediction, modeling or even reduction [START_REF] Kimura | Proactive failure detection learning generation patterns of largescale network logs[END_REF]. We called this situation Software-Level Activity (SLA) logging due to the fact that the output log is a trace of software activities and outputs. The format of log data in SAL logging can vary significantly among software systems. They typically capture events by recording the time when the event occurred, information about which user caused the event, and details about the software system's reactions.

In contrast to the SLA logging, for certain types of software, associating a fault situation to a specific input-output is not explicit. Instead, the internal faults drive the computer system into a period of anomalous behavior, which may end up in a system failure. Many of complex software systems experience similar situation. For instance, a network appliance, a cellphone, cloud infrastructures or a multi-user operating system may experience a period of anomaly that ends up in a system reboot. In such systems, there is a time epoch between a failure and the input that caused the failure. Knowing the period of anomaly and localizing its root cause input are in favor for two reasons: first, it allows system administrators to predict system failure and take measures before it happens. Second, it gives system developers a clue of the root cause input to resolve the issue in the source code of the software. In the above-mentioned condition, when gathering SLA logs and outputs is not feasible, a practical way to find anomalous behavior and their root cause input is system-Level Monitoring logging. In Monitoring logging, software testers sample the device's status or monitoring information (e.g: memory/CPU usage, number of processes, etc.) and then study this status information to find anomalous behavior. In Monitoring logging, we can record some different metrics. Some metrics include the host or container CPU usage, memory utilization, and storage capacity. These metrics give a broad understanding of the infrastructure's status and how well it suits the application's requirements. However, other types of metrics, such as the slowest and most time-consuming requests, provide a deeper understanding. The Monitoring logging has an intuitive property: The rates of input arrivals and status sampling can be different, and generally, the status information is sampled in relatively slower pace than the input arrivals. A gigabyte network appliance is such an example, in which, the rate of data arrival is thousands of times faster than the possible status logging. In other words, the variations of the sampled values in status logging are significantly slower than the arrival rate of the inputs. Therefore, this approach has two serious challenges: the meaning of error is not directly linked to a specific input. Thus, we search for anomalous behavior instead of errors. But the second challenge is to relate inputs to the anomalies. In other words, a detected period of anomaly in the system spans over numerous inputs. Hence, finding an input or inputs that caused the anomalous behavior is challenging due to the slow pace of status sampling.

Top View of the Proposed Method

The general workflow of the proposed method is illustrated in Figure 3.1. It consists of three major steps: i.e., log analysis, model creation, and log mining tasks. In this section, we describe the general workflow of our proposed method. First, we elaborate on log analysis. Then, we describe model creation, and, finally; we introduce some major log mining tasks which we studied during this thesis, including failure prediction, root cause detection, test suit minimization and user behavior clustering.

Phase 1: Pre-processing on Software-Level Activity and Monitoring logging (System-Level Monitoring Logs)

The primary difficulties in working with logs, such as coping with inconsistent formats and extracting events from logs, is at the focus of several published methods for log analysis to understand user or system behavior, identify failure and its causes, locate abnormalities, ensure application security [START_REF] Adetokunbo Ao Makanju | Clustering event logs using iterative partitioning[END_REF], and predict fault, log analysis attempts to extract data and information from logs to cluster hosts [START_REF] Oprea | Detection of early-stage enterprise infection by mining large-scale log data[END_REF]. In this section, we go into greater depth about how our study's log analysis worked. We propose some preliminary steps to prepare log files to be processed by machine learning approaches. In this part, we distinguish between the log files with software activities and outputs (formerly called SLA logs) and those that only store the computer status information on time intervals (formerly called Monitoring logs). 

Log Parsing

Log parsing is typically required for machine learning approaches. They require numerical vectors as input data. It is essential to parse logs and transform their events to vectors because logs are semi-structured text. The first crucial step is to extract log messages into structured data for further analysis because logs are inherently unstructured or semi-structured. The first and most important stage in enabling accurate analysis is log parsing, which converts a stream of structured events from free-text raw log messages [START_REF] Zhu | Tools and benchmarks for automated log parsing[END_REF]. The log message typically includes constants and variables. Constants are the fixed language that developers write to explain system events, such as "Fail" or "Pass". For each repetition of the event, they remain constant. Variables, on the other hand, are the values of program variables that include dynamic runtime information (i.e., parameters), which can change depending on the circumstances of an event [START_REF] He | A survey on automated log analysis for reliability engineering[END_REF]. A structured log message is produced by a log parser.

Since there are many different event templates due to the complexity of the software, log parsing is still a difficult operation. Additionally, the frequent updating of the logging statement is caused by the frequency of program changes. Several automatic log parsing techniques exist, including [START_REF] Nagappan | Abstracting log lines to log event types for mining software system logs[END_REF][START_REF] He | Towards automated log parsing for large-scale log data analysis[END_REF][START_REF] Dai | Logram: Efficient Log Parsing Using n n-Gram Dictionaries[END_REF]. Both offline and online modes are supported by some of them [START_REF] Nagappan | Abstracting log lines to log event types for mining software system logs[END_REF][START_REF] Dai | Logram: Efficient Log Parsing Using n n-Gram Dictionaries[END_REF]. Offline log parsers need all the log messages in advance and parse the log messages according to rules. Online parsers, in contrast, parse the log messages as they come in. Some parsers preprocess the logs by deleting some variables or swapping them out with constants based on domain knowledge.

In the past, primary log messages were parsed using regular expressions to retrieve events. However, manually developing the rules to parse a log message takes a lot of time. Numerous research studies have suggested automated log parsing techniques, such as frequent pattern mining [START_REF] Vaarandi | A data clustering algorithm for mining patterns from event logs[END_REF], iterative partitioning [START_REF] Adetokunbo Ao Makanju | Clustering event logs using iterative partitioning[END_REF], and parsing trees [START_REF] He | Drain: An online log parsing approach with fixed depth tree[END_REF], to reduce the manual labor involved in log parsing.

To show an example of how log parsing may be carried out, we refer to log parsing in a case study in our research. In the scanner case study, we employed test suits, a set of test cases designed to be used to test software programs. Since any action-input-output combination may result in a distinct behavior of the system, we decided to distinguish between comparable events that have different inputs and outcomes. This is generally the case for the majority of software artifacts, and one can parse logs by distinguishing all or a subset of "input", "action" and "output" (or occasionally "timestamp"). Each action-input-output was represented for this reason as a triplet vector with the notation [a, p, o], where 'a' stands for the action. The input parameter is 'p', while the output parameter is 'o'. As a result, triplets can be used to encode all operations, inputs, and outputs. However, the idea can be used generically for any kind of software with any number of input and output parameters. In chapter 5, we go into great detail about it. In the Telecom case study in chapter 4, the log files contained a substantial record of inbound events spanning six months, as well as information on the device's status or monitoring. A lengthy list of input events with timestamps make up each test log. With samples obtained every 5 minutes, each monitoring record represents a full day of monitoring. 26 metrics are contained in each sample. chapter 4 expands on this in further detail. We explain how to connect these two sorts of logs in chapter 4. Additionally, we looked at the Train Ticket benchmark dataset. We describe it in chapter 4.

Log Partitioning

In complex software systems, the effects of different input events, coming from different sources, are interleaved and projected altogether on the output log. The purpose of log partitioning, is to divide our logs to extract independent sequences of events. This makes the inputs to the learn-CHAPTER 3. THE LOG MINING METHODOLOGY ing process less noisy and facilitates the machine learning's ability to distinguish among different behaviors of the event sources.

Log partitioning is an important step in creating learning materials based on the target of the machine learning problem. Here, we partition the input events into input sequences based on a specific attribute, around which, all the ML data mining will work and yield results. For instance, in a shopping application, if one partition logs based on their "customer ID", the ML would distinguish among users and we can assume final artifacts based on customer distinction, such as customer behavior clustering, customer behavior prediction, etc. Later, we can filter out similar customers and only focus on the customers with abnormal behavior based on the model created from the users' behaviors. Likewise, if we partition logs based on either "product ID", "days of a week" or "time" attributes, we would have different distinctions based on the chosen attribute.

In software-level activity logging, the timestamp and log identifier are often used to divide the log into sections. The timestamps in different formats can be easily extracted from raw logs in the log parsing phase (Section 3.2.1.1). It records the occurrence time of each log, which is a basic feature supported by many logging libraries. On the other hand, a log identifier is an identifier that indicates a series of related system actions or message transfers. For example, shopping software uses client ID to identify customers who perform various actions (such as scanning, deleting, and paying) during a particular session. Common log identifiers such as user ID, task/session/job ID, and so on can be extracted using log parsing. Log identifiers are a more explicit and clear indication for partitioning logs than timestamps. In our study, we divided logs using timestamp and customer ID in the Telecom and scanner case studies, respectively.

In monitoring logging, input events do not have a direct and exclusive link to the monitoring logs. Instead, the accumulated effect of a large number of input events is superposed and projected onto the status information. Therefore, correlating an individual input event to a status change in the monitoring log is not a straight-forward task. In other words, a system status record does not belong exclusively to a specific user, session, or source, and as a consequence, one cannot partition monitoring logs by relating them to different sources. To address this issue, we proposed to first pre-process the monitoring log to find anomalous time periods and their start and stop timestamps.

As a contribution of this research, to partition monitoring log files, we developed the idea of Bug-Zones and employed it in the Telecom and Train Ticket case studies. A Bug-Zone is a period of time during which a software system shows anomalous behavior. As described at the beginning of this section, monitoring logs or status information don't explicitly convey fail and pass conditions (unlike software-level activity logging). As a result, the Bug-Zone concept was a trial run for developing a meaning for a fault in monitoring logs where the normal continuation of the software system is perturbed for a period of time due to an abnormal internal condition and its effect appears on the status information. We developed a log-partitioning tool based on Bug-Zones (Bug-Zone finder). The Bug-Zones Finder includes the following steps: anomaly detection, outlier counter sliding window, standardization, outlier density curve generation, and Bug-Zone extraction. The first step in finding Bug-Zones is to use outlier detection functions to preprocess the monitoring data. It is possible to apply various techniques of outlier detection and then vote among them. The outlier counter sliding window simply counts the number of detected outliers inside a specific sliding window. The sliding window creates higher values as the number of outliers in a specific period of time increases. Then, a standardization pass removes the mean value of the sliding window output and modifies its standard deviation to one. The output is what we call the Outlier Density Curve (ODC) in chapter 4. Bug-Zones occur when the outlier density curve exceeds a threshold line. The general workflow of log partitioning is illustrated in Figure 3.2, which mainly consists of three main calculations: outlier detection, outlier counter sliding window, and The Bug-Zones, extracted from the monitoring log in the previous step, enable us to extract their potential causes among the input events. In this case, we always assume that the Bug-Zone's cause or causes occur prior to the Bug-Zone's start, within a limited delay before its effect appearance on the status information. Hence, the next step in monitoring log partitioning is to extract input events that occurred before the Bug-Zone (Pre-Bug-Zone). The input extraction time range is determined by the system developers' observations made on the outlier density curve, taking into account how long the root cause may have occurred prior to the Bug-Zone. The details will be covered later in chapter 4.

Phase 2: Machine-Learning Model Creation

The model creation step works on the pre-processed logs to create model artifacts ready for data mining usage, as presented in Figure 3. 

Input Event Representation

The first proposed step to create an ML model from the input events is to use a word embedding approach to create a vectorized representation of the input events. Consider a set of log files related to a software artifact, each of which, contains a different number of input events. As we treat input event sequences as sentences of words in a natural language, we analyze these log files using sequential tools developed for Natural Language Processing(NLP). Therefore, the terms word and input event have the same meaning and are used interchangeably.

Word2Vec [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF], as the main NLP tool in this research, is one of the widely used word embedding approaches. Word embedding is a group of word representation methods that extracts the similarity or closeness of the words in a series of sentences and represents them in a numerical form. Word2Vec creates a mapping from a text corpus's word set (so-called vocabulary) to an Euclidean space. In this thesis, every distinctive word (or input event in our application) in the vocabulary is assigned to a corresponding vector in the Word2Vec space. The distance between the words indicates their semantic relationship. Hence, two words with a close Euclidean distance in the Word2Vec space must have a close meaning. Therefore, the first step in the model creation phase is to extract the semantics of the input events. For instance, in the scanner case study, we partition the sequences of events (a session) that pertain to a particular client. Then, to acquire all information of the client's activities, each session is shown as a sequence of triplet vectors ([action, input parameter, and output]). As a result, we have some triplets for each session, and we treat them like words in NLP. By considering input events as sequences, we were able to discover sessions that were semantically related via Word2Vec. It should be noted that we store each triplet as a string (e.g: '[delete, barcode, 1]') and we treat them like words in natural language processing. For instance, in the following paragraph, it is a 15-element vector generated by the Word2Vec method that represents the triplet [scan, barcode, 0].

[scan, barcode, 0] : It must be noted that we are dealing with high-dimensional vectors and to reach a visual depiction of the created models, we used the t-distributed stochastic neighbor embedding (t-SNE) method [START_REF] Van Der Maaten | Visualizing data using t-SNE[END_REF] to show the syntactic and semantic relations of the words in two-dimensional space. Figure 3.4 shows the triplets' Word2Vec vectors from the shortest log file of the scanner case study. In this log, we have 61 sessions and 15 distinct triplets, hence the Word2Vec dimension for each vector is 15. These 2D visual depictions are useful to understand how ML is seeing the data on each step.

The input event representation step is identical for SLA and monitoring logging. The only main difference is how the input event sequences are generated for each category: The sequences of events in SLA logging have been created by log partitioning based on timestamps and log identifiers (e.g:userID, sessionID etc.), while the event sequences in monitoring logs have been created by Pre-Bug-Zone test extraction, as was described in the previous subsection. These distinctions will be discussed in the chapter 4 and chapter 5 Scanette (SLA logging case) and Telecom case studies (monitoring logging). Furthermore, in the Telecom case study, a model is built using input events extracted from test logs. We extracted input events that occurred before the anomalous period of time from the monitoring logs in the previous phase. Pre-Bug-Zone sequences are what we call them. We then extracted random time intervals from time ranges that were not in the Pre-Bug-Zone. Each Random-Zone or Pre-Bug-Zone input array is considered a sequence. Each input event in that array is similarly treated as a one-hot-coding vector.

In order to implement our Word2Vec model, we utilize Gensim [START_REF] Rehurek | Gensim-python framework for vector space modelling[END_REF], to produce a set of word embedding by the dimensionality D and the context window size W. We go over these examples in detail in chapter 4 and chapter 5. 

Sequence Representation

After the first step, each word has a numerical vector representation and the distance between two vectors determines how their two corresponding words are semantically close. So far, each sentence (sequence of events) is a sequence of vectors. The next step is to make a single vector representation for each sentence.

A sequence representation vector is a superposition of all words in that sentence. This step enables us to measure the similarity of the sentences. There are different methods to create a single vector from a sequence of vectors [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF][START_REF] Le | Distributed representations of sentences and documents[END_REF][START_REF] Conneau | Supervised learning of universal sentence representations from natural language inference data[END_REF][START_REF] Arora | A simple but tough-to-beat baseline for sentence embeddings[END_REF]. As we illustrate in Figure 3.3, we employ two different methods in our model for sentence embedding; sentence averaging and concept-space creation.

Sentence Averaging: In fact, a common method to achieve sentence representations is to average the word representation vectors. This is a basic and common method for creating distributed sentence embeddings that do not take word order into account.

Concept-Space Creation:

In addition to comparing the averaging method's results, we propose the concept-space method, which is based on a similar idea expressed in [START_REF] Pessiot | Improving document clustering in a learned concept space[END_REF] and uses vectors to represent each sequence. The steps required for creating concept space from test events are depicted in Figure 3.5. To achieve concept space vectors, first, we clustered input events (or words) based on their semantics into groups of similar events. As a result of using a clustering method (typically K-means), we get C oncept = [con 1 , . . . , con n ]. Then we referred to each group as a concept. In fact, each vector characteristic corresponds to the proportion of events from clusters that appear in the sequence. For example, in Figure 3.6, the input events of the Telecom case study are plotted in part (a). After using the K-means approach, the identified concepts are displayed in part (b).

After developing the concepts, it is feasible to determine the conceptual presentation of an event sequence by observing its events and the concepts to which they belong. For example, we have a sequence of tests like S 1 = [t 1 , t 2 , t 3 , t 4 , t 5 , t 6 , t 7 ]. After finding how many input events in this sequence belong to each concept, we can have one vector that represents this sequence. For instance, [0,2,0,3,2,0] means that we have two tests from concepts 2 and 5, three tests from concept 4, and no tests from concepts 1, 3, and 6.

The efficiency of simple averaging and concept space representations will be compared in an example in the Train Ticket Benchmark subsection in chapter 4. 

Feature Selection: extracting important dimensions

Some datasets with a large number of features (or dimensionality) and few samples tend to be particularly prone to overfitting. The use of an overfitted model may lead to errors during the research, which may then lead to more errors. Noisy features can also amplify the difficulty. Noisy data has a tendency to affect machine learning algorithms. As the dimensionality increases, the computational cost also increases, usually exponentially [START_REF] Zena | A review of feature selection and feature extraction methods applied on microarray data[END_REF]. To overcome this problem, it is necessary to reduce the number of features that are being considered. Two approaches are usually used to reduce the number of features: 1-feature subset selection and 2-feature extraction.

Feature subset selection: It is one way to remove redundant and irrelevant features. It does not modify the original data representation. One objective for feature subset selection methods is to avoid overfitting the data in order to make further analysis possible [START_REF] Zena | A review of feature selection and feature extraction methods applied on microarray data[END_REF]. There are three distinct feature selection algorithms: the filters that extract features from data without any learning involved. The wrappers that utilize learning methods to find significant features. And the embedded techniques which combine the feature selection step and the classifier construction.

Feature extraction: In contrast, in order to reduce the dimensionality of the selected features, feature extraction creates new variables through the combination of others. Feature extraction serves two purposes: separating useful information from irrelevant data and decreasing the number of classification procedures by reducing the dimension. Its advantage is that new features can be compressed more efficiently; a disadvantage of this is that the initial feature set has a specific meaning, and the new features may lose their meaning [START_REF] Jia | Feature dimensionality reduction: a review[END_REF].

A well-known feature selection technique is random forests. It is a collection of classifiers. Feature selection using Random forest falls under the category of embedded techniques. Embedded methods are a combination of filter and wrapper methods. The forest with the smallest amount of features and the lowest error is selected to be the feature subset. In some studies, it was demonstrated that the RF approach has high precision among all categories and is the best classifier [START_REF] Chen | Selecting critical features for data classification based on machine learning methods[END_REF], [START_REF] Dewi | Human activity recognition based on evolution of features selection and random Forest[END_REF]. In [START_REF] Vens | Random forest based feature induction[END_REF], shows that among of the machine learning techniques, Random Forests(RF) have been an excellent tool to learn feature representations.

Another example of feature extraction is PCA (Principal Component Analysis) method. PCA is a statistical analysis technique that, from the perspective of feature validity, transforms numerous feature indicators into a small number of extensive indications. Even though PCA is excellent for the vast majority of feature extraction, it is a linear model, which may be unsuitable for some datasets. Another technique for dimensionality reduction is t-Distributed Stochastic Neighbor Embedding (t-SNE) [START_REF] Van Der Maaten | Visualizing data using t-SNE[END_REF]. For each point, it determines which other points are its "neighbors" and attempts to ensure that each point has the same number of neighbors. Then, it attempts to embed the points so that each has the same number of neighbors. The choice of feature selection or extraction depends on the data set's characteristics, including noise, amount of available data, and variety of events. In some cases, feature selection removes noisy dimensions, which in turn leads to better accuracy and speeds up processing by having lower-dimensional data. On the other hand, in some other cases, it might be not effective or even remove some features that convey important information.

Universal Clusters Construction

The final step of the model creation is to construct the Universal Clusters (UC) by clustering the sentence vectors. These clusters are essential to the verdict on sentences' semantics and their behavior for log mining tasks such as failure prediction. In fact, if the model creation step effectively succeeds in extracting meaningful information from the input event sequences, then we would expect to see that a particular cluster covers a group of input event sequences that all show some similarities in their semantics, for instance, in terms of input events and their order of appearance. We can also state that the UCs project all possible topics (concepts) in the input event sentences. Each input sequence should belong to one of these UCs. The distance between an input sentence and UCs is used for prediction or root cause detection tasks. These will be covered in the following section.

The way to use the UCs depends on the log mining task and will be covered shortly after this subsection. For example, depending on whether the majority of the test sequences in that UC result in a fail condition, the UC may be labeled as Pass or Fail. Likewise, the center of a UC may gain importance if we want to know to which cluster a new test sequence belongs and hence shows similar semantics or effects as the sequences belonging to that UC. The UC center is simply an element-wise averaging of the cluster members, and the label is the same as the label of the majority of the cluster members.

As Figure 3.7 shows, a clustering algorithm must be employed to create UCs from all sequences. It must return a set of clusters UC = {uc 1 , . . . , uc U }, each with a corresponding center calculated by averaging the members of the cluster, and possibly a label that indicates if the majority of the cluster members trigger the failure. The label is generally used for prediction tasks. Therefore, we would have a set of UCs and each of which is designated by its center and its label: 

UC = {uc 1 , . . . , uc U } (3.1)
uc i = (cent er i , l abel i ) (3.2)

Phase 3: Log Mining Tasks

Log mining employs statistics, data mining, and machine learning techniques for automatically exploring and analyzing a large volume of log data to glean meaningful patterns and informative trends [START_REF] He | A survey on automated log analysis for reliability engineering[END_REF]. The generated structures and data could help in the management, monitoring, and troubleshooting of software systems. Finding meaningful failure logs manually is similar to looking for a needle in the desert. In addition, software and hardware faults may cause failures due to the complexity of advanced software systems. Therefore, advanced strategies for implementing automatic log mining are in high demand. This part introduces four important log mining problems, including root-cause detection (section 3.2.3.1), online failure prediction (section 3.2.3.2), test log minimization (section 3.2.3.3), and user behavior clustering (3.2.3.4). For each of them, we explain how our proposed method can help to achieve these objectives.

Root-cause Detection

In general, the goal of root cause analysis methods is to identify the precise source of an issue so that corrective measures can be taken to prevent its repeat. After detecting an anomaly or identifying a performance issue, the analyst determines the underlying cause by examining and interpreting a vast volume of log information. System administrators can obtain significant information for root cause analysis by correctly classifying and correlating log events. In this study, the objective of RCA is to identify the relationship between incoming events (such as inputs, network requests, new connections, new user logins, etc.) and any anomalous software behavior. Further research into detecting root-cause in software source code goes beyond the goal of Philae case studies and, as a result, this research. Universal Clusters are meant to cluster the bug-triggering test sequences in the same clusters. As a result, they can point software developers to tests that cause a test sequence to fall into a bugtriggering UC. The software developer can later focus only on a limited number of bug-triggering tests and ignore the others. To extract this root-cause information from UCs, we proposed two different methods, 1) Subtracting UC centers and 2) Mining the model created by the UC clustering algorithm. Here, we give a general view of the two methods:

1) Subtracting UC centers: The UC centers, as averages of all sequences in that cluster, can reveal the features that are distinguishable between a bug-triggering cluster and a safe cluster. For example, in an abstract illustration in Figure 3.8 which is drawn in two dimensions, there are four UCs, each contains several test sentences extracted from pass (non-Bugzone/Randome-Zones) and fail (Pre-Bug-Zone) periods (Pre-Bug-Zone and Random-Zone are two different extracted tests sequences in Telecom case study). In each cluster, one of these two categories is in the majority. The cluster label is the same as the label of the majority of members. A and B represent the centers of two UCs. By subtracting the two centers A and B , one labeled as pass and one labeled as fail, one obtains a vector such as [d i f f 1 , . . . , d i f f C ]. The index of the largest value (e.g:

f i max = MAX [d i f f 1 , . . . , d i f f C ].
) indicates the concept with the highest contribution to the bug triggering. Therefore, the members of C oncept i max are the potential root cause of the anomalies, since their presence differentiates members of A from members of B . It should be recalled that the members of C oncept i max are words that are equivalent to input event types that directly 2

) Mining the model created by the UC clustering algorithm:

The second method for determining the root cause is to examine the model created during the UC creation step. During the UCs creation, a clustering algorithm distinguishes between fail and pass sentences and clusters them based on their concept-space vectors. Usually, the clustering algorithm creates an internal (probabilistic) model from the inputs. From that model, we can extract the features (concepts) importance or their discriminative power to tell clusters apart [START_REF] Oumaima | A supervised methodology to measure the variables contribution to a clustering[END_REF][START_REF] Alghofaili | Interpretable K-Means: clusters feature importances[END_REF]. The most important concepts and their input events are suspects in the abnormal behavior. logistic regression is another method for determining the significance of the features. Logistic regression is used to analyze data and the relationship between a dependent variable and one or more independent variables. Independent variables may be nominal, ordinal, or interval in type. We can train it using Universal Clusters data. It fits a logistic function curve based on Universal Clusters' features. The goal of logistic regression is to identify coefficients that appropriately fit the data and minimize error. Since the logistic function returns a probability, we may use it to order possibilities from least probable to most likely. We use logistic regression in the Telecom case study for the same purpose. This will be covered in chapter 4.

Online Failure Prediction

Online failure prediction provides system administrators with advance warning of imminent abnormal situations and possible system failures. To create an online predictor, we need only train a classifier using a set of sentences labeled with different categories. The classifier learns the sequence classes that are more likely to belong to the first set and distinguishes them from the other sequence types. However, we suggest a second method that employs the created UCs centers as indicators to identify if a series of events may lead to a failure. Assume that the most recent events set that just arrived to the system is denoted by Last I nput s = {I 1 , . . . , I 3τ }. In the prediction phase, the conceptual vectorized version of the most recent input events can be calculated from the created model: Last I nput C oncept =[con i 1 , . . . , con iC ]. It must be noted that the output vector has a dimension of C, regardless of the number of input events. The closest UC to this vector determines the prediction verdict. For instance, we imagine that the smallest cosine distance is between Last I nput C oncept and UC with a fail label. Therefore, the predictor predicts a failure to happen soon. By a new input arrival, updating Last I nput C oncept = [con i 1 , . . . , con iC ] is not a complex task. Assume that an input event I (3τ+1) arrives and I 1 (the oldest event) must be excluded from the calculations. Then, based on the concepts, to which I 1 and I (3τ+1) belong, one concept value in Last I nput C oncept must be decremented, and another one must be increased. The cosine Like any other online predictor, the proposed method is a subject of false positive, false negative, and computational complexity estimations that will be covered in the case studies.

Test Suite Minimization (Log Reduction)

A common issue in software testing research is this: Given a piece of software S and a corresponding test suite T, how can we quickly determine whether S passes on T, or if not, which test cases failed? The first obvious solution is to run the entire T and observe the S's output, but this is not considered an efficient solution since software input events are generally a large number of test sequences. The purpose of this log mining task is to use the created model from the previous section to reduce or minimize a test suite to a considerably lower number of input events while the reduced set still has the same effect as the whole test suite T, or, in other words, they trigger the same fault as the whole T.

Here, we assume that the test suite T is composed of several sequences of input events. Referring to the previous section, the UCs created from the test sequences can be used to minimize T. As Figure 3.9 shows, a way is to simply take one representative test sequence from each cluster and run only those test sequences. In this case, we expect to see that the representative of each UC has the same effect as all UC members combined.

Here, we observe a compromise between the level of test minimization and the coverage of the whole T 's effect. In other words, the more one reduces the number of input events, the more likely it will be that the minimized set has a less fault-triggering effect of the test suiteT. One way to trade between the minimization level or fault-triggering effect is to create less or more UCs as described in subsubsection 3.2.2.4. The higher number of UCs means more fine-grained distinction between the semantics of the test sequences and also more representative test sequences, which, in turn, means a higher probability to trigger more faults.

The Scanette case study in chapter 5 is an example of test suite minimization. The effectiveness of the proposed method for this log mining task will be covered in that section.

User Behavior Clustering

User Behavior Mining (UBM), as was introduced in Section 2.2.3.1 is used in process mining (business model extraction, user behavior analysis, etc.) in complex software systems. Identifying higher-level actions from lower-level interaction logs can be challenging. This is due to the fact that it can be difficult to put together and then describe activity at a lower level. Preprocessing a log using trace clustering, which divides it into smaller groups of related traces, is one technique to deal with this issue. The ideal outcome of applying process discovery to those more coherent CHAPTER 3. THE LOG MINING METHODOLOGY sub-logs is a series of simpler, easier to understand process models that together give a better perspective of the entire log [165].

Here, we can consider two tasks for the extracted UCs in phase with UBM: 1) Users' behavior clustering, 2) User behavior prediction. Before briefing each task, we must note that we assume that each test sequence is a track of a particular user's actions, which we will refer to as a session. A session in an online shopping software, for example, could be a series of actions beginning with log-in, product search, adding to the basket, and payment. With this assumption, the UCs are created based on the semantics of user actions, and each member of a UC is a user session.

1)User behavior clustering: Universal Clusters intuitively divide users' sessions into several categories. The population of the UCs might give an insight into answering further statistical questions, such as UCs might give an insight into answering further statistical questions, such as "similarity of user behaviors", "diversity of their actions", etc. The distribution of a particular user's session among UCs might reveal information on his or her preferences. Finally, we may find overused and unused services and resources to remove system bottlenecks and optimize the system's performance.

2)User behavior prediction: Because we discovered user clusters that were instructive during the analysis of log files in our case studies, we decided to include UBM as one of the log mining objectives in this study. Due to the current surge in interest in ML-based UBM, we choose to look into this task in our log analysis.

Experimentation on Case Studies

Given this description of our proposed method, we aim to shed light on a number of empirical questions: (1): How effective is the proposed approach? (2): What is the complexity of the proposed method? To this end, we present an evaluation of our model over three different case studies. We present them in detail in chapter 4 and chapter 5.

Conclusion

In this chapter, we presented a method that aims to create an ML model from software logs by treating the input events as words in a word-encoding NLP scheme. The created model is evolved by extracting semantics and concepts from the vocabulary (input events) to establish a conceptual vector representation of each test sequence. Then, by clustering the test sequence vectors, universal clusters are formed to be the basis for some important log mining tasks, including rootcase detection, fault prediction, test suite minimization, and user behavior clustering. The proposed method can also be adopted for status monitoring testing cases where the system status is monitored and processed to reveal abnormal behavior. In the next chapters, we will cover the log mining tasks in three case studies.

CHAPTER 4. FAILURE PREDICTION & ROOT CAUSE EVENT DETECTION: TELECOM CASE STUDY

The contribution of this chapter is a compilation of works published in the 22nd International Conference on Software Quality, Reliability, and Security-QRS (2022, China) and the 6th International Workshop on Software Faults-IWSF and SHIFT (2022, USA) [START_REF] Afshinpour | Correlating Test Events With Monitoring Logs For Test Log Reduction And Anomaly Prediction[END_REF][START_REF] Afshinpour | Telemetry-based Software Failure Prediction by Concept-space Model Creation[END_REF], in which we defined Bug-Zone Finder as an anomaly indicator tool. In the second work, we expand the first one to have a Bug-Predictor which will be studied over different representations, model construction scenarios, and two case studies. The output is a robust tool to anticipate the imminent possibility of a system failure.

The chapter is included because it turns the theory of the proposed method (in chapter 3) into a practical solution for real-world industrial case studies. There, we demonstrate how the proposed method may be shaped to respond to the special nature of various software that deviates from conventional assumptions. This chapter will examine difficulties such as status monitoring (introduced in chapter 3), huge log files, non-specified bug effect, delayed failure (from the root cause event), and unsupervised fault detection and prediction.

Introduction

Many software systems in operation are monitored by system administrators or supervisors to check whether the system is running correctly and provides the expected service it has been set up for. Thus, apart from the flow of normal inputs and outputs that correspond to the delivery of the functions expected from the system, additional measurements on the software are collected regularly and typically sent to a distinct (and possibly remote) supervision system, hence the name "telemetry" [START_REF] Luo | Correlating events with time series for incident diagnosis[END_REF] for such measurements. In many systems, all such events are stored in software logs, thus enabling post-production analysis. In this chapter, we are studying systems where both types of logs are collected and available:

• Event logs or input logs: that record all inputs (and possibly outputs) that correspond to the functional behavior of the system

• Monitoring logs: that record the series of telemetry measurements Actually, such logs can also be collected during development, at least when the system is complete, typically for testing activities, such as system or regression testing. And in a DevOps approach, there would often be processes to investigate the logs. In testing or in post-failure analysis, logs are the basic source of information to identify failures or faults and try to relate them to the events that may have caused them.

There might be a large propagation delay between an internal fault occurrence moment and the moment that its effect appears on the output. Due to this propagation delay, the computer system experiences a period of aberrant behavior and finally terminates in a system failure. Complex computer systems, such as cell phones, network appliances, and distributed operating systems, are prone to such behavior, if we want to name only a few. The delay between the fault and the system failure makes it difficult to detect its root cause. Yet, identifying the period of anomaly and finding its root cause is a crucial task for several stakeholders in software systems engineering. First, system administrators who need a predictor to foresee a system failure by observing an aberrant behavior, and second, software testers who are looking into large log files for a failure's root cause to solve a bug in the source code.

In an mature and operational software system, failures may scarcely occur during normal operation or even during endurance testing. In this case, analyzing a large sequence of input and output events might be impossible or impractical. An alternative is to leverage the monitoring logging, in which the system's telemetry or status information (such as CPU and memory usage TELECOM CASE STUDY time sequences) is recorded and later will be analyzed to find abnormal behavior. The analysis of monitoring logs must be an automated job due to the long sequences of data and rare anomalous periods [START_REF] Kim | Unsupervised Anomaly Detection and Root Cause Analysis in Mobile Networks[END_REF]. In this sense, unsupervised machine learning can be deployed to achieve automated anomaly detection and online system failure prediction.

In this chapter, we apply the proposed method to create a model from the monitoring logs and present some steps to correlate input events with the detected anomalies in order to foresee the coming system failure.

The proposed method is a scalable ML approach that can adapt with unlimited status features and information sampling rates into various monitoring logging applications. It has two phases: Anomaly detection: where a bundle of anomaly detection and outlier detection methods are tied to detect time periods in which the software systems expose anomalous behavior. We call them "Bug-Zones" and use them in the second phase to extract important events and train, classify and correlate the events with the occurrence of Bug-Zones.

We can employ the results in two directions: First, the important events and periods of time are clues for the software developers to investigate the root causes of the system failure. Second, the constructed model from the ML training can be used to construct an online predictor which observes the incoming events and triggers an alarm in case of an imminent system failure.

The proposed method was deployed to process logs of network appliances acquired by Orange (telecommunication operator), a partner of our Philae project, and also an open-source microservice online software, called Train Ticket benchmark [START_REF] Zhou | Fault analysis and debugging of microservice systems: Industrial survey, benchmark system, and empirical study[END_REF]. In both cases, the logs were obtained in testing phases with simulated usage (in the case of the telecom application, over several months of intensive usage). Therefore, this chapter will often refer to the implications of the approach on test logs. The results are presented in this chapter. Based on the work carried out for this study, a tool is published on GitHub1 repository issued by the ANR PHILAE project.

The rest of this chapter is organized as follows. Section 4.2 describes the abstraction of the problem we are addressing in this chapter. In Section 4.3, we explain how we use our proposed method in detail. Section 4.4 explains our implementation and empirical results of our case studies. We discuss threats to validity in Section 4.5. Finally, we conclude this chapter in Section 4.6.

Problem Description

We formalize the problem by considering a software system as a function that takes as input a series of events. Examples of such events could be HTTP requests, API calls, network packets, or database queries. In turn, it produces two types of series: output events (in response to the input events) and status information (the system is monitored for that). In our problem, we are not interested in the detail of the function of the system, so we just abstract the output events by assuming we can observe system failures at some points system failures. The failures could also be observed on the monitoring log. Figure 4.1 illustrates such a system.

Input events, which we call input events in our application context, are denoted by I=[I 1 , . . . ,I N ], a sequence of N events. In order to be able to predict the imminent arrival of anomalies, we need time information. This is easily ensured by most logging systems in software that records events along with a timestamp. Therefore, an input event I i is a couple made up of an event type which is a member of all possible input events, and a timestamp that records when the input event arrives or is executed on the system. On the observation side, the system status is recorded through monitoring logging. Observation events O j are recorded at a lower rate (frequency) than the arrival of input events. So several input events would occur before some O j happens. O j records the system's status information (e.g.: memory, cpu usage, etc) in an array of values or metrics, along with a timestamp. Therefore, a monitoring event O j is a couple consisting of an array of metric values and a timestamp. With our abstraction, the system failures will also be reported (and timestamped) into the monitoring log. In general, we can assume that status sampling is periodic with a period τ (Figure4.1).

In testing complex software systems, there are thousands of tests that run during the testing process each day. The test process produces huge test log files. Then, log file analysis methods are deployed to find software failures. Automated log analysis has received a great deal of interest since it is faster, less costly, and more effective than manual log analysis. However, our effort failed to find related works with close assumptions to that of this thesis with the aim to be compared against the proposed method. Hence, one cannot adopt them to solve the challenges introduced in the case studies. For example, model extraction methods from log files are not applicable in the monitoring logging domain due to the different nature of the log outputs. The authors of [START_REF] Mariani | Automated identification of failure causes in system logs[END_REF] present an approach to automate log file analysis and root cause detection by creating a finite state automaton (FSA) model from successful test sessions and comparing the developed model against failed test sessions. This method and other similar methods would not be effective on status monitoring logs. Due to the huge number of events and their possible combinations before each status record, the created model will be significant and complex. However, FSA and similar workflow abstraction methods are shown to offer limited advantages for complex models [START_REF] Yu | Cloudseer: Workflow monitoring of cloud infrastructures via interleaved logs[END_REF]. Furthermore, in the majority of approaches, the definition of fault is apparent [START_REF] Kim | Unsupervised Anomaly Detection and Root Cause Analysis in Mobile Networks[END_REF] [START_REF] Amar | Mining historical test logs to predict bugs and localize faults in the test logs[END_REF], while in our case, abnormal behavior of the software artifact is the only lead to diagnosing the system's internal unhealthy condition. Accordingly, supervised approaches employed to analyze these software logs based on their fail and pass labels, are not useful in our case.

There is some work on the automation of the log file analysis to identify failures or detect root causes, such as [START_REF] Mariani | Automated identification of failure causes in system logs[END_REF].In addition, there are also some efforts to work on predicting and localizing specific types of failures [START_REF] Wu | Identifying root-cause metrics for incident diagnosis in online service systems[END_REF] [START_REF] Zhao | Real-time incident prediction for online service systems[END_REF]. For example, PatternMatcher proposed in [START_REF] Wu | Identifying root-cause metrics for incident diagnosis in online service systems[END_REF] filters out normal metrics and unimportant anomaly patterns by using anomaly pattern classification and then ranks root-cause metrics. In [START_REF] Xu | Improving service availability of cloud systems by predicting disk error[END_REF] authors propose a method to predict disk failures before they cause more severe damage to the cloud system. they study both smart and system-level signals.

Reference [START_REF] Wang | Root-cause metric location for microservice systems via log anomaly detection[END_REF] presents a root-cause metric localization approach by incorporating log anomaly detection and correlation analysis with data augmentation. Among limited published research on status monitoring logs, authors of [START_REF] Luo | Correlating events with time series for incident diagnosis[END_REF] find a relation between system events and the changes in monitoring metrics by using statistical correlation methods. However, the approach is limited to incident diagnosis and how a single event affects monitoring metrics. Applying machine learning helps to promote simple and single-event diagnosis to mining events-metrics correlation and have fault detection and prediction.

In this chapter, we present one of the few works that exploit system status monitoring obser- TELECOM CASE STUDY vation for bug detection and prediction in software testing. The research is applicable to logs that can come from long test runs on mature software systems, or production logs. The goal of this study was motivated by a telecommunication case study, in which glass-box testing of the embedded third-party software of a network appliance was neither possible nor indeed desirable as it was supposed to have been carried out by the software developers; and the software was mature enough to exhibit faults only in the long run. In this chapter, we also present the Train Ticket benchmark results for our proposed method. The implementation of the proposed method can be applied to many similar cases, either in testing or production.

Applying The Proposed Method On Case Studies

To elaborate more on the above-mentioned problems, we assume that a software system receives a chain of input test events. Examples of test events could be network packets, database queries, or API calls. The goal of our study in this chapter is twofold: Bug-Zone Finder as an indicator of the system's anomalous behavior and Bug-Zone Predictor as a tool to predict the imminent risk of system failure.

We apply the proposed method to two different case studies, Telecom and Train Ticket case studies. As Figure 3.1 illustrates, the proposed method consists of three major steps, mainly Log Pre-Processing, Model Creation and Log mining tasks. In this section, we provide an extensive description of each step.

Log Pre-Processing

A summary of how we implement the proposed method on case studies is shown in 

Bug-Zone Finder

The first part of the proposed method is the Bug-Zone Finder. As presented before, a Bug-Zone is a period of time when the software system exposes an anomalous behavior. Bug-Zones Finder contains these steps: Anomaly Detection, Sliding Window, Standardization and Generating Outlier Density Curve, and finally, Bug-Zone Extraction. They are discussed in detail below:

• Anomaly Detection

To find these periods, the first step is to deploy outlier detection functions to preprocess the telemetry data. We use a small set of different outlier functions. Each outlier detection function OD q must accept a multivariate array of monitoring data; it outputs anomalous entries by a Boolean array of outlier records:

A q = OD q ( M ) (4.1)
In (4.1), M= (O 1 ,. . . ,O J ) is the sampled multivariate monitoring data, in which, each sample O j contains an array of metric values. A q , the output of the outlier detection method is an array of size J denoted by A q = [a 1 ,. . . ,a J ]. Each a n is a Boolean value coded by an integer 0 (for false) or 1 (for true) that indicates whether O j is an anomalous record according to outlier detection OD q .

• Sliding Window As shown in Figure 4.2, each OD q gives us one Boolean array A q . Hence, after deploying outlier detection functions, we have several Boolean arrays with the same size (J ). A sliding window can accumulate all Boolean arrays into one array A ac . The sliding window simply counts all "1" or "True" values in all Boolean arrays lying inside a specific window (Figure 4.3) :

A ac [ j ] = ∀A q j +(W /2) k= j -(W /2)+1 A q [k] (4.2) j = {1, . . . , J }, A q [x] = 0 f or x < 1 & x > J
The sliding window has a size that is denoted by W . A ac [t] is the number of all "1"s in a window by the size of W centered at t. Counting '1' s in the sliding windows must be repeated and accumulated for all the outlier detection output arrays A q . In Figure 4.2, we assumed that we had used three outlier detection methods and we have A 1 , A 2 and A 3 Boolean outlier arrays. The sliding window outputs higher values when the number of outliers in that period of time increases.

• Standardization and Generating Outlier Density Curve

The properties of the output of the sliding window, A ac , depend on several factors: the number of recorded monitoring features, the number of deployed outlier detection functions, and the window size. To find Bug-Zones, one needs to set a threshold on A ac . To have a constant threshold and simpler design with fewer empirical values, we propose to standardize A ac (the output of the sliding windows). Standardization removes the mean value of A ac and alters its standard deviation to 1. The output is what we call Outlier Density Curve (ODC), from now on. ODC=standardization(A ac )

• Bug-Zone Threshold and Extraction The number of the Random-Zone sequences is equal to the number of the Bug-Zones in order to have a balanced training set. The size of Random-Zone periods was equally chosen to be 3τ.

Model Construction

At this stage, the extracted Pre-Bug-Zone input events are used to construct a model. Each Random-Zone or Pre-Bug-Zone input array is treated as a sentence of input events (words). Likewise, each input event in that array is treated as a one-hot-coding vector. We employed a contextual sequence model proposed by [START_REF] Mikolov | Efficient estimation of word representations in vector space[END_REF] to learn the representation of each input event. The model maps then each type of input events into a vector. The array size is |φ|, in which, φ is a set of all possible input event types, called vocabulary. Likewise, the dimension of each vector in the array is |φ|.

N LP Mod el = N LPEng i ne(P B Z , Rand ) (4.7) 
N LP Mod el = {V 1 , . . . ,V |φ| } (4.8)

V i = [ f 1 , . . . , f |φ| ], f j ∈ R (4.9) 
The generated N LP Mod el model is comprised of |φ| vectors (e.g: V i ), each of which represents a word in the vocabulary, and in our case, a word is an input event type. Each vector V i , itself, is comprised of |φ| real numbers (e.g: f j ). The distance between two vectors determines how two words (input events) are semantically close. From now on, we interchangeably use "word" term for an NLP vector representing an input event type and the "sentence" term for an array of vectors representing an array of input events (e.g. a Pre-Bug-Zone input events).

Sequence Representation By Concept Space Creation

The created model gives vectors that represent the input events in the vocabulary. Therefore, a Pre-Bug-Zone test array P r eB Z z or Random-Zone test array Rand z could be represented by an array of vectors (a sequence) denoted by Rand V z = [I V z1 , . . . , I V zP ] and P r eB Z V z = [I V z1 , . . . , I V zR ]. The representation above is an array of vectors. To create a single-vector representation for each sequence, we need to combine all the vectors of a sequence in a way that effectively reflects TELECOM CASE STUDY the semantics of the sequence. Conventionally, to create a vector from an array of vectors, simple averaging the array has been the most straightforward way to go [START_REF] Afshinpour | Reducing Regression Test Suites using the Word2Vec Natural Language Processing Tool[END_REF]. In contrast, our model creates a concept space from the input events by clustering them into groups of similar events and referring to each group as a concept based on a similar idea expressed in [START_REF] Pessiot | Improving document clustering in a learned concept space[END_REF]. Then, sequences of events are mapped in the space induced by these clusters. The efficiency of simple averaging and concept space representations will be compared in an example in the Train Ticket benchmark subsection.

After creating the concepts, it is possible to determine the conceptual presentation of a sequence by observing its events and the concepts to which they belong. Hence, a Pre-Bug-Zone sequence P r eB Z V z is represented by a vector of C dimensions: P r eB Z C oncept z = [con z1 , . . . , con zc ] (4.10) In which, con zc indicates how many events from a concept C oncept c exist in the Pre-Bug-Zone sequence P r eB Z z . Random sequences of events that are not in the Bug-zones are represented in the same manner Rand C oncept z .

Creating Universal Clusters

The final step of the learning phase is constructing the Universal Clusters(UCs) from the sentences. These clusters are essential to differentiate between Random-Zone and Pre-Bug-Zone sentences for the prediction goal. They project all possible topics in the input event sentences. Each input sequence should belong to one of these universal clusters. The distance between an input sentence and UCs is used to predict a Bug-Zone. This will be covered in the following subsections. A clustering algorithm must be employed to create the universal clusters from all P r eB Z C oncept and Rand C oncept sentences. It must return a set of clusters UC = {uc 1 , . . . , uc U }, each of which is designated by its center and its label. The center is simply an element-wise average of the cluster members, and the label is the same as the cluster members in the majority (either Random-Zone or Pre-Bug-Zone): UC = {uc 1 , . . . , uc U } = C l ust er (P r eB Z C oncept , Rand C oncept ) (4.11)

uc i = (cent er i , l abel i ),
l abel i ϵ{"nonB Z ", "pr eB Z "} (4.12) Figure 4.5 illustrates an abstracted example drawn in two dimensions. There are four UCs, each of which has either of Pre-Bug-Zone (red) or Random-Zone (blue) members in the majority. The cluster label is the same as the label of the majority of members. Based on this abstraction image, we describe the Bug-Zone prediction functionalities.

Log Mining Tasks

Online ML-based Bug-Zone Prediction

Online Bug-Zone prediction gives an advance warning to system administrators about imminent anomalies and probable system failure. As we discussed in chapter 3 to have an online predictor, we can simply train a classifier, here with the P r eB Z

C oncept z

and Rand

C oncept z sets. The classifier learns the classes of sequences that are likely to be Pre-Bug-Zone and distinguishes them from the normal (Random-Zone) sequence.

In addition, in chapter 3 we proposed a second approach to use the created UCs centers as indicators to determine if a sequence of events may cause Bug-Zone. Creating UCs and calculating cosine similarity allows us to determine whether a new sequence of input test events can lead to Bug-Zone. For instance, we imagine that the smallest cosine distance is between the new sequence of input test and a Pre-Bug-Zone UC. Therefore, we predict a Bug-Zone to happen soon. Then, by a new input arrival, the cosine distance must be calculated again to find the closest UC.

Root-Cause Detection

Root-cause detection aims to find the events that are associated with bug occurrences and to this aim, the UCs do convey important information to be extracted. The theme of this analysis is to learn which concept differentiates a bug UC from a normal UC. We can take two approaches to do so: 1) UCs subtraction 2) Logistic regression. 

UCs subtraction:

f i max = max [d i f f 1 , . . . , d i f f C ].
) indicates the concept with the highest contribution in the Bug-Zones. Therefore, the members of C oncept i max from the equation are the potential root cause of the anomalies, since their presence differentiates members of A from B. It should be recalled that the members of C oncept i max are words that are equivalent to input types that directly contribute to creating anomalies.

Logistic regression: Logistic regression is a common Machine Learning method that belongs to the Supervised Learning technique. It is used to forecast the categorical dependent variable from a group of independent variables. We can exploit a model created by logistic regression to extract feature importance. It determines which features are truly important in predicting your target variable. Using the model's coefficients is the simplest technique to calculate feature importance in binary logistic regression. The coefficients represent the log odds change for a one-unit change in the predictor variable. Greater absolute values suggest a more significant association between the predictor and the target variable. Therefore, the feature with the highest coefficients represents the root cause concept and since the concepts are a group of event types, the bug root cause must be among the event in the concept with the highest coefficient. Noticeably, we found how the two outlier detection methods complement each other. Actually, we could add more outlier detection methods in the first step, so as to accumulate all their detection strengths. Each row of dots belongs to one of the multivariate series of status monitoring. In the middle of the figure, we record the uptime curve of the system (which is one of the recorded metrics): a drop in the line corresponds to a reboot. The upper curve with variations (drawn in yellow) shows the outlier density before standardization, and the lower curve (drawn in green) shows the same after standardization. The threshold for deciding on a Bug-Zone is represented by the horizontal line, which was set at a level of 2. We can see that the green curve overshoots the threshold around the reboot events.

Although the correlation between reboots and Bug-zones is high, it is not 100%. Actually, 70% of the reboots are to be found inside Bug-Zones. In fact, not all reboots are fault-related. They might be triggered by power or network failure, which would not be liable to our analysis based on 5-minute sampling. And we also know that reboots are actually triggered by the test team, from time to time, to restart test sessions (and the proportion is in line with our observations). The high correlation observed, which lies between 70% and 100% (although the absence of further data prevented us from computing a more accurate value) indicates that the Bug-Zone finder is effective in finding anomalous behavior and predicting system failures through status monitoring. Some other detected Bug-Zones were not near a reboot. Therefore, they may come from transient periods of anomalous behavior that ended without a total system failure.

Once we had identified Bug-Zones, we were able to extract the Pre-Bug-Zones from the input log, and to choose Random-Zone sequences lying outside the Bug-Zones and Pre-Bug-Zones. The input log sequences combine 175 different elementary input events. Those events become vocabs for our NLP based approach. We were able to identify 589 Pre-Bug-Zone sequences, and picked 568 Random-Zone sequences. In order to create the NLP Model, we implemented word embedding techniques. The 175 vocabs do not correspond to a real complexity in dimensionality, so we first use K-means in combination with Elbow method [START_REF] Thorndike | Who belongs in the family[END_REF], to create 20 concepts from the 175 event types. Finally, the sequences for Pre-Bug-Zones and Random-Zones are converted to their corresponding concept-space vectors. The prediction is computed in the space of these vectors. Figure 4.7(A) presents these sequence vectors in 2D space. Each red cross represents a Pre-Bug-Zone test sequence. Random-Zone test sequences are represented by dark dots. We can see that some of the clusters are more clearly associated to a single type of zone: the majority of items (dots and crosses) are either red or dark. There are some mixed clusters with no clear majority. The figures are drawn in 2D, but actually those clusters may not be mixed in higher dimensions. This can be evaluated by a classifier.

In the next step, we clustered, concept space vectors by using K-means clustering method. We used the Elbow method [START_REF] Thorndike | Who belongs in the family[END_REF] to find the number of clusters. The plotted image of the UCs in the telecom case study is depicted in Figure 4.7(B). In this figure, we can distinguish some UC clusters in which either red crosses or dark dots are in the majority. The more imbalanced colors in each UC are, the more meaningful the cluster is. For instance, UC1 has a very high number of Pre-Bug-Zone (red) crosses densely located around a circle. This cluster is a vivid Pre-Bug-Zone cluster since the probability of a cross being Pre-Bug-Zone inside this cluster is relatively high. There are a few balanced UCs, UC2 and UC8 in which both Random-Zone and Pre-Bug-Zone sentences appear almost equally in these clusters. For the sentences that fall inside these UCs, the prediction won't be accurate. It must be noted that the red crosses are plotted after the dark dots. Hence, there are some dark dots covered by the red crosses that are not observable by the eyes.

Train Ticket benchmark

We studied the datasets in the docker container version 20.10.8 deployed on a GPU server with 125 GB memory. As mentioned in the previous section, the tester triggered the injected bug five times during the test period of three hours. Consequently, the anomaly detection engines detected several anomalous values around the bug events, as depicted in The outlier density curve is depicted in Figure 4.9. By Bug-Zone threshold of 1, the threshold line (in green) intersects the outlier density curve in seven Bug-Zones during the testing period. In Figure 4.9, the red dots are the detected outliers and the blue and orange curves are the raw and standardized outlier density curves, respectively. While five detected Bug-Zones correspond to the bug events, there are two false positive Bug-Zones, which form a total of seven Bug-Zones.

Afterward, referring to the test log, seven Pre-Bug-Zone test sequences (sentences) were extracted from the test log file, as well as fifty Random-Zone test sequences outside the Bug-Zone periods. We created a word embedding model from the extracted test sequences and used the averaging and the concept space methods to create a vector representation from the extracted test sequences. Here, we seek to find how accurately our model can distinguish between Pre-Bug-Zone and Random-Zone sequences. A supervised classifier can determine how the Pre-Bug-Zone and Random-Zone sequences are different from one another. Since the clusters are not linearly separated, we chose three different types of non-linear classifiers to separate them. More precisely, in this step, we used concept space vectors (dim=20) of Pre-Bug-Zone and Random-Zone sequences. We employed three common classifiers in our study: Support Vector Machines (SVM), Random Forest (RF), and Multi-Layer Perceptron (MLP) from the Scikit-learn library implementations. Since the boundaries on our dataset are hypothesized to be non-linear, we chose RBF (radial basis function) as the SVM kernel function. Their accuracy in classifying the Pre-Bug-Zone and Random-Zone sequences is presented in Table 4.1. Random Forest, with 75% accuracy, has the highest rank.

AUC metric or Area Under Curve value [START_REF] Andrew | The use of the area under the ROC curve in the evaluation of machine learning algorithms[END_REF] is one of the most important metrics for evaluating any classification model's performance. It tells how much the model is capable of distinguishing between classes. The AUC metric is a value between 0 and 1. The worst AUC value of a classifier is 0.5 which means the model is not capable of separating the classes. Hence, values near 1 or 0 are desirable. The results in Figure 4.11 show that the Random Forest classifier outperforms the other ones, since the AUC value for Random Forest is 0.71, while the AUC value for SVM and MLP classifier is 0.62 and 0.64, respectively. The effectiveness of a predictor is generally evaluated by its accuracy, and some metrics based on the ratio of its false negatives and false positives. Namely, Precision, recall and F1-score.

Accuracy

To train the Bug-Zone predictor, we randomly divided our concept-space dataset (both Pre-Bug-Zone and Random-Zone sequences) into 80% and 20% to train and test the predictor, ensuring each set contains both label 0 (Pre-Bug-Zone) and 1 (Random-Zone). We repeated the random splitting process 30 times for cross-validation and took the average as the result. We chose Random Forest for prediction as a baseline in the previous study, since it was the most accurate among the other classifier. Random Forest, after training, succeeded in correctly classifying 71% of the test dataset in the telecom case study and 90.7% accuracy in predicting Bug-Zones in the Train Ticket dataset. These results imply that it can be used to predict Bug-Zones based on real-time incoming test data. A higher value was expected in the Train Ticket benchmark due to the lower noise and complexity of the system. Table 4.2 shows these results. By using UC prediction method, we achieved 65% and 95% accuracy in Telecom and Train Ticket case studies respectively.

Precision, recall and F1-score

We computed common classification metrics, namely, precision, recall, and F1-score which are routinely used in similar work [START_REF] Kimura | Proactive failure detection learning generation patterns of largescale network logs[END_REF] [167] [START_REF] David | Evaluation: from precision, recall and F-measure to ROC, informedness, markedness and correlation[END_REF] [71] for analyzing accuracy. Precision and Recall can be formally defined as follows where TP, FP, FN are the number of true positives, false positives, false negatives, respectively : Precision=( T P T P +F P ), Recall=( T P T P +F N ). Precision is the percentage of correctly predicted Bug-Zones (True-Positive) over all Bug-Zone prediction (True-Positive+False-Positive). It can be considered as the measure of the exactness or correctness of a classifier. A low precision value indicates a large number of false positives [START_REF] Pal | DLME: distributed log mining using ensemble learning for fault prediction[END_REF]. Recall is the percentage of Bug-Zones that are correctly predicted in advance among all the Bug-Zones (True-Positive+False-Negative). We can call Recall as the measure of the completeness of a classifier. A low Recall value indicates many false negatives [START_REF] Pal | DLME: distributed log mining using ensemble learning for fault prediction[END_REF]. As presented in [START_REF] David | Evaluation: from precision, recall and F-measure to ROC, informedness, markedness and correlation[END_REF], F1-score ( 2 * T P 2 * T P +F N +F P ) is the most used singleton metric, and it is the harmonic mean of precision and recall. From a tester's point of view, Recall metric might be more important, since a lower False-Negative rate (or higher True- On the other hand, it has lower recall values and, therefore, a higher false negative ratio.

To answer the "what to choose" question, we must state that, in general, Random Forest shows better efficiency (F1-score) specifically in noisy log files (e.g., Telecom case study). Then, if efficiency is the only parameter, RF is the way to go. However, the UC cluster has two main advantages that may tip the balance in its favor in many case studies:

-Sustaining unsupervised approach: Every stage in the suggested process upholds the commitment to offer an unsupervised approach. RF is a supervised classifier that requires a training phase. However, it won't have the exact difficulties of a supervised classifier in our case. the learning phase does not need a manual intervention to label the learning dataset, because the learning set is already labeled (Pre-Bug-Zone and Random-Zone) during the model creation phase.

-Complexity on model creation and prediction: In general, UC prediction has considerably lower computational complexity. RF has several parameters that contribute to its construction complexity. A full unpruned decision tree takes O(v * n log(n)) time to construct, where v is the number of variables/attributes and n is the number of records. One must specify the number of trees to be built (assuming it to be, ntree) and the number of variables they wish to sample at each node (assume it to be, nvar) before beginning to build random forests. The complexity to construct a single tree would be O(nvar * n log(n)) since we would only employ nvar variables at each node. Now, the complexity for creating a random forest with ntree trees would be O(ntree * nvar * nlog(n)), assuming the tree's depth will be O(log n), and this is the worst-case scenario. However, a tree's build typically ends considerably earlier, making an estimation difficult. Nevertheless, we could also limit how deep the trees could grow. The complexity calculations can be simplified to: If we limit the maximum depth of our tree to be "d": O(ntree. nvar. d. n). In contrast, UC prediction is only a cosine distance calculation at each prediction. Therefore, for large datasets and real-time applications, UC prediction has the advantage of faster execution time and lower memory footprint.

Q3: What is the complexity of the proposed approach?

We can distinguish the complexities of the learning phase from the online prediction phase. The learning phase is less critical since it is off-line and needs to be created only once before online prediction. On the other hand, the online prediction is the part that repeats by arriving each time that a new input arrives. On the off-line phase, the complexity of the Bug-Zone finder part is bounded by the outlier detection algorithms, in which the local outlier factor algorithm has the highest complexity in the order of O (J 2 ), and J is the number of monitoring samples. Likewise, the complexity of the model creation step is O (N .l og V ) where N is the number of input events in the Pre-Bug-Zone and Random sequences, and V is the vocabulary size. For the online Prediction phase, the complexity is O (U ), where U is the number of universal prediction centers. Alternatively, if we use random forest instead of UCs, the complexity is O (T × D), where T is the size of CHAPTER 4. FAILURE PREDICTION & ROOT CAUSE EVENT DETECTION: TELECOM CASE STUDY RF and D is the maximum depth. Both parameters depend on the number of test sequences in the learning phase and are expected to be considerably larger than the number of UCs. Therefore, using UCs is preferable due to lower complexity in real-time systems. 4.4.5 Q4: What are the accuracy and efficiency of our proposed method in root-cause detection?

As described in subsection 4.3.3.2, the distance between a Bug-Zone universal cluster (UC) and a random (normal) UC can be exploited to learn which concept (a set of related tests) contributed more to creating that Bug-Zone UC. As was discussed, one has two ways to find bug root causes. 1) It is possible to calculate the distance between a Pre-Bug-Zone UC and a normal UC by subtraction and find the most important concepts as the maximum absolute value after the subtraction. or 2) use logistic regression and extract feature importance coefficients. We chose the second method since it was easy to deploy using sklearn Python library.

We trained a supervised logistic regression model with the Pre-Bug-Zone and random-Zone vectors. After model creation, we extracted the model coefficients. Among the 20 concepts created in subsection 4.4.1.1, five had a coefficient higher than 0.5. In particular, C oncept 4 , C oncept 1 , C oncept 5 , C oncept 18 and C oncept 17 have coefficients of 0.70, 0.69, 0.63, 0.55, and 0.51, respectively. C oncept 4 is comprised of 7 input events (4% of the total of 175 input events), and all five concepts, together, are comprised of 37 test input events which form 21% of the total test events. Therefore, now the telecom's developers have a smaller number of input events to study and realize which subset of them triggers the Bug-Zones.

To verify the validity of the detected root-cause input test events from the Telecom case study, we must run the suspected test events again on the Telecom device and observe its health status to see if the probability of triggering anomalous behavior increases. We may succeed in driving the device into failure if the root-cause events are valid. However, we didn't have access to the test bench to re-examine the proposed root-causes. We submitted a report of the suspected fault causes to the Telecom company and asked them to do so. We are still waiting for the response from their test team.

Threats To Validity

The main threat to the validity of this study is that the approach has only been validated in two case studies, with different contexts and scales. Obviously, it should be assessed in more case studies. It would have been nice to have a benchmark of representative case studies for fault detection and prediction from monitoring logs, but we did not find one that could correspond to our assumptions and context. The Train Ticket benchmark was inspired by a previous study [START_REF] Wang | Root-cause metric location for microservice systems via log anomaly detection[END_REF] that already used it to that end, but it is smaller and less complex than most of the surveyed real systems. Also, in that case, we dealt with a simple type of failure. We would need to inject other types of failures in the future.

Another threat to the validity of our study, in the case of the Telecom case study, due to human resources issues, we were not able to get complete feedback from the test team to assess the relevance of the detection and of the prediction. Assessing the quality of the prediction would require using the system in a real operational context. The Last one, there is missing relevant papers. We searched the digital libraries that are most likely to cover monitoring log analysis. However, we can not rule out the possibility that we may have missed some relevant studies.

Conclusion and Future Work

System status information can be exploited for software testing to find the root cause of system failures and predict them in an online system. This chapter presented the Bug-Zone finder and Bug-Zone predictor, two approaches for detecting and predicting anomalous periods in a software system. First, by using different anomaly detection methods, the Bug-Zone finder detects anomalous periods, enabling testers to only focus on the input events near the Bug-Zones. Thus, this reduces the testers' efforts and provides valuable information on the events and their causes. Second, by using an ML technique to create a conceptual model from the semantics of the test sequences, the online predictive model enables us to identify sequences of tests that lead to a system failure. Thus, it helps system administrators to foresee system failures in the future. The effectiveness of the two proposed methods was evaluated in two case studies, one from the Orange company and the second one is Train Ticket, an open-source benchmark microservice system. The detected Bug-Zones cover at least 70% of the systems reboots (failures) in the telecom case study; Random Forest predictor, after training, succeeded in correctly classifying 71% of the test dataset in the telecom case study and 90.7% accuracy in predicting Bug-Zones in Train Ticket dataset. By using the UC prediction method, we achieved 65% and 95% accuracy in Telecom and Ticket Train, respectively. A higher value was expected in the Train Ticket benchmark due to the lower noise and complexity of the system. These results imply that our created model can be used to predict Bug-Zones based on real-time incoming test data by using RF or UC predictor.

For the continuation of this work, we aim to employ the created concept space and UCs in finding the root causes of anomalies among the input input events. The achievements of this future work can help software developers to localize and find the cause of system bugs.

Introduction

Software testing is one of the most time-consuming and highly priced steps in software development, specifically for large systems. It accounts for more than 52 percent of the total software development budget, and its fault detection coverage is directly connected with the quality assurance of the product [START_REF] Zhang | Resource-aware test suite optimization[END_REF]. Therefore, any effort in optimizing the test process can save time and budget and increase product quality. These, in turn, will ease software testing of large systems, shorten the time-to-market gap and increase the profit.

During the software testing process, the product may go through regression tests, which include several recurring test-and-debug steps to ensure that the software still performs after modification with the same functionality as originally. Regression testing is crucial to ensuring the quality and reliability of a software product. Regression testing requires considerable time and development resources. Due to the addition of new features, test engineers must generate a new set of test cases in order to validate the modified portion of a software system. As a consequence, some test cases become obsolete and redundant, which requires additional testing time and resources. A large number of test traces can be gathered either from automated testing or from user traces. Test Suite Minimization or Test Suite Reduction (TSR) helps to reduce and purify the test cases by removing redundant and ineffective tests [START_REF] Shi | Balancing trade-offs in test-suite reduction[END_REF]. Therefore, test suite reduction is a method for accelerating regression testing. The objective is to determine which tests can be eliminated from a test suite without significantly diminishing its fault-detection capability. Numerous algorithms have been proposed by researchers to identify redundant tests [START_REF] Shi | Balancing trade-offs in test-suite reduction[END_REF][START_REF] Offutt | Procedures for reducing the size of coverage-based test sets[END_REF][START_REF] Ur | A systematic review on test suite reduction: Approaches, experiment's quality evaluation, and guidelines[END_REF]. An automated TSR helps to reduce human interaction in error case debugging since the process leaves fewer test cases to be investigated by humans. During the last decade, several automated TSR methods have been proposed and recently Machine Learning (ML) has extended its realm to software testing and test suite reduction.

In the literature, there are mostly three main approaches employed for TSR; Greedy, Clustering, and Search approaches [START_REF] Ur | A systematic review on test suite reduction: Approaches, experiment's quality evaluation, and guidelines[END_REF][START_REF] Tamagnan | Regression Test Generation by Usage Coverage Driven Clustering on User Traces[END_REF]. These approaches mainly differ from each other in terms of the type of algorithms used. Greedy-based approaches mostly use greedy algorithms, clustering-based approaches use a variety of clustering and sampling algorithms, and searchbased approaches employ a variety of search algorithms. The existing clustering-based TSR approaches employ supervised clustering algorithms to group test cases. Applying clustering-based approaches for TSR has received a deal of attention [START_REF] Tamagnan | Regression Test Generation by Usage Coverage Driven Clustering on User Traces[END_REF][START_REF] Coviello | Poster: CUTER: ClUsteringbased TEst suite reduction[END_REF][START_REF] Coviello | Clustering support for inadequate test suite reduction[END_REF]. Some similarity-based approaches have been proposed for clustering, which generally tries to find similar test cases and remove redundancy [START_REF] Cruciani | Scalable approaches for test suite reduction[END_REF]. Reichstaller et al. [START_REF] Reichstaller | Test suite reduction for self-organizing systems: a mutation-based approach[END_REF] used two clustering techniques, Affinity Propagation and Dissimilarity-based Sparse Subset Selection to reduce the test suite in a mutation-based scenario. Felbinger et al. [START_REF] Felbinger | Test-suite reduction does not necessarily require executing the program under test[END_REF] employed decision trees to build a model from the test elements and remove those that do not change the model. In addition, classic machine learning approaches (e.g: Random Forest and SVM) are employed for this purpose [START_REF] Rashid | A machine learning approach for classification of equivalent mutants[END_REF].

Furthermore, clustering can be utilized to extract knowledge from user traces. By clustering user traces, the most important behaviors of the users can be extracted. The authors in [START_REF] Luo | Clustering and tailoring user session data for testing web applications[END_REF] presented a user session-based testing technique that clusters user sessions based on the service profile and selects a set of representative user sessions from each cluster. Following that, each selected user session is tailored by increasing it with additional requests to account for inter-webpage dependencies.

The mentioned methods generally focus on the combination of the test elements and do not consider the order and vicinity of the elements in a test trace. Since our proposed method applies NLP to create an ML model, it effectively takes into account the combination and order of the events in test traces. For this purpose, the proposed method processes test traces as sentences in a natural language and builds a model based on the sequence of the words in each sentence.

In contrast to many TSR methods that need to run the test traces to decide on keeping or removing them, the proposed method regards the traces like natural language sentences, by separating and removing similar and redundant events. Therefore, it does not need to run the traces, which eliminates the need to access the software-under-test and makes the entire test reduction process faster. In addition, our methods employ unsupervised clustering algorithms for grouping sessions.

In this chapter, we adopt the proposed method in chapter 3 for TSR purposes with an approach to identify semantic similarities between individual test sentences and choose one test sentence as a representative of a subset of similar sentences. More specifically, in section 5.3 we will explain the steps for applying the proposed method to test suite minimization. We will introduce the scanner case study in section 5.4. Then, we will discuss the results of the proposed method in section 5.5 as well as the conclusion and future works in section 5.6.

Assessment of approach: Mutation testing

Mutation testing is a technique that has been widely used in academic research. It often used as a "gold standard" to compare testing approaches [START_REF] Vinicius | Machine learning applied to software testing: A systematic mapping study[END_REF]. This technique is centered on the concept of changing the System Under Test (SUT) in such a way that the modifications simulate faults that a component programmer would produce. The generated mutations of SUT are referred to as mutants. After that, testers would design test cases for discovering the seeded faults. When a test case enables a mutant to act differently than the original SUT, it is said that the test case "kills" the mutant. The hypothesis underlying mutation testing is that a well-designed test suit can identify all mutants. Thus, testers must improve the test suit until it can kill mutants that are not identical to the original SUT. A defective test suite is one that does not detect certain mutants. The goal when applying mutation testing is to obtain a mutation score of 100%. It indicates that the test suit is able to detect all the faults represented by the mutants [START_REF] Vinicius | Machine learning applied to software testing: A systematic mapping study[END_REF].

Mutation testing is a highly effective way to evaluate the effectiveness of a test suite, but it comes with a large cost. Basically, manually carrying out mutation testing requires a lot of human effort. Since it is costly and time-consuming, researchers have been trying to use ML algorithms to accelerate some steps of this process. There are two main approaches to reduction, which can be categorized into two groups: the first consists of methods aimed at decreasing the number of mutations, and the second, second, those aimed at reducing the execution costs. For instance, in [START_REF] Strug | Machine learning approach in mutation testing[END_REF] the similarity of mutants, is used to reduce the number of mutants to be executed. Graph representations of each mutation are used to determine their similarity. The use of graphs to represent objects has been the focus of much research. [START_REF] Strug | Machine learning approach in mutation testing[END_REF] proposes a method for classifying mutants as a way to reduce the number of mutants to be executed and evaluate the quality of test suits without exposing them to execution against all available mutants.

We evaluate our proposed method on a Supermarket Scanner (Scanette) case study. In order to assess the fault coverage of a reduced test suite, we use mutation-based testing, which has become mature and is being applied more and more both in research and industry [START_REF] Papadakis | Mutation testing advances: an analysis and survey[END_REF]. Based on this approach, the source code of the Scanette software is artificially mutated. For that software, we had a source of handmade mutations that were known to provide a good assessment of fault coverage. Each mutation injects a bug into the Scanette software. For that case study, we also had three reference test suits of varying lengths, one of them from a (handwritten) functional test suite, and the others collected from random testing. We apply our method to assess its results in that case study.

Applying the Proposed Method

Here, we explain the steps for applying the proposed method to log minimization. The input of the proposed method can be a test suite or usage logs comprised of several clients' sessions, each of which contains a trace of the client's actions. The goal is to remove redundant and ineffective sessions to have a considerably lower number of sessions that have the same effect as the original test suite or usage log. Since the input file can be either a test suit or a usage log, we consider test or event selection as a log minimization task. we adopted the general proposed method from chapter 3 and modified it to achieve the TSR task. We pursue the steps depicted in Figure 5.1, which will be discussed in turn: log pre-processing, model creation by the NLP in which we have vectorized session representation, and Universal cluster creation, then in order to reduce the number of test cases for log mining task, we select representative sessions, and finally, there is execution and verification step. The

Pre-Processing

The pre-processing step has a few steps to create a dataset for ML model creation. These steps are log parsing, log partitioning, and event abstraction. In an initial log parsing and partitioning step, we cut a trace that records interleaved sessions of different independent customers into a set of sessions, each one for a unique customer. Then, as an event abstraction step, each event of a trace is converted into a triplet that captures the relevant features of the event.

A session refers to a sequence of actions performed by a single user while interacting with the system. As the session is a sequence of events, after conversion it becomes a sequence of triplets. In the event abstraction step, we describe the association of triplets to events. We decided to differentiate among similar events which have different inputs and outputs because every combination of action-input-output may show different behavior of the system. For example, a 'scan' action with an error output code should be treated differently from the same action with a success output code. For this purpose, each action-input-output was coded as a triplet vector like [a, p, o], in which 'a' is the index of the action from set A which itself includes n possible actions denoted by A 1 to A n . Likewise, 'p' is the index of the input parameter from set P , containing all possible input parameters from P 1 to P m and finally 'o' is the index of the output parameter in set O including a list of all possible outputs, from Therefore, we can encode all actions/inputs/outputs in triplets. Note that we still abstract from the timestamp and from the parameters of the action (typically, the actual barcode of a shop item): the actual delay between actions is not relevant, only the ordering of events should be kept. Similarly, the exact choices of items picked by a customer are irrelevant to the logic of the application. We can now display each session as a sequence of triplet vectors. 

O 1 to O k . A = {A 1 , A 2 ,

Model Construction

In this section, we describe model construction that consists of: word representation, vectorized session representation, universal cluster creation, that will be covered in order. First, we associate a vector to each triplet using the Word2Vec vectorization process, as described in section 5.3.2. The dimension of those vectors is the number n of different triplets that appear in the trace. Each session of length L is therefore associated to a sequence of L vectors of size n. Finally, we associate a single vector of size n to a session by using session averaging, as described in section 5.3.2.2. But as n would be too high a dimension in most cases, we first reduce the dimensionality using the t-SNE method before proceeding to the clustering. We go into the details of model creation in the CHAPTER 5. LOG MINIMIZATION: SCANNER CASE STUDY following subsections:

Word Representation

In the continuation of the proposed method from chapter 3, an NLP method must create a vector representation of the test sequences. The output of this approach is a vector representation of each word. In different studies, it has been shown that the distance between each pair of words translates their semantic relation. From word representation, a representation of each sentence in a given document of the collection can be induced by for example averaging the vector representations of all words that are present in the sentence. In our work, since we need to cluster/merge similar sessions into a fewer number of sessions that can trigger the same errors (or "kill the same number of mutants"), we chose Word2Vec to find semantically similar sessions by treating test traces as sentences. The Word2Vec clustering method may tell us that some sessions are equivalent or very close to each other, although their actions and inputs/outputs are different. For this purpose, first, we calculate a measure for each triplet and use the Word2Vec method to learn its vector representation. It should be noted that we store each triplet as a string (e.g: '['scanner', 'Barcode', '0']') and we treat them like words in natural language processing. 

Vectorized Session Representation

Similar to the Telecom case study, we create a single vector to represent a sequence of input vectors. There are different methods to get the session vectors [START_REF] Mikolov | Distributed representations of words and phrases and their compositionality[END_REF][START_REF] Le | Distributed representations of sentences and documents[END_REF][START_REF] Conneau | Supervised learning of universal sentence representations from natural language inference data[END_REF][START_REF] Arora | A simple but tough-to-beat baseline for sentence embeddings[END_REF]. In fact, a common method to achieve sentence representations is to average word representations. Vector averaging has been effective in some applications [START_REF] Mitchell | Composition in distributional models of semantics[END_REF]. Averaging over word vectors in a sentence was shown to be an effective method for sentence representation. The authors in [START_REF] Wieting | Towards universal paraphrastic sentence embeddings[END_REF] studied three supervised NLP tasks and observed that, in two cases including sentence similarity, averaging could achieve better performance in comparison to LSTM. To this end, we compute an average of the Word2vec vectors in each session. It could be simply an element-wise average of n-element vectors that finally leaves us an n-element average of the words in a sentence. In the end, we have a single vector measure for each session. In our experiments, we used the element-wise arithmetic mean to compute the averaged measure for a session. Hence, each session is associated to a single vector of size n.

Concept space creation, as covered in previous chapters, is another method to achieve this goal. Since we achieved satisfactory results by using the averaging method in this case study, we did not feel motivated to apply the concept space approach. We left the concept space creation as a part of the future work. 

Universal Clusters Creation

As described in the chapter 3, we create universal clusters from the sentence representations. This is an essential step before log mining tasks. In this case study, universal clusters have no label since there is no binary distinction among the clients, unlike the case studies in subsubsection 4.4.1.1 with "Pre-Bug-Zone" and "Random-Zone" labels.

Traditional approaches to data analysis and visualization often fail in the high dimensional setting, and it is common to perform dimensionality reduction in order to make data analysis tractable and meaningful [START_REF] Linderman | Clustering with t-SNE, provably[END_REF]. To this end, we applied the t-SNE algorithm [START_REF] Van Der Maaten | Visualizing data using t-SNE[END_REF] in order to reduce the initial dimension of the vector space to 2, as it has been proved that this method successfully maps well-separated disjoint clusters from high dimensions to the real line to approximately preserve the clustering. Also, dimension reduction is shown to be effective in some clustering case studies [START_REF] Van Der Maaten | Visualizing data using t-SNE[END_REF]. We will show the effect of the dimension reduction on the results later in the next Section.

After dimension reduction, we apply the K-means algorithm for clustering the sessions in the reduced space of dimension 2 and employ the Elbow technique [START_REF] Thorndike | Who belongs in the family[END_REF] to estimate the optimal number of the universal clusters. Since t-SNE and K-means choose random initial points, we repeated each experiment two times and chose the best result.

Log Mining Tasks: Log Minimization (Reduction)

The number of user sessions for an application that has been in production for a long period of time can be very high. Using all the obtained user session data requires significant effort to determine which portion of the data most accurately describes the system's behavior. Nonetheless, a significant amount of user sessions does not naturally guarantee sufficient coverage of the system's expected behavior. Test selection from usage logs is the main goal of this case study. The approach is to select a representative session from a cluster of sessions in which all the sessions have similar semantics and similar bug-triggering capabilities. Some steps are required to be taken that will be covered here:

Representative Selection

For test selection, we decided to keep one representative from each universal cluster and see how many mutants they can kill. For this purpose, we select from each UC, the client with the highest number of events (the longest session). Experimentally, this client kills more mutants than shorter ones, as can be expected.

Alternately, representative clients (sessions) can be selected based on various criteria (besides the longest session). For instance, we can select the closest client to the center, the shortest session, or a session with the most diverse events.

Execution and Verification

This is the final step to know if the selected representation has the same bug-triggering capability. We can evaluate our proposed method for test suit reduction on killed mutants. The reduced test suite has to kill the same mutants killed by the original test suite. Here we are allowed to execute them since their number is quite small in comparison to the complete test suite. By observing the outputs during their execution we can understand how many of the bugs are covered by this small subset of test sessions.

The Software Under Test

A: Definition

We define a user trace as a sequence of API calls by which the user has triggered the system. We may refer to it as an Event. A user trace includes time stamps, several parameters, user identifiers, API methods or actions that the user does, and the output of the system. The experiments presented in this chapter were performed on Scanner case study.

B: Scanette case study (scanner) A barcode scanner (nicknamed "Scanette" in French) is a device used for self-service checkout in supermarkets. The customers (shoppers) scan the barcodes of the items which they aim to buy while putting them in their shopping basket. The shopping process starts when a customer (client) unlocks the Scanette device. Then the customer starts to scan the items and adds them to his/her basket. Later customers may decide to delete the items and put them back in their shelves. Among the scanned items, there may be barcodes with unknown prices. In this case, the scanner adds them to the basket and they will be processed later by the cashier, before the payment at checkout. The customer finally refers to the checkout machine for payment. From time to time, the cashier may perform a "control check" by re-scanning the items in the basket. The checkout system then transmits the items list for payment. In case unknown barcodes exist in the list, the cashier controls and resolves them. The cashier has the ability to add or delete the items in the list. At the final step, the customer abandons the scanner by placing it on the scanner board and finalizes his purchase by paying the bill. The Scanette system has a Java implementation for development and testing and a Web-based graphical simulator for illustration purposes. The web-based version emulates customers' shopping and self-service check-out in a supermarket by a randomized trace generator derived from a Finite-State Machine. The trace logs of the Scanette system contain interleaved actions from different customers who are shopping concurrently. Each customer has a unique session ID which distinguishes his/her traces from another customer. Figure 5.2 shows a snippet of a trace log with different actions from different sessions. Each event in the test (trace) has an index and time stamp which are stored chronologically. The Session ID determines to which user (or session) the event belongs. In this figure, we can find activities of Client6, interleaved with other clients' actions, which start with an 'unlock' and end by a 'pay' action. The triplet of action-input-output obviously shows which action is called, what is given as its input, and what is obtained as the output of the action. Some actions may also include a parameter, such as the actual value of the barcode of an item that is scanned. To artificially inject faults, the source code of the Scanette software is mutated with 49 mutants, all made by a modification on the source code by hand.

We needed a few logs to be used as the test bench for the proposed method. The test bench of 1026, 100043, and 200035 events was provided by Philae. We will call them as 1026-event, 100043event, and 200035-event names, respectively. They include shopping steps for different numbers of clients (sessions). They were created as random usage logs by a generator of user traces that simulate the behavior of customers and cashiers. The goal of the proposed TSR methods is to reduce the number of traces needed to kill the same mutants as the original test suite can kill. In the rest of this chapter, session and client are equivalent. 

Results

Here we explain the test reduction results on the Scanette case study. We applied our approach to three different test suites introduced in Section 5.4. The Word2vec model creates a vocabulary for each of them. The number of word2vec vocab for 1026-event is 15: this corresponds to the number of different triplets. It has 1026 events from 61 shopping sessions. The entire test suite can kill 19 mutants and the goal was to reduce the number of events while maintaining the same fault detection capability viz. killing the same number of mutants. The second file, 100043-event, has 100043 events from 7079 shopping sessions. The number of word2vec vocab for this file is 18 vocab. It can kill 22 mutants. And the third one, 200035-event has 200035 events from 14443 shopping sessions that can kill 23 mutants. The number of word2vec vocab for this file is 20 vocab. These numbers are summarized in Figure 5.3 on the first row. The sessions were vectorized and their word2vec models were constructed. After applying t-SNE and averaging sessions, we employed Elbow method to find the optimal number of clusters. The Elbow method curve of each usage log is shown in Figure 5.3 in the second row. These figures also provide two samples of clustering for two different numbers of clusters (K ) around the proposed range by the Elbow method. We can observe that for the 1026-event, the sessions are distributed in some distinct clusters. As the number of events and sessions increases, the projected model tends to make a circle with some singular points in the middle. Specifically for the 200035-event for K = 60, in the middle of the circle, there were some sessions (points) that conveyed different clients' behavior which is to say that their series of actions were rare in comparison to the other sessions around the circle.

To observe the effect of the optimal number of clustering, we examined the K-means clustering from 2 to 10 clusters for the 1026-event, and from each cluster, the longest session was chosen. The selected sessions were executed again to see how many mutants they kill all together. Table 5.1 conveys these results. It can be seen that when K = 10, 10 sessions chosen from 10 clusters can Table 5.3: The effectiveness of using t-SNE method for the 200035-event test suite kill all 19 mutants (highlighted by green color) that the original 1026-event test suite can kill. In this case, 194 client actions are enough and the remaining 832 actions (1026-194) can be removed. By a simple ratio, the amount of reduction is %81. For K < 5, the number of killed mutants is unstable and less than 19. We have shown them in yellow and pink colors. This table also provides more details on the number of selected sessions and the number of killed mutants. The same results for two other test suites, namely 100043-event and 200035-event are presented in Table 5.2. For the 100043-event, only 467 events from 18 client sessions are enough to kill all 22 mutants. Therefore, the proposed TSR method succeeded in removing more than 99% of the redundant traces. For the 200035-event, 1111 events from 73 sessions are enough to have the same fault detection effect. Again, the same success rate is achieved. Finally, the effectiveness of using the t-SNE method to reduce dimensions can be observed in table 5.3 which shows the number of killed mutants with and without using t-SNE for the 200035-event.

With the same number of clusters (K ), in all cases, using t-SNE effectively improves the number of killed mutants. This comes from the fact that t-SNE preserves and normalizes the features of each dimension when it merges them together.

From the experiments, we can conclude that treating user actions like words in sentences and building a Word2Vec+t-SNE model from them can effectively preserve users' behavior and extract their features. Applying the clustering method can group similar user sessions and in turn enables us to remove redundant sessions, which was the goal of our case study.

To have a comparison with K-means, we used Spectral clustering to construct Universal Clusters and compare the results to the K-means clustering method. The outcomes of spectral clustering frequently outperformed the K-means methods. We utilized the Python Scikit-learn library. We must basically modify the parameters of the similarity matrix and the number of cluster categories for spectral clustering. As input parameters for the Spectral Clustering function in this library, we used 'nearest neighbors' and 'precomputed' alternatively. When constructing the affinity matrix using the nearest neighbors method, we selected ten neighbors and provided the list of our data as input parameters to the function. Since we chose a custom similarity matrix for the precomputed Table 5.4: Spectral clustering compared with K-means method, we must configure the matrix ourselves and pass it as an input parameter to the function. In this step, we use the word2vec model for generating the affinity matrix. Table 5.4 summarizes the results of this comparison. It depicts that when both clustering methods kill an equal number of mutants, it is evident that the number of events selected with the spectral method is less than with the k-means method. However, it is essential to note that spectral clustering has the disadvantage of requiring a large amount of memory to analyze the affinity matrix.

Conclusion and Future Work

Regression testing is an essential quality-control technique during the software's maintenance phase. It is an essential activity, but large test suites can make it costly. Regression testing is accelerated by identifying and eliminating redundant tests. In this chapter, a new method to reduce regression test suites was presented.

The preliminary experiment on a simple case study shows that using a technique from NLP, namely Word2Vec, seems to provide a valuable tool for analyzing the similarity between tests in software testing contexts. As we work on traces, it also shows a potential for reducing the information to analyze lengthy software logs.

Summary of findings on our case study

• Word2Vec can yield meaningful feature sets for software log events.

• Using an average of the vectors of the words in a sequence associates a relevant measure for clustering software sessions made of sequences of events.

• t-SNE improves clustering and the quality of clusters of tests.

• Quite a significant test selection from random usage logs can be achieved by clustering with CHAPTER 5. LOG MINIMIZATION: SCANNER CASE STUDY Word2Vec associated with t-SNE and the Elbow method, with no loss of fault detection capabilities.

Threats to validity

There are obvious limits to generalizing those preliminary results.

• We just address a single case study, that is not too complex.

• We consider only test traces from random testing. Random testing is indeed an important approach and is often considered a touchstone in software testing, but we plan to consider other sources of tests, such as carefully handcrafted tests, conformance tests, and tests from DevOps approaches, etc.

• More parameters of the method should be investigated, such as the selection of representatives from each cluster, the influence of the initial abstraction of events, etc.

Future Work

Session averaging can be replaced by a more insightful method that can preserve the order of the events in a session. We plan to replace session averaging with another sentence embedding method like Paragraph Vectors [START_REF] Le | Distributed representations of sentences and documents[END_REF] to achieve a representative vector from each session. Therefore, regarding the TSR goal of this chapter, we expect to see better results by considering the order of events. Another attempt to replace session averaging with concept space creation to obtain vectorized session representation is also missing, which may yield a higher degree of test reduction.

We have also started investigating another direction for further reducing a test suite. Notice that we selected the longest test (session) from each UC. However, it is often the case that not all events of such a test are necessary to achieve fault detection. Therefore, we may take other criteria to select the representative client from each UC. For instance, we can select the closest client to the center of the UC, the shortest session, or a session with the most diverse events.

In the same direction, it might be possible even to reduce the selected representative sessions. There can be many redundant events that could be removed to keep the core fault-triggering capabilities of the test. We are developing an analysis of the relation between events that can trigger a fault and the necessary enablers that precede them.

Chapter 6

General Conclusions and Future Directions

This chapter provides an overview of the whole work done, including the achieved results and the challenges encountered throughout this study. In addition, based on this thesis study, we suggest numerous intriguing future directions. Through the various experiments presented in the last two chapters, we found the answer to the problem definition in the beginning of this thesis. The findings show that the suggested approach is capable of mining logs. To the best of our knowledge, the development of the proposed method, with all of its functionalities and conditions, is novel in software testing.

Conclusion and Results

Aligned with the objectives of the Philae project, we developed a methodology to create an AI model from software log files by using ML tightened with a chain of pre-processing, and conceptual space construction to create vectors to represent each sequence and universal cluster (UC) creation. The universal clusters (UCs) are essential to the verdict on sentences' semantics and their behavior for log mining tasks. The created conceptual model, and specifically the UCs reveal the causality relationship among the recorded events that was hidden from the conventional log analysis methods. The outputs and the created models can be used to perform log minimization, Software failure Prediction, Root Cause Analysis(RCA), Log Anomaly Detection, and User Behavior clustering. For specifics on some of these tasks, Software failure Prediction aims to generate proactive early warnings to avoid failures, which frequently lead to unrecoverable states. The traditional approaches to failure management are mostly passive, which deal with it after the occurrence, while failure prediction aims to predict the failure before it happens. Moreover, as in large-scale distributed systems, it is critical to effectively analyze the root causes of incidents in order to maintain high system availability, and developers put significant effort into determining the root cause of system failures. Similarly, User Behavior clustering could be extremely useful for tasks such as task automation, which attempts to identify and automate repetitive user actions, and usability engineering, which studies how software is used and how it can be improved.

To evaluate the proposed method, we implemented the entire chain in three case studies. The first two case studies, namely, Train Ticket and Telecom, were long log files of fast-paced incoming events as well as system status monitoring, recorded in the meantime but at a slow-paced interval. In such applications, faults will manifest themselves during periods of abnormal behavior. The proposed methods detected these periods (Bug-Zones), among which, some were linked to system failures. The detected Bug-Zones cover at least 70% of the systems reboots (failures) in the Telecom case study; the Random Forest predictor, after training, succeeded in correctly classifying 71% of the test dataset in the Telecom case study and 90.7% accuracy in predicting Bug-Zones in Train Ticket dataset. By using the UC prediction method, we achieved 65% and 95% accuracy in Telecom and Ticket Train, respectively. A higher value was expected in the Train Ticket benchmark due to the lower noise and complexity of the system. These results imply that our created model can be used to predict Bug-Zones based on real-time incoming test data by using an RF or UC predictor. In addition, by extracting only the pre-Bug-Zones input events, we reduced the test event set to a minimal subset of events. This subset can help software developers focus only on the bugprone moments of software operation, reduce the cost of log analysis and root-cause detection, and finally, apply bug fixes.

The third case study, Scanette (Scanner) was a self-service shopping device with some artificially injected faults. A large usage log was available to trigger the injected faults. The goal of this case study was to reduce the large log to a small set while still triggering similar faults. The aim was to reduce debugging time and effort by intelligently selecting a tiny subset of user traces that represent the entire log. The methodology was customized to pre-process the Scanette log files and create the required models. With the aim of log reduction, the proposed method selected a tiny set (0.55% of the log file) of user traces with the same fault-triggering capability as the entire log. The role of dimensionality reduction and spectral clustering in the internal steps was evaluated and reported. This thesis creates an ML-based log analysis methodology to abstract log information for ML techniques, create intelligent models, and prepare software artifacts to perform log mining tasks such as log minimization, test suite reduction, log anomaly detection and prediction, and finally, root cause detection. The achievements of this thesis could be used by software developers to significantly save the time and effort spent debugging faults and finding their root causes, and by system, administrators to predict system failures; although there are some aspects that are still to be explored.

Problems

One of the biggest problems faced in this work was in the Telecom case study. Livebox has a multitasking operating system to process parallel network operations (e.g., TV streaming, Web navigation, etc.). Hence, many times, the recorded status was not projecting the recorded incoming test events. In other words, the noisy status data was overshadowing the effect of the test execution. Some manual interventions (e.g., reboots by operators) added more ambiguity to our interpretations of the root causes. While a cluster of data confirmed a consistent causality effect of the root-cause set, another part of the data was neutral and showed no causality relation. That was the reason why we chose another case study (Ticket Train), over which we had full control, to know the true cause of the bugs.

The main threat to the validity of this case study was that, due to human resources issues, we were not able to get complete feedback from the test team in order to evaluate the significance of the detected root-cause test events.

To evaluate the accuracy of the Bug-Zone predictor tool, it must be utilized in a real-world operational setting. Due to the lack of access to the Livebox system, we could not evaluate the predictor in action, and our evaluation was only based on the statistics of the available test data.

In the Scanner case study, we consider only test traces from random testing. Random testing is indeed an important approach and often considered a touchstone in software testing, but we plan to consider also other sources of tests, such as carefully handcrafted tests, conformance tests, tests from DevOps approaches, etc.

Another problem in this thesis is that the proposed approach has only been validated in three case studies, with different contexts and scales. Obviously, it should be assessed in more case studies. It would have been nice to have a benchmark of representative case studies for fault detection and prediction from monitoring logs, but we did not find one that could correspond to our assumptions and context.

Recommendations For Future Work

The following are possible future directions for research that can be extended from this study.

• For the anomaly detection and prediction tasks, we simply distinguish Pre-Bug-Zones from the normal operation. It would be valuable to distinguish different Bug-zone types based on their semantics. This will give an in-depth analysis of different causality effects or predict more precisely the consequence of each Bug-Zone type (e.g., system slowdown, reboot, etc.).

• There are many studies that apply various techniques and algorithms for new test generation such as [START_REF] Utting | Identifying and generating missing tests using machine learning on execution traces[END_REF]. We plan to extend our study to have a wider log mining functionality, for instance, apply the proposed method to generate new test cases to automate regression testing. The purpose is to discover new bugs in the system by exploring unprecedented User behavior analysis (UBA) was not within Philae's objectives and consequently, did not receive attention in this thesis. But UBA is still one of the aspects of the proposed methodology that can be applied. The UCs are directly clustering the users' behavior semantics in the Scanner case study.

• In addition, in log minimization, we need to work and get more results in the test selection part, for instance, we have to study the criteria for the selection of representatives from each cluster, instead of selecting the longest session, we can select the center member or smallest one.

• It would also be interesting to extend our approach using learning to rank techniques with partially labeled multi-modal data [START_REF] Usunier | Multiview Semi-Supervised Learning for Ranking Multilingual Documents[END_REF], particularly in the context of test case prioritization and automated test suite optimization; as it is often challenging to determine the order in which test cases should be executed to maximize the likelihood of detecting bugs early. Learning to rank algorithms can learn from historical data, including information about test case outcomes and code changes, to rank the test cases based on their potential to reveal defects. This prioritization can lead to more efficient testing by identifying critical test cases that are likely to uncover issues early in the testing process. Also, as software systems evolve in time, the test suite can become large and redundant, leading to increased testing time and
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1: Related work.

  Unsupervised outlier detection techniques can be categorized into four different main groups: (1) Nearest-neighbor based techniques (2) Clustering and classifier-based methods (3) Statistical algorithms and (4)Subspace techniques. Here we shortly introduce of two different methods of outlier detection techniques. Local Outlier Factor(LOF) and Isolation Forest(IF) techniques.
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 41 Classification methods applied on Pre-Bug-Zone and Random-Zone sequences on the Telecom Dataset

	Method	Accuracy
	MLP	64%
	SVM(RBF) 62%
	RF	75%

Table 4 .

 4 2: AUC values in different dataset

	Dataset	RF Prediction UC Prediction
	Telecom	71%	65%
	Train Ticket 90.7%	95%
	4.4.3 Q2:		

How effective is the proposed approach in predicting Bug-Zones?

  

Table 4 .

 4 3: Performance of Bug-Zone prediction on Telecom and Train Ticket case studies by using Random Forest prediction method Positive) indicates that we are not missing Bug-Zones information. For a Bug-Zone predictor, both Recall and Precision are of interest. A lower Recall value indicates that we are missing more Bug-Zones and is linked to the cost and consequence of it. But a lower Precision value means that we are having more False-Positives, which in turn causes losing confidence in the system, especially when the system takes an automatic measure on a prediction that should not be taken.

	Dataset	Method	Precision Recall F1-score
	Telecom	RF classifier	0.68	0.70	0.69
	Telecom	UC Prediction 0.63	0.62	0.61
	Train Ticket RF classifier	0.93	0.93	0.93
	Train Ticket UC Prediction 0.97	0.75	0.81

3 Comparative Analysis: What to choose: Random Forest or UC Prediction?Table 4 .

 4 [START_REF] Tong | Software defect prediction using stacked denoising autoencoders and two-stage ensemble learning[END_REF] shows the precision, recall, and F1-score on the telecom and Train Ticket case studies by using the Random Forest classifier as a baseline and UC prediction as a proposed method in this thesis. It shows that UC prediction can achieve higher precision values (e.g. 97% for Ticket Train).
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CHAPTER 4. FAILURE PREDICTION & ROOT CAUSE EVENT DETECTION:

TELECOM CASE STUDY After standardization, Bug-Zones are detectable from ODC. Bug-Zones are the moments when the outlier density curve rises above the horizontal threshold line (the bottom-right of Figure 4.2). Each Bug-Zone is a pair of timestamps of the beginning and the ending events of the Bug-Zone denoted by B Z → T B and B Z → T E .

Model Creation

The Model Creation phase has four steps:

• Input Event Extraction

• Model Construction

• Sequence Representation By Concept Space Creation

• Creating Universal Prediction Clusters Each step will be discussed in the following subsections.

Input Event Extraction

At this step, one needs to extract input events in a time range before the Bug-Zone (Pre-Bug-Zone). Figure 4.4 depicts a single Bug-Zone period and the T second test input events that occurred before it. But we will also need to have some non Pre-Bug-Zone inputs to compare with the Pre-Bug-Zone inputs. This can be done by extracting random time intervals from time ranges outside the Pre-Bug-Zone periods.

The input extraction time range depends on the observations that system developers make on the outlier density curve, considering the root cause may happen how long before the Bug-Zone. In our case, we extract input events in a range of 3τ before the center of the Bug-Zone

), where τ is the sampling period of the monitoring log (Figure 4.1). This range proved to exhibit the best results in our case, where sampling is done at a relatively low rate; it can be adapted to other rates of monitoring sampling w.r.t the flow of input events.

Likewise, by creating random timestamps and verifying that they don't fall in the Pre-Bug-Zone periods, we would have a set of random test sequences (Random-Zones): 

Implementation and Evaluation Results on Prediction and Rootcause Detection

In this section, we evaluate the effectiveness of our method. We target the following research questions:

Q1: Can our model distinguish Pre-Bug-Zone from Random-Zone sequences accurately enough?

Q2: How effective is the proposed approach in predicting Bug-Zones?

Q3: What is the complexity of the proposed approach?

Q4: What are the accuracy and efficiency of our proposed method in root-cause detection?

Experimental Setup

We used standard library implementation of classical ML methods and orchestrated the steps of the approach by developing a Python 3.x script. The first step is based on outlier detection. We experimented with two outlier detection methods, Local Outlier Factor and Isolation Forest [START_REF] Markus | LOF: identifying density-based local outliers[END_REF][START_REF] Fei | Isolation forest[END_REF]. These two algorithms belong to the unsupervised outlier detection method and play an important role as anomaly detection methods. Isolation Forest is more efficient and more stable than the LOF. However, the Isolation Forest shows some shortcomings in some experiments. Many normal samples will affect the ability to isolate abnormal points when there are a large number of samples [START_REF] Fan | Comparative Study of Isolation Forest and LOF algorithm in anomaly detection of data mining[END_REF].

Telecom case study

In that case study, each monitoring event is a collection of metrics. So we processed the multivariate information to identify outlier entries. Each log file corresponds to a full day of monitoring, All red dots must be separated from the gray ones in a circle. Therefore, the gray dots in the wrong circles can be based on an estimation of the false positive rate of Bug-Zone prediction. For instance, in Figure 4.10-B, 8 gray dots are in the red circle (false positive), forming 16% of the population. We expect a similar false positive rate from the Bug-Zone Predictor. One noticeable difference in the concept space figure (Figure 4.10-B) is the uniformity of the dots in the more significant cluster and its clear distance from the smaller cluster. Apparently, the concept space method better illustrates the two different semantics of the test sequences (Pre-Bug-Zones and Random-Zones). Finally, a Bug-Zone Predictor based on a Random Forest predictor gave us 90.7%