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General Introduction

Enterprises are now operating in an environment where markets are more open, globalized, and competitive. Changes in market conditions are obliging enterprises to become involved in various kinds of industrial networks in order to maintain their business efficiency. Different forms of networks are emerging continuously and progressively and their structure is becoming more flexible. The capacity of networked enterprises to adapt and react rapidly to market developments is the key factor in ensuring their survival.

The efficiency of networked enterprises is determined by the speed and accuracy with which information can be managed and exchanged among the business partners. Enterprises normally use information systems to manage their internal information. The ability to capture and share information seamlessly between the information systems of different enterprises is therefore very important, given the heterogeneities in culture, language, business, or technology.

New technologies have been emerging exponentially in order to address this question of interoperability.

By definition, interoperability is the ability of two or more systems or components to exchange information and to use the information that has been exchanged [IEEE, 1990]. Interoperability can be seen as the capacity of enterprises to structure, formalize, and present their knowledge and know-how in order to be able to exchange or share it. In this case, interoperability is a crucial requirement for enterprises that need to be dynamically integrated. Interoperability is thus essential for ensuring the economic strength of the enterprise. This dissertation addresses the use of knowledge engineering for dealing with enterprise interoperability. It is complementary to the work of EBM WebSourcing and to the MISE project.

EBM WebSourcing is an IT company found in 2004. EBM WebSourcing focuses on providing solutions for the integration of enterprise applications, for information exchange in highly distributed networks, and for SME ecosystems. These solutions are open source and based on BPM (Business Process Management) and SOA (Service Oriented Architecture). The work developed in this dissertation can be positioned in the design time (left side) of the company's perspectives. It provides collaborative process models for the runtime collaborative platform. The following schema shows the company's perspectives: The MISE (Mediation Information System Engineering) project was launched in 2004 with the aim to deliver an information technology solution, namely MIS (Mediation Information System), to support enterprise interoperability. The main leaders of this project are the Centre de Génie Industriel of the Ecole des Mines d'Albi-Carmaux and EBM WebSourcing. The first PhD dissertation was written by Touzi, defended in late 2007 and followed up with a postdoc. His work addresses the conceptualization of the logic and technological models of MIS. The work presented in this dissertation can complement this first PhD by providing its input (collaborative process model).

The concept of MIS is based on MDE (Model Driven Engineering) [START_REF] Millet | MDA Guide Version 1.0.1[END_REF] and consists of three levels: CIM (business), PIM (logic), and PSM (technological). In our context (enterprise interoperability), the CIM level concerns the organization, objectives, processes, and responsibilities of participating enterprises. It requires a model that can represent interactions occurring between enterprises, including the exchanged data, services exposed to others, etc. The PIM level requires a model representing the different functional entities of a system, expressed in terms of enterprise logic. Such logic concerns the semantic aspect of knowledge and information. The PSM level requires a model for generating executable code in the definition of a technological platform, such as a service model. The MDE approach allows the complexity of the information system design to be reduced by separating the business and technological needs. This approach proposes to design across the different abstraction levels and exploits at each level the associated models to build the models of the next level. The works of Touzi (PhD and post-doc) cover the PIM and PSM levels by using SOA as the MIS's logical model and PEtALS ESB (provided by EBM WebSourcing) as the target architecture that facilitates the communication between information systems. SOA contributes the agility, accessibility, and diminution of complexity of an information system. These contributions allow us to manage the communication difficulty between information systems. However, it obliges the information systems of business partners to be based on SOA. The work of Touzi deals particularly with the transformation of models between the MDE's levels. The Translator V1.0 was developed in response to this transformation using ATL (Atlas Transformation Language). In these works, Touzi supposes that business partners can provide and make available the collaborative business process which is the main input of the Translator V1.0. We realized later that this assumption was not reasonable from the useroriented perspective. But, how can we obtain that explicit collaborative process model?

We answer the above question by applying knowledge-based engineering to the design of a collaborative process model. This is the purpose of the work described in this dissertation. The aim is to accomplish the CIM level and deal with the business level of enterprise interoperability by providing a common collaborative process model. Here, we shall work at a higher abstraction level than the CIM for capturing as much knowledge as possible (e.g. skills, roles and business goals) from business partners. The existing knowledge in reference repositories regarding business services is reused in order to support the design of the collaborative process, and to provide a solution that is intrinsically adapted to an SOA implementation. Thanks to the knowledge from partners and the reference repositories, we can then go down to the CIM level. This approach brings out three crucial topics: knowledge gathering, knowledge representation and reasoning, and collaborative process modelling. Each topic is introduced in the three following paragraphs.

Firstly, we address the characteristics of collaboration in order to define what knowledge needs to be captured. Collaboration is a group of more than two partners who establish relationships and processes among themselves [ICC, 1999] [ [START_REF] Kak | RosettaNet E-Business Standards Provide Better Supply Chain Collaboration and Efficiency[END_REF]. A common goal is shared and defined collectively in order to provide a common understanding and the direction to be taken. Collaboration requires information to be transferred, and needs a collaborative process that business partners carry out together in pursuit of the common goal. Thus, we need to gather knowledge that is relevant to these criteria. We will discuss these criteria and this knowledge in detail in Chapter 2. Most of this knowledge can probably be retrieved from the previous collaboration experiences of business partners. The precision and accuracy of collaboration characterization impacts on the results of the other two topics (knowledge representation and reasoning, and collaborative process modelling). More knowledge captured leads to a more accurate characterization of collaboration. Nevertheless, this knowledge is implicit. So, how can we capture such knowledge and make it more explicit?

Secondly, we focus on representing and reasoning knowledge captured from the first topic. This knowledge may be used for various purposes, such as building a partner knowledge repository, or a collaboration knowledge base, etc. However, in this dissertation, we are interested in the use of knowledge for modelling collaborative process. The first question in this topic is, once the knowledge is collected, how is it stored and reused for collaborative process modelling? This question is not easy to answer due to the many constraints of collaborative process modelling and the behaviour of knowledge. Moreover, the knowledge captured from business partners concerns the collaboration domain, not the collaborative process field. So, how can we move from the knowledge of the collaboration domain to that of the collaborative process? Thirdly, we aim to model collaborative process. So, we may need to define more clearly what collaborative process is. The result of the second topic is not yet our expected collaborative process model, but just a pack of knowledge usable for modelling collaborative process. The extraction of such knowledge and the representation of it as collaborative process are the crucial issues to be addressed. As we mentioned previously, we can used this collaborative process model as an input of the Translator V1.0 for defining an SOA-based MIS model [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF]. The crucial questions in this topic are: how do we extract that knowledge?, how can we model collaborative process from that knowledge?, and how do we ensure that our collaborative process model can be used without any problem by the Translator V1.0?

The above discussion and identified questions reveals that each topic covers a wide range of aspects and issues which are somehow related to each other. We need to study them into detail in order to gain a clear understanding of them and find a way to manage them. Thus, the dissertation is organized as follows:

Chapter 1 focuses on describing the scope and objectives of the dissertation. We are interested in defining the problematic of establishing collaboration between enterprises (the reasons why enterprises collaborate, and the necessity of technologies supporting collaborations). The hypotheses that directly impact the dissertation mainly concern the different collaboration capabilities and the interoperability of enterprises through their information system.

Chapter 2 is the literature study. We explore the concepts, approaches, and technologies related to the first and third topics discussed previously. It consists of: 1) the notion of inter-enterprise collaboration including the characterization of collaboration and enterprise knowledge, and 2) the definition of collaborative process together with the modelling approaches and languages.

Chapter 3 presents a knowledge-based system for accomplishing the business level (CIM) of the MDE. We explore the methods and technologies of knowledge representation and reasoning (second topic) and explain globally how the studies in Chapter 2 are adopted to develop the system. We then focus only on an engineering approach for dealing with the second topic which makes up the heart of the system. This approach involves morphing knowledge on collaboration captured from business partners into knowledge concerning collaborative process.

Chapter 4 focuses on presenting the prototype developed for supporting the knowledge-based system introduced in Chapter 3. Such a prototype is run semiautomatically. It consists of four steps: acquisition of implicit knowledge from business partners, deduction of knowledge, extraction of knowledge, and construction of collaborative process models. The first step concerns the knowledge gathering (first topic), while the last two steps concern the collaborative process modelling (third topic). The second step is discussed in Chapter 3. Each step has specific requirements. We will benchmark several technologies and select an appropriate one for developing a specific tool to satisfy the requirements of each step of the prototype. The prototype is seen as a chain of several different tools.

Chapter 5 aims at demonstrating how the prototype works by experimenting with a very simple collaborative situation. Another complex collaboration will also be conceptually presented. The experimentation uses every tool of the prototype to perform every step, from knowledge gathering to the construction of the collaborative process Chapter 6 ends the dissertation by giving the conclusions and perspectives of this work. We propose a summary of work carried out during this PhD and the outlook related to the different current studies.

Chapter 1. Scope and Objectives

The aim of this dissertation is to provide a knowledge-based system dedicated to the specification of a relevant collaborative process from a given collaborative situation. The collaborative process generated from this system will be used for developing an information system mediator.

This chapter focuses on describing the scope and objectives of the dissertation. Firstly, we seek to define the problem of collaboration between enterprises including the reasons why enterprises collaborate, and the need for technologies to support collaboration. Then, we present the hypotheses of this dissertation drawn from the previous works carried out in the MISE project. Such hypotheses bring out the different collaboration capabilities and the interoperability of enterprises. The objectives and framework of the dissertation are specified, taking into account the previous works. Finally, we present an overview of the work of this dissertation.

Problem of inter-enterprise collaboration

In past decades, enterprises could operate alone in relatively stable and predictable environments. The dispersal of information and the exponential emergence of new technologies have started to erode the stability of this environment. Operating in such environments is becoming increasingly more difficult. Now the environment has completely changed and the market is more open and globalized. Enterprises, particularly small and medium-sized enterprises (SMEs), are facing competition from large organizations for market share and profits in business. Market trends oblige companies to become involved in many kinds of industrial networks in order to maintain their business efficiency. The capacity of enterprises to collaborate or interact with their partners is a crucial factor for their development and their ability to survive. Indeed, enterprises require the agility to be able to operate under such pressures and thus ensure their survival.

The need for agility has greatly influenced the traditional way enterprises are run. Enterprises have started developing and establishing more and more collaborative projects in response to various challenges. These projects may include group of partners that have complementary skills, groups of businesses in the same market, platforms for group buying, etc. Different forms of networks keep emerging continuously and progressively and their structure is becoming more flexible.

A business network is an open and agile system that evolves and adapts itself regularly along its life cycle. The main challenge of creating such networks is the selection of appropriate business partners and the implementation of appropriate processes. However, once a network is formed its efficiency is determined by the speed and accuracy with which information can be managed and exchanged among the business partners. Its life cycle consists of several phases: identification, formation, design, operation, development, and dissolution. [D1. 1 Synergy, 2008] Besides this new trend of networked enterprises and the complexity of collaboration, new technological requirements are necessary for supporting collaboration in networks, such as collaborative platforms. In general, business partners are geographically distributed and interact with each other frequently. The diversity of business process categories developed inside the network is as wide as the variety of types of collaboration between those business partners. Thus, collaboration needs to be supported by technologies in order to facilitate the interactions between partners, and maintain the inter-enterprise relationships. The ability to capture and share information seamlessly amongst a suite of software systems is very important as it reduces data-handling errors and facilitates business activities. However, this feature is not always available among the commonly used software applications and it is costly to many globally distributed industries [D1. 1 Synergy, 2008].

Hypotheses and objectives of the dissertation

This dissertation is a work in collaboration between the Centre de Genie Industriel of the Ecole des Mines d'Albi-Carmaux and EBM WebSourcing. The main purpose of this dissertation is to provide a collaborative process model that describes interactions and information exchanges between business partners. Such a model can be applied to the previous works of the MISE project and the on-going works of EBM WebSourcing. Thus, this dissertation is related both to the MISE project, and to the requirements of EBM WebSourcing.

The aim of this section is to present the principal hypotheses and constraints originating from the previous works, in particular those of the MISE project, which impact directly on this dissertation. Finally, the objectives and scope are also specified based on the previous works.

Principal hypotheses

Due to the current global and competitive market, the capacity of enterprises to collaborate with their partners is the critical factor for their development and their ability to survive. [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] defined four levels of capacity: communicating (ability to exchange and share information), open (ability to share business services and functionalities with others), federated (ability to work with others by following collaborative processes in order to pursue a common objective, as well as objectives of the enterprise itself), and interoperable (ability to work with others without a special effort; the enterprises involved are seen as a seamless system). Thus, interoperability can be seen as an alternative to performing the integration of enterprises into a unique system [START_REF] Vernadat | Interoperable enterprise systems: architectures and methods[END_REF].

The concept of interoperability first appeared in the domain of computer science in the early 1990s and has been developed continuously and extensively in many domains such as military, medical, transportation, software, etc. [DoD, 2001] [ISO 16100, 2002[START_REF] Apfa | Association pour Promouvoir le Français des Affaires[END_REF]. Since then, many definitions related to this concept have been proposed. The most quoted one was given by [IEEE, 1990] which defines interoperability as the ability of two or more systems or components to exchange information and to use the information that has been exchanged. Furthermore the InterOp NoE defines the interoperability as the ability of a system or a product to work with other systems or products without special effort from the customer or user [START_REF] Konstantas | Interoperability of enterprise software and applications[END_REF]. We can deduce from these definitions that the implementation of the interoperability between enterprises is not easy to achieve due to the large number of interoperating components and the semantic heterogeneity of the systems involved.

Four years ago, the MISE project was launched with the aim to conduct experiments in the enterprise interoperability domain. Its investigation was driven by a main issue: to deliver an IT solution for a collaborative network in the context of future developments in the internet and by promoting interoperability concepts.

We realized the fact that collaboration is a complex system which frequently changes. Enterprises involved in collaboration are geographically distributed. Collaboration requires technologies for supporting the interactions between enterprises. The ability of technologies to efficiently manage and exchange information among software systems has become a very important factor.

An information system (IS) is used internally in an enterprise in order to manage, store, and deal with information. It can be considered as a set of data, applications, and processes [Morley, 2002]. IS may also be used to interface with external entities. This offers enterprises the possibility to communicate with their partners through their IS [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF]. The efficiency of this collaboration depends mostly on the interoperability capability of the IS. Nevertheless, the heterogeneity of enterprises in terms of culture, language, business, or technology make the interoperability complex and can lead to the failure of interoperability between systems.

A solution to deal with this issue has been proposed by [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF], namely MIS (Mediation Information System). The MIS was evolved to be used as a mediator (intermediate platform) that connects to the ISs of different partners in order to drive the concept of system of systems [Maier, 1998]. The MIS together with the partners' ISs are seen as a single system. According to [START_REF] Wiederhold | The conceptual basis for mediation services[END_REF], a mediator comprises a layer of intelligent middleware services in IS, providing intermediary services that link data and application programs without the need to integrate the data bases. Thus, [START_REF] Bénaben | Mediation Information System Design in a Collaborative SOA Context through a MDD Approach[END_REF] proposed that the MIS should be able to handle: 1) conversion and delivery of partners' data, 2) management of a repository of partners' services and applications, and 3) orchestration of a collaborative process model that should be run over a workflow engine. However, defining such a solution is not an easy task. The technical components (e.g. database, ERP, web service, etc.) of partners' ISs should work together in order to meet the business requirements expressed by the partners. Indeed, the configuration of these components is not only a problem at a technological level, but it concerns the conceptual and organizational levels as well. The main investigation of [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] is to tackle the interoperability problems vertically by going from the organizational level to the technical level according to the MDE (Model Driven Engineering) approach. Thus, the generation of the MIS is based on three levels of the MDE approach: the organizational, logic, and technological levels.

The organizational level addresses the representation of interactions occurring between enterprises, including the exchanged data, resources exposed to others, etc. The collaborative process model written in BPMN (Business Process Modelling Notation) was chosen to represent such interactions. Why BPMN? BPMN is an advanced formalism which can cover mainly the functional view and partially the organizational, informational, and resource views of enterprise modelling. It offers dynamic behaviour (e.g. an event) to business process which is an important aspect of process modelling.

Based on the definitions of interoperability given so far, it allows open access to IS resources. Clearly, it needs to be controlled somehow to protect the privacy of the enterprise. Only the public part of an enterprise's IS should be visible to others. Service-Oriented Architecture (SOA) is a perfect solution to deal with this issue [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF]. SOA contributes to the agility, accessibility, and reduction of the complexity of an IS. According to [START_REF] Touzi | A Model-Driven approach for Collaborative Service-Oriented Architecture design[END_REF], SOA provides the means to obtain a loosely coupled architecture describing collaboration between autonomous systems, in contrast to classical tightly coupled systems and monolithic architectures. These autonomous systems are represented as services and have independent lifecycles. Indeed, enterprise applications and internal processes can be encapsulated as services. SOA solutions are designed to manage and orchestrate bonds between applicative services within a process trade. SOA is designed to provide the flexibility to treat elements of business processes and the underlying IT infrastructure as components (or services) that can be reused and combined to address changes of business priorities. In this way, SOA can be used efficiently to facilitate the communication between enterprises when each exposes their services to others. This leads to the main assumption of the MIS regarding the fact that the ISs of enterprises must follow the same conceptual SOA model. [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] considered the SOA model as a logical level of the MDE. The overview of SOA will be presented in Chapter 2.

The technical level of the MDE concerns ESB (Enterprise Service Bus) architecture. EBM WebSourcing provides an open source PEtALS1 ESB which was selected to support this level.

EBM WebSourcing is the main industrial partner of this dissertation and a member of OW2 open source consortium. Thus, our principal constraint is that the tools and technologies used in this dissertation should be open source.

Principal objectives and scope of the dissertation

In this section, we define the scope of the dissertation by taking into account the above hypotheses including the works of the MISE project and EBM WebSourcing's requirements. We start by positioning our work on the MDE approach. Then, because our work deals with the interoperability of enterprises' IS, we need to study the different interoperability frameworks in order to understand the existing standards, architectures, and approaches in this domain. Then, we shall try to position the MISE project, including the work of this dissertation relating to it, for a better understanding of its objectives and background.

Positioning the dissertation on the MDE approach

According to the hypotheses discussed previously, the generation of MIS is based on the MDE approach. MDE was created as a promising approach for dealing with the complexity of platforms [Schmidt, 2006]. The MDE technologies combine: 1) domain-specific modelling languages which formalize the application structure, behaviour, and requirements within particular domains by using meta-models, and 2) transformation engines and generators that analyse certain aspects of models and artefacts, such as source code, XML deployment descriptions, or alternative model representations. MDE technologies focussing on architecture and corresponding automation yield higher levels of abstraction in software development. The OMG2 (Object Management Group) launched a set of standards called Model-Driven Architecture (MDA) in 2001 for supporting the MDE of software systems.

According to [START_REF] Millet | MDA Guide Version 1.0.1[END_REF], MDA is an approach dedicated to the development of software systems. It provides guidelines for structuring specifications expressed as models. MDA distinguishes the business and technological branches. The business branch consists of three abstraction levels: 

CIM (Computer Independent Model

) is a model of a system that shows the system in the environment where it will operate. It helps in understanding a problem and defining a shared vocabulary for use in other models. PIM (Platform Independent Model) consists of enterprise, information, and computational viewpoint specifications. PSM (Platform Specific Model) is a view of a system from the platform-specific viewpoint. This level is the combination point of business and technological branches. It describes the realization of software systems by combining the specifications of PIM with the technical architecture of the platform model (PM).

Based on the MDA approach, the transformation can occur in the same (horizontal) or different (vertical) abstraction level. According to [START_REF] Merilinna | [END_REF], the horizontal transformation is for example, PIM to PIM transformation when models are enhanced, filtered, and specialised during the design process. However, the vertical transformations can be considered the key transformations, as they push the system under development from specifications all the way to the actual source code.

In the framework of the MISE project, we address only the vertical transformations which concern the change of abstraction levels from CIM to PIM and from PIM to PSM. The works of Touzi start from the collaborative process model with the assumption that business partners are able to provide this model. The model transformation is proposed using model morphism and model-mapping theories. Another assumption used in this transformation phase is about the structure of the logical architecture which is SOA compliant, with respect to the idea to implement the PEtALS ESB. If we position this dissertation on the MDA approach in comparison to the previous works of the MISE project, we realize that:

Collaborative process model supports the CIM level. SOA-based MIS supports the PIM level. This is on the assumption that ISs of the involved partners follow the same SOA conceptual model. PEtALS ESB supports the PSM level.

However, the assumption about the collaborative process model that it should be available and provided by partners is not reasonable from the user-oriented perspective. It is unlikely that business partners will have their collaborative process in place before starting the collaboration. Furthermore, this collaborative process should conform perfectly to the requirement (meta-model) defined at the CIM level. Thus, the work developed in this dissertation was originally created to overcome this problem. Our work tries to accomplish the business (CIM) aspect by using knowledge-based engineering. We are working at the upper level of the CIM to capture knowledge on collaboration and exploit this knowledge in order to move down to the CIM. The concept of this work will be introduced theoretically in Section 3. 

Interoperability frameworks

The problem of enterprise interoperability relies generally on three levels: data, resources and business processes. Interoperability reinforces the idea that integration has to be prepared by using standards, reference frameworks, specific architectures, and approaches.

As we aim to deal with enterprise interoperability, we should study the standard interoperability frameworks. A number of interoperability frameworks have been developed in various domains: IDEAS (Interoperability Development for Enterprise Application and Software), AIF (ATHENA Interoperability Framework), EIF (Enterprise Interoperability Framework), e-GIF (e-Government Interoperability Framework), EIF (European Interoperability Framework), etc. We have presented only the first three frameworks in this dissertation because they concern the enterprise interoperability domain in which we are interested. The two last frameworks were specifically developed to apply to interoperability between governmental services and administrative services.

IDEAS

IDEAS stands for Interoperability Development for Enterprise Application and Software. It is a thematic network project intending to deliver roadmaps in the domain of interoperability of enterprise applications and software. It defines interoperability as an interaction capability between enterprise software applications.

According to [START_REF] Ideas | IDEAS, A gap Analysis -Required activities in Research, Technology and standardisation to close the RTS Gap-Roadmaps and Recommendations on RTS activites, IDEAS, Deliverables[END_REF], the IDEAS interoperability framework has three levels: business, knowledge, and ICT (Information and Communication Technology) systems. These three levels are related to each other by a common semantic. They should be considered all together in order to obtain substantial and effective results, as well as pragmatic applications in today's business world. The IDEAS interoperability framework describes how interoperability can be achieved if the interactions can at least take place at three levels between two cooperating enterprises. The Business level concerning the problems related to the organization, and business processes. It is divided into three sub-levels: decisional model, business process, and business model.

The Knowledge level concerns acquiring, structuring, and representing knowledge of enterprises.

The ICT system level (application and data) concerns the technical solutions for transferring resources from one enterprise to the others.

The semantic barriers concern mutual understanding on all layers, for example, business terms for the business level, dictionaries and ontologies for the knowledge level, and ontology tools and services for the ICT level. This barrier concerns every level of the enterprise when it establishes interoperability with others.

AIF

AIF stands for ATHENA Interoperability Framework [ATHENA, 2004]. This framework adopts a holistic perspective on interoperability by integrating the different results and solutions developed in the ATHENA project. It builds upon the thematic network of IDEAS and merges three research areas: 1) architecture and platform to provide implementation frameworks, 2) enterprise modelling to define interoperability requirements and to support solution implementation, and 3) ontology to identify interoperability semantics in the enterprise. The AIF aims to provide approaches to the solution, while the IDEAS framework focuses on structuring the interoperability issues (into business, knowledge, semantic, and technologic issues). According to [START_REF] Berre | The ATHENA Interoperability Framework, Establishing the Foundation of Collaborative Networks[END_REF], the AIF is structured into three parts as follows:

Conceptual integration focuses on identifying the concepts, meta-models, languages, and model relationships for developing interoperability. Interoperations can take place at four levels:

The Enterprise/business level concerning the organizational and operational ability of an enterprise to cooperate with others. This level requires a collaborative enterprise modelling.

The Process level focusing on making various processes work together. A cross-organizational business process is needed at this level.

The Service level concerned with identifying and executing applications. This requires a flexible execution and composition of services which can be supported by PIM4SOA (PIM for SOA).

The Information level concerning the management and exchange of messages (information interoperability).

For each level, the model-driven interoperability approach is used to formalize and exchange the provided and required artefacts that must be negotiated and agreed upon. The semantic annotation is to give meaning to any kind of resources (e.g. business processes) in terms of the shared reference ontology and reconciliation rules.

Applicative integration focuses on methodologies, standards, and domain models. This part ensures the establishment of interoperability by providing guidelines, principles, and patterns that can be used to solve interoperability problems.

Technical integration concerns the technical development, and ICT environments. It provides the ICT tools, and platforms for developing and executing enterprise application, and software systems.

This platform provides a compound framework and associated reference architecture for capturing the research elements and solutions to solve the interoperability problems. It addresses the problem in a holistic way by capturing and inter-relating information from many perspectives covering business, knowledge, technical (ICT), and semantic issues relevant to interoperability.

2.2.2.3.EIF

The EIF stands for Entreprise Interoperability Framework, developed in the InterOp NoE project (Interoperability Research for Networked Enterprise Applications and Software, FP6 508011) [START_REF] Chen | Interoperability Knowledge Corpus, Intermediate Report. Deliverable DI.1b, Network of Excellence InterOp[END_REF]. This framework aims at defining the research domain of interoperability of enterprise applications. Generally, research on interoperability is an applied and problem-driven type of research. The framework has three basic dimensions: interoperability levels, interoperability barriers, and interoperability approaches.

The interoperability levels concern the interactions that can take place from the various viewpoints of the enterprise. Four levels of interoperability have been defined:

Interoperability of data aims to make different data models related to particular applications work together. This interoperability allows data coming from heterogeneous bases to be found and shared by different machines, operating systems, and database management systems.

Interoperability of services concerns identification, combination, and making various applications work together by dealing with syntactic and semantic differences.

Interoperability of processes focuses on making various processes work together.

Interoperability of business refers to working in a seamless way at the organizational level in spite of the different modes of decision-making, culture, etc., so that business can be developed and shared between companies.

The interoperability barriers describe an incompatibility which obstructs the sharing of information and exchanging of services. Three categories of barriers have been defined as follows:

Conceptual barriers relating to the syntactic and semantic differences in information to be exchanged, as well as in the expressivity of the information.

Technological barriers relating to the incompatibility of information technologies (e.g. architecture, infrastructure, etc.). This kind of barrier prevents collaboration between two or more systems.

Organizational barriers relating to the definition of responsibility, authority, and organization structure. This kind of barrier particularly concerns human and organization behaviour which can be incompatible with interoperability.

These approaches to interoperability allow knowledge and solutions relating to enterprise interoperability to be categorized according to the ways of removing various interoperability barriers. They have been defined under three categories:

Integrated approach, referring to the existence of a common format for all models. If the need for interoperability comes from a merger between enterprises, this approach seems the best adapted. In this case, there is only one common format agreed by all partners to elaborate models and build systems.

Unified approach, referring to the existing of a common format, but only at a metalevel. If the need for interoperability concerns a long-term based collaboration, this approach is a possible solution. A common meta-model provides a means for establishing semantic mapping between models.

Federated approach, having no common format. Partners do not impose their models, languages, or methods of work. For the need for interoperability originating from the short-term collaboration project, this approach is the most relevant. To interoperate, partners must adapt themselves dynamically by sharing an ontology rather than having a predetermined meta-model.

Conclusion

AIF is a solution-oriented framework built upon IDEAS which tries to structure the interoperability problems into business, knowledge, technology, and semantic aspects.

According to [START_REF] Chen | Interoperability Knowledge Corpus, Intermediate Report. Deliverable DI.1b, Network of Excellence InterOp[END_REF], EIF (Enterprise Interoperability Framework) adopts the barriers-driven approach to tackle interoperability problems in a bottom-up way to remove the barriers. IDEAS and AIF do not explicitly represent the barriers or obstacles to interoperability. Neither are aimed at structuring interoperability knowledge with respect to its contribution to removing various barriers. Three barriers of EIF can be considered as organizational (business), conceptual (semantic), and technological levels of interoperability.

These three frameworks have some similarities. Firstly, both the organizational level of EIF and the business level of IDEAS define the exchange of objectives, strategies, responsibilities, and the operational modes of the enterprise. This exchange can be based on the use of models and languages understandable by the enterprises as defined at the enterprise and process levels of the conceptual framework of AIF. See the dashed lines.

Secondly, the knowledge level of IDEAS addresses the enterprise knowledge representation which may be included in the business level of the AIF. See the dashdot line.

Thirdly, the technology level of EIF corresponds to the ICT systems of IDEAS because they deal with the incompatibility of information technologies including applications and data. See the dash-dot-dot line.

Finally, the conceptual level of EIF and the semantics dimension of both AIF and IDEAS concern the signification and the interpretation of the information and knowledge of an enterprise. However, the IDEAS and AIF frameworks deal with the semantic across different levels. See the dot lines.

Even though these three frameworks provide quite similar approaches for tackling enterprise interoperability, EIF also takes into account the two other dimensions of interoperability. Besides, EIF aims at removing the barriers that block and lead to the failure of interoperability. These points make the EIF framework more interesting for positioning and analysing our work. In the next section, we will define the scope of the work presented in this dissertation on the EIF framework.

Positioning the dissertation on the interoperability framework

According to The MISE project copes with the interoperability issues by using a common SOA meta-model of IS. We describe as follows the scope of this project including the work of this dissertation according to these three domains of interoperability:

Interoperability approaches: The MISE project does not imply any common format for all models, so it does not drive an integrated approach. Neither does it allow complete freedom of models and languages, so it is not federated. But, it is unified because we use the SOA meta-model for tackling the interoperability of ISs. Nevertheless, the MISE project is trying to blur the SOA dependency by facilitating and tooling the service presentation of enterprises (the arrows show this evolution towards federated approach).

Interoperability levels: The project uses collaborative network models to align business goals of involved partners with processes, so it deals with the business level.

The SOA logic model deals with the other levels: process, service, and data.

Interoperability barriers: Since the design of MIS follows the MDE approach, it addresses all the organizational (CIM), logic (PIM), and technical (PSM) levels. These three levels concern respectively the organizational, conceptual, and technological barriers of interoperability.

The dissertation
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The scope of this dissertation concerns only the business and process levels and the organizational barrier of EIF because we intend to define a collaborative process model for representing a specific collaboration. We take into account the business goals and knowledge captured from the business partners. This collaborative process model contains the information about services and data transfer which come from the MIT Process Handbook. This information does not provide any syntactic and semantic descriptions which are required for the interoperability at service and data levels.

Elaboration of a Knowledge-based system for specifying collaborative processes

This dissertation focuses on removing the organizational barrier (EIF) to interoperability and accomplishing the business level (CIM) of the MDE. Thus, our work particularly addresses the design of collaborative process model. This collaborative process model can complement the previous works of the MISE project in order to generate a MIS solution for supporting enterprise interoperability. This process model can also be used afterwards by the collaborative platform solution of EBM WebSourcing.

We propose to work at a higher abstraction level than the CIM for capturing knowledge from collaborative network partners. We shall try to reuse existing knowledge from reference repositories for moving down to the CIM. This idea brings out several crucial topics regarding this work: enterprise knowledge acquisition, knowledge representation and reasoning, and collaborative process modelling. These lead us to develop a knowledge-based system for dealing with the use of knowledge to specify collaborative process models. For constituting such a knowledge-based system, there are several questions concerning each topic to be taken into account:

Knowledge on collaboration: what knowledge do we intend to use?, where and how can we capture that knowledge?... Knowledge representation and reasoning: once we have knowledge, how do we keep or store it? how do we represent it?, how can we reuse the knowledge? The knowledge we captured is about collaboration. So, how do we derive new knowledge about collaborative processes from existing collaboration knowledge?

Collaborative process modelling: how do we describe the collaborative process? how do we represent the collaborative process model, and by which language?...

To answer the above issues, we need to study and have a clear understanding of each topic. Thus, we propose a framework for studying these three topics as follows: Our approach for inter-enterprise collaboration is focused on collaboration in general including its definitions and classifications. The requirements, perspective, as well as the knowledge acquired from experience or the past collaborations of partners should allow us to understand collaboration. The production and exchange of knowledge we can capture during the collaboration are also important. Thus, we shall also discuss the different criteria for characterizing collaborations, enterprise knowledge, and knowledge for collaboration.

Concepts and technologies for knowledge representation are focused on presenting the different ways for dealing with knowledge. This part also includes the technologies related to the methods for representing knowledge. At the end, we shall select the technologies the most relevant to us for further use.

Our approach for collaborative process modelling concerns the definition of the collaborative process based on our point of view. The different modelling approaches and languages that we can adapt to the collaboration context are also described.

Conclusion of the chapter

This chapter is focused on specifying the scope and objectives of the dissertation. The dissertation can serve the MISE project and EBM WebSourcing. It relies on the organizational level of enterprise interoperability. The main purpose of this dissertation is to provide a collaborative process model corresponding to the specific behaviours found in collaboration. We intend to develop a knowledge-based system for supporting the specification of collaborative processes and guarantee the alignment of these processes with the common goals of business partners. 
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This dissertation is influenced by the works carried out previously in the MISE project, as well as the requirements of EBM WebSourcing. The principal hypotheses are described in Section 2. They particularly concern the different collaboration capabilities, the interoperability between the ISs of business partners, and the technological aspect, such as the limitations of the collaborative process model, SOA as a logical model of MIS, and PEtALS ESB.

We have highlighted three main topics that are essential for constituting a knowledge-based system: knowledge on collaboration, knowledge representation and reasoning, and collaborative process modelling. We have defined a framework for studying these three topics in detail in order to have a clear understanding of them and to find a way to deal with them. Based on this framework, we have organized the following chapters in the dissertation as follows:

In Chapter 2, we explore the concepts discussed above in the literature, together with the technologies dedicated to inter-enterprise collaboration (first topic) and collaborative process (third topic). The objective of this chapter is to understand the characteristics of collaboration, the knowledge that drives and supports collaboration, and the modelling approaches that can be applied in a collaborative process context. This understanding offers an overview of our knowledge-based system as it addresses the departure and arrival points of the system.

In Chapter 3, we explore the methods and technologies for representing and reasoning knowledge (second topic). We describe an overview of our knowledge-based system and how the studies in Chapter 2 can be adopted so as to develop the system. Then, a knowledge engineering approach will be presented in theory, in response to the knowledge representation and reasoning issues which constitute the core of our system.

In Chapter 4, the prototype of our system will be introduced. This prototype consists of the tools and technologies that support the three main topics presented previously.

In Chapter 5, a demonstration of how the prototype works will be shown by experimenting with a very simple collaboration case.

Chapter 2. Literature Study

In this literature study, we present the approaches for collaboration and a collaborative process. These two parts concern the departure and arrival points of the knowledge-based system that we intend to create. This system is dedicated to the specification of collaborative processes from our knowledge about collaboration. The first part concerns the definition and characteristics of collaboration. This part provides the knowledge for executing our system. The second part concerns the target collaborative process model that the system has to produce and the approach for modelling collaborative processes.

Approach for inter-enterprise collaboration

Enterprises are dynamic systems operating in an environment where markets frequently change. They are faced with the need to reconstruct themselves in order to survive in a competitive global market. A single enterprise model is not adequate to cover all the aspects of customer and market satisfaction due to the complexity of the markets. Therefore enterprises are trying to create collaborative networks with other enterprises. They are developing networked enterprises contributing toward a common business goal. [D1. 1 Synergy, 2008] This section consists of three subsections. Firstly, the collaboration between multi-enterprises will be discussed in relation to the different definitions and classifications in terms of types and levels of collaboration. Secondly, collaboration will be specifically characterized through several criteria. Thirdly, we will address enterprise knowledge, the different types of knowledge in an enterprise, and the knowledge that drives and supports collaborations.

Inter-enterprise collaboration

Definitions

The literature provides a number of definitions about collaboration in general, as well as specific to different domains.

In a generic context, according to [Jacobs, 2002], a collaboration needs some shared goals, language, and experiences in common, as well as a shared environment. Actors carry out activities in order to achieve the shared goals. The collaboration is composed of three aspects: the joint achievement of tasks, coordination of distributed components involved in the collaboration, and a social component including trust and expertise notions. This definition points out the notions of common goals, and task achievement that partners have to accomplish together. [Pollard, 2002] defined that collaboration is like tasks that require decisions across the boundary of the enterprise, and the technology in order to attain a mutual competitive advantage. This definition limits the collaboration to the exchange of information and includes collective decision-making. [START_REF] Lambert | Building successful logistics partnerships[END_REF] defined collaboration as a value network. A network that collaboratively creates value implies a particular type of relation between organizations allowing them to share the risks and the benefits, and to reach a higher level of performance than when the organizations work alone.

Another definition that highlights the notion of process has been given by [START_REF] Kak | RosettaNet E-Business Standards Provide Better Supply Chain Collaboration and Efficiency[END_REF]. Collaboration is a process in which many independents coordinate their strategies and decisions.

Finally, [ICC, 1999] said that collaboration is broadly defined as the interaction between two or more individuals and can encompass a variety of behaviours, including communication, information sharing, coordination, cooperation, problem solving, and negotiation. This definition points out the different kinds and levels of collaboration between at least two individuals. We will talk about the different levels of collaboration in the next section.

From the above definitions, an inter-enterprise collaboration has these following characteristics:

Group of at least two enterprises Interactions and relationships among enterprises which include the following elements:

Common goals that are shared or decided collectively Collaborative decision-making Process of activities that involved partners carry out in order to achieve the common goals and create value.

Exchanges or flows of information between activities

We can summarize that an inter-enterprise collaboration has human and organizational aspects. The human aspect concerns actors who work together in order to accomplish tasks. The organizational aspect is related to an organizational structure and processes, as well as common strategies. However, collaboration is normally supported by dedicated technologies. Thus, the technological aspect also has to be included in the collaboration context.

Different types and levels of collaboration

Nowadays enterprises are moving from a closed enterprise to open networked enterprises in order to survive in globally developing and competitive markets. Collaborations are established among enterprises for specific purposes and aspects. In the definition of [ICC, 1999] mentioned previously the different levels of collaboration are defined in the same way as [Bouzguenda, 2006] [Camarinha-Matos et al., 2006] and [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF]. However, collaboration can be classified into four levels where each level extends its preceding level:

Communication (data exchange): the enterprises communicate, exchange, and share information in order to optimize their individual functionalities. This level concerns a simple exchange of data between enterprises. The enterprises use basic communication interfaces like the Internet, and EDI (Electronic Data Integration) that authorize an asynchronous communication. This level of collaboration is called networking by [START_REF] Camarinha-Matos | COLLABORATIVE NETWORKS -Value creation in a knowledge society[END_REF].

Coordination (sharing and synchronization of tasks): the enterprises carry out tasks depending on their partners. This level concerns the sharing of competences (applications, functions, and services) that the enterprises share or make available to their potential partners.

Cooperation (pursuing common goal): with respect to game theory, cooperation is a broader perspective which includes individual and common goals [START_REF] Pingaud | Logistiques et technologies de l'information et de la communication : les guides experts[END_REF].

Partners have their own objectives and strategy, but they all pursue a common goal. This level requires a collaborative process that the partners have to follow in order to achieve the common goal. Collaboration at this level is federated and can be supported by the EAI (Enterprise Application Integration) or SOA.

Integration: the exchange of data, sharing tasks and pursuing common goals are inherent to the fact that the enterprises reunite (virtually) as one entity. Interoperability can be seen as a way of achieving this integration. All the barriers to interoperability are removed. This level is equivalent to the collaborative network level defined by [START_REF] Camarinha-Matos | COLLABORATIVE NETWORKS -Value creation in a knowledge society[END_REF].

Due to the economic globalization and complexity of the market, [START_REF] Browne | Extended and virtual enterprise-similarities and differences[END_REF] distinguished two categories of enterprise collaboration called extended enterprise and virtual enterprise. The descriptions of these two categories are summarized as follows:

Extended enterprise: the enterprises focus on their core competencies and outsource all others. An extended enterprise is a kind of collaboration in which an enterprise extends its boundaries to encompass its suppliers, customers, and other business partners [D1. 1 Synergy, 2008]. [START_REF] Ratchev | Distributed product and facility prototyping in extended manufacturing enterprises[END_REF] stated that the extended enterprise can only be successful if all of the component groups and individuals have the information they need in order to do business effectively. The enterprise develops long term relationship with their partners. This kind of collaboration is generally implemented by manufacturing industries collaborating with other firms for financial services, transportation, and distribution.

Virtual enterprise: the enterprises form a temporary alliance to share skills, core competencies, and resources in order to better respond to business opportunities and particular goals [START_REF] Luczak | Knowledge management in virtual organizations[END_REF]. The partners are integrated using information and communication technology (ICT) such as online services, the Internet, etc. They have no central office, no hierarchy, and no vertical integration [D1. 1 Synergy, 2008].

[ [START_REF] Browne | Extended and virtual enterprise-similarities and differences[END_REF] summarized the differences of the characteristics between these two categories in Table II In comparison with the four levels of collaboration discussed previously, the extended enterprise and the virtual enterprise can be considered as collaboration in the integration and the cooperation levels respectively. The extended enterprise is a long term collaboration in which an enterprise extends its boundaries and maintains stable interoperability with its partners. This can be seen as an integration of enterprises into a single system. The virtual enterprise is created in order to respond to a specific goal in a short period of time. This is the same as the cooperation where the enterprises follow a collaborative process in order to achieve a goal.

Studies of collaboration characterization

Collaborations self-develop in terms of strategy, functionality, duration, and objectives. However, a study of the systems' characteristics is required. Collaboration has its specific characteristics which can be qualified through its levels, and supporting technologies. Remember the intention of our work is to provide an appropriate MIS that connects to the different information systems of the partners in order to overcome the interoperability problems. According to this scope, we only take into account the characterization based on the different levels of collaboration. The technological aspect is out of our scope.

Establishing collaboration leads to the setting up of a collaborative network. Collaborative networks change in time and have limitations due to the heterogeneities of partners. The definition given by [START_REF] Camarinha-Matos | COLLABORATIVE NETWORKS -Value creation in a knowledge society[END_REF] refers to a collaborative network as being an alliance constituted of a variety of entities (e.g. organizations and people) that are largely autonomous, geographically distributed, and heterogeneous in terms of their operating environment, culture, social capital and goals, but that collaborate to better achieve common or compatible goals, and whose interactions are supported by a computer network. Most forms of collaborative networks imply some kind of organization over the activities, identifying roles for the participants and some governance rules.

A network can be defined differently as proposed by [START_REF] Poulin | L'entreprise réseau[END_REF] who described it in terms of the constituting components. A network is a set of nodes and links between these nodes. The following explains the components of a network:

Node can be an individual, a tool, a service, a department, an enterprise, or even a group of enterprises. Each node has its own characteristics. Links determine the way in which the different nodes are connected and interact between them. These are multiple forms of partnership. Each link can be seen as a flow vector. Relations between partners of a network define the scope in which they interact by defining their common goals, type of partnership, and governance rules. Flow can be defined as the movement of materials (e.g. information, product, control flows, etc.) between nodes.

The above definitions, the levels of collaboration, as well as the table of [START_REF] Browne | Extended and virtual enterprise-similarities and differences[END_REF] bring us to the configuration of collaborative networks. Furthermore, we are also interested in how to define and set up collaborative networks, the different relationships established in networks, as well as the structure of networks. The following summarizes these different studies.

Network configuration factors

Different forms of network develop in terms of organization, principles of functionality, duration, and objectives. [START_REF] Zaidat | Spécification d'un cadre d'ingénierie pour les réseaux d'organizations[END_REF] proposed to characterize the networks of organizations by using configuration factors. The definition given by [START_REF] Zaidat | Spécification d'un cadre d'ingénierie pour les réseaux d'organizations[END_REF] refers to a network of organizations or to a set of organizations that exchange products or services through collaboration or cooperation in order to achieve a common objective. He adopted the enterprise modelling approach to define the networks of organizations. This definition matches our point of view in terms of a collaborative network. Different configuration factors have been distinguished from a number of theoretical studies in this area, such as network of inter-firms [START_REF] Grandori | Interfirms Networking, Antecedents, Mechanisms and Forms[END_REF], network and its function [START_REF] Strategor | STRATEGOR, Politique générale de l'entreprise, stratégie, structure, décision, identité. STRATEGOR est l'[END_REF], etc. Here we introduce some configuration factors that we will adopt in our work: Common goal: A common goal describes the reason why the network is established in terms of products or services to deliver to customers.

Relationship: Relationship describes the establishment of strategy between partners. This will be discussed in detail in Section 1.2.2.

Partner: A partner can be an enterprise, organization, or individual person. It is described by the following attributes: competencies, capacity, culture, motivation (learning, transferring of knowledge, improving competitiveness, etc.), objectives, localization, and roles in the network.

Organizational structure: A network can have a high-level structure, or a functional structure. The high-level structure can be described by a topology which will be detailed in Section 1.2.3. The functional structure is represented by a dependency or flow of resources between activities, which will be presented in Section 1.2.4. Duration: A network can have a short or long life and this can be predefined or not.

Stability: A network is static when the same partners form the network throughout its life cycle. It is dynamic when some partners can join or leave the network whenever they want.

According to our perspectives, the above terms are the main characterization criteria necessary for describing and analysing collaborative networks. The common goal and the relationship concern the strategy of the network. The partner and the organization concern the structure of the network. Finally, the duration and the stability concern the behaviour of the network. These characteristics allow us to understand the collaboration and the networks' goals and objectives.

The relationship and the organizational structure are the prominent characteristics and concern the network modelling. They will be described in detail in the three following sections.

Inter-enterprise relationships

The inter-enterprise relationships describe the strategy of the enterprises. They allow us to determine the roles that the partners play in the collaboration. Many classifications of relationship have been proposed. [START_REF] Frayret | Collaboration et outils collaboratifs pour la PME manufacturière[END_REF]] distinguish six possible relationships of inter-enterprise collaboration, including relationships between an enterprise and its customers, suppliers, competitors, service providers, complementary enterprises, as well as universities.

This classification has a strong correlation with the one proposed by [START_REF] Fombrun | The telecommunication community: an institutional overview[END_REF]. [START_REF] Fombrun | The telecommunication community: an institutional overview[END_REF] who suggested only three groups which cover the six of [START_REF] Frayret | Collaboration et outils collaboratifs pour la PME manufacturière[END_REF]. These three groups are:

Competition or horizontal relationship concerning the collaboration between enterprises in the same business or industry. A network that has this type of relationship is in the situation of substitutability in terms of offers. The partners are currently competing for similar resources, or producing similar products in order to increase negotiation power. The horizontal relationship relies on the strategic management domain.

Subcontracting, supplier-customer, or vertical relationships concern the collaboration between an enterprise and its suppliers. The enterprises are related to each other by an essential interdependence. This kind of relationship is mostly found in the manufacturing industry where the enterprises are situated in different hierarchies of the production chain.

Group interests or transversal relationships concern enterprises which are neither substitutable nor essentially interdependent, but add reciprocal value. The partners provide services that would be a benefit to each other. The partners establish their relationship in order to achieve the same interests, such as shared technology development.

[ [START_REF] Gueguen | Between cooperation and competition: the benefits of collective strategies within business ecosystems. The example of the software industry[END_REF] highlighted the different forms of interdependence between enterprises originally proposed by [Fombrun et al., 1983]: commensalism and symbiotic. Commensalism is about the interdependence between similar entities (concurrence), while the symbiotic is about the interdependence between dissimilar entities (non concurrence). These two forms are equivalent to the three types of relationships listed above. Table II. 2 shows the correspondence between the three types of relationships, the forms of interdependence, and the characteristics of each relationship:

Table II. 2 Forms of relationships and their characteristics [START_REF] Gueguen | Between cooperation and competition: the benefits of collective strategies within business ecosystems. The example of the software industry[END_REF] According to [START_REF] Gueguen | Between cooperation and competition: the benefits of collective strategies within business ecosystems. The example of the software industry[END_REF], the concept of commensalism concerns cooperative relationships between rivals. It can be considered as a form of horizontal relationship which concerns competition between companies in a situation of substitutability. The concept of symbiosis concerns the vertical and transversal relationships.

Topologies of network

The concept of topology can be used to describe the structure of networks. It also includes the duration, stability, and decision-making aspects. Several proposals to characterize networks in terms of topologies have been suggested. [START_REF] Burn | Managing Changes in the Virtual Organization[END_REF] distinguished six different models of network: virtual faces, co-alliance, star-alliance, value-alliance, market-alliance models, and virtual brokers. These network models range from organizations providing services in the web which do not control any user of the service to dynamic networks of entities collaborating to meet market opportunities.

Another proposal by [START_REF] Katzy | Reference Models for Virtual Organizations[END_REF] that we focus on here suggested the characterization of networks be based on three topologies: chain, star, and peer-to-peer. It describes the main coordination structure that governs the flow of information and material, as well as the decision making within the network. Some of the characteristics of these three topologies are briefly highlighted below: A chain or process oriented topology may be defined as a coordinated system of organizations, people, processes, and resources that moves information or services from one end (e.g. producer, supplier) to another end (e.g. consumer or customer). Chain topology consists of several partners who are collaborating in order to achieve a specific goal. The partners are connected in the right order based on their hierarchy defined by the direction of resource transfer. The architecture of the chain network is mostly fixed and long term. This kind of network is adopted mostly in manufacturing, such as production, and distribution chains. It is designed to deal with for example, inter-organizational coordination and control, rapid change of logistics quantities.

A star topology or hub-and-spoke network topology consists of one central partner managing the entire network. All other members are directly related to the central partner. This type of topology corresponds to an extended enterprise in which each member provides key functionalities, and a distinguished member who plays the role of leader. The star topology is a good solution for large scale enterprise, for instance consortia in the construction industry, large automobile manufacturing industry. The central partner holds the decision-making power and coordinates the tasks by different methods. It can direct and change the entire network based on its strategies, competencies, and political power. In the automobile industry, which has developed tier supplier networks, the structure of this network is a stable hierarchy of suppliers that are led by one original equipment manufacturer (OEM) [START_REF] Laubacher | Flexible Work Arrangements and 21st Century Worker's Guilds[END_REF]. However the centralized management structure may cause bottleneck problems and failure.

A peer-to-peer topology is project oriented. It entails mutual relationships between all partners. It is characterized by the lack of hierarchy where any peer may interact directly with any other peer. Their management is usually based on self-organization. The management competencies are distributed within the members and the decisionmaking power is equal for every member. Such networks seem to be appropriate in industries where access to knowledge and expertise is of primary concern. The biotechnology industry, academic community, and film industry in Hollywood are examples of this kind of network. However, establishing such networks requires careful selection of members, developing and enforcing strong codes of behaviour, as well as investing in building trust amongst each other.

Chain topology

Star topology Peer-to-peer topology

We summarize the trend of characteristics of these three topologies as shown in the Table II [Crowston, 2003] proposed a more complete theory of coordination and dependency. He distinguishes the different dependencies, and provides some examples of appropriate coordination mechanisms for each kind of dependency.

Dependency and coordination have been recurrent topics in organization studies. These two topics are related because coordination is seen as a response to problems caused by dependencies. According to [START_REF] Malone | The interdisciplinary study of coordination[END_REF], coordination is defined as managing dependencies. They analysed group action in terms of actors performing interdependent activities to achieve goals. These activities might also require or create resources. [Crowston, 2003] classified three basic kinds of dependencies: flow, sharing, and fit. These three types of dependencies arize from resources that are related to multiple activities. Flow dependencies arise whenever one activity produces a resource that is used by another activity. This kind of dependency can be referred to as a supplier-customer relationship. It can occur all the time in almost all processes.

Sharing dependencies occur whenever multiple activities use the same resource. For example, when two activities need to be done by the same person, or use the same machine. In addition, the nature (shareability and reusability) of the resource has an impact on this kind of dependency.

o Shareablity describes how many activities can use the resource at the same time. Most resources (e.g. raw material, tools, or effort) are non-shareable. An actor may be assigned to multiple activities but work on only one at any instant. Resources are shareable if they are not changed by the activities. o Reusability describes how many activities can use the resource over time.

Some resources, such as tools or information, can be used and reused, but others, such as raw materials, can only be used once.

Fit dependencies arise when multiple activities collectively produce a single resource. For example, when several operators produce the same parts (e.g. motor, body, transmission, etc.) of a car.

Table II.4 shows examples of dependencies between activities and alternative coordination mechanisms for managing them.

Table II. 4 Examples of elementary dependencies between activities and alternative coordination mechanisms for managing them [Crowston, 2003] Coordination mechanisms are something we put in between two activities to handle any resource being transferred between them. For example, the flow dependency between the activities delivering and receiving of products can be coordinated by the mechanism of shipping by air. We can see that the dependency approach is process-oriented. It is a business process design approach proposed by the MIT Process Handbook that will be discussed in Section 2.3.2. So, we will talk about this approach again in the collaborative process section (Section 2).

Conclusion

Receive things Deliver things
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In this section, we aim to define the principal criteria for characterizing any collaboration. Collaboration leads to the setting up of a collaborative network which is generally composed of nodes (partners), links, relations, and flows. Several factors for configuring collaborative network have been defined and adapted from the enterprise modelling approach, such as partners, common goals describing the expectation in terms of result of network, duration, stability, relationships between partners, and organizational structure. Some of these factors have been studied in detail for instance, relationship and organizational structure. The organizational structure concerns the topology and dependency concepts. The topology describes how partners connect to each other through a relationship, while the dependency represents the resource exchanges between services. We realize that the dependency concept is process-oriented as it concerns the characteristics of a process rather than a collaborative network. We therefore decided to take such a concept into account in the collaborative process.

Finally we summarize the prominent elements required for characterising a collaborative network as follows: common goal, relationship, partner (role and competence), topology (duration and decision-making power).

Enterprise knowledge

In this section, we will discuss knowledge, its definition and types in a generic context, as well as in a collaboration context. Before going into detail, we have to clarify the difference between data, information, and knowledge due to the confusion of these three related terms.

[ Kabilan, 2007] described the differences between data, information, and knowledge. Data is raw. It exists and has no significance beyond its existence (in and of itself). It can exist in any form, usable or not. Information is data that has been given meaning by way of a relational connection. It exists when the relationships between data are recognized within a specific context. It can be useful, but is not necessarily so. Knowledge is the appropriate collection of information. It describes what actions to take when certain information exists. It has to be useful.

It follows that knowledge is the most valuable asset of any enterprise. It is a very important resource for learning new things, solving problems, creating core competencies, and initiating new situations for both individuals and enterprises now and in the future [Liao, 2003]. Knowledge describes how and why things are done within an enterprise. It also concerns the production of new facts or new knowledge.

Coming back to the relation between data, information, and knowledge, according to [START_REF] Aamodt | Different roles and mutual dependencies of data, information, and knowledge -an AI perspective on their integration[END_REF], we can summarize that the role of knowledge is to play the active part in the process of:

transforming data into information (data interpretation) deriving new information from an existing one (elaboration) acquiring new knowledge (learning)

Knowledge technologies, according to [Milton, 2008], have emerged during the last two decades in order to deal with knowledge in an enterprise. Social knowledge is shared and may be either explicit or tacit. For example, scientific knowledge which is shared and explicit, communal knowledge which is shared and tacit, etc. Individual knowledge is always tacit.

Knowledge for collaboration

This section focuses on knowledge that can drive and support collaboration. This knowledge encompasses:

Enterprise information Shared and public information of the enterprise network Information about how to find, access, and retrieve the above information Expertise and procedures to effectively apply the above.

The above knowledge is available within enterprises, as well as in networks to enhance and promote productivity in collaboration. Knowledge users are potentially contributing to the content of knowledge on collaboration. Some knowledge may be freely shared within enterprises or some networks. Some may be commercially valuable knowledge like product information.

[ [START_REF] Li | Enterprise Interoperability: A concerted research roadmap for shaping business networking in the knowledge-based economy, Commission for the European Communities[END_REF] Enterprise core competence: this is knowledge of the enterprise's own capabilities and capacities, strengths and weaknesses, and technical IPR. This kind of knowledge concerns the enterprise's internal experience which can come from formal and informal sources. We might see a fractal view of the enterprise as a collaboration of its internal functions.

Process knowledge for VO formation: this is knowledge of best practice in formation of a VO, critical factors in VO development, legal issues, risk analysis, and application of tools such as maturity gate planning. It also includes moderation knowledge about collaboration and interoperability issues likely to be critical to partners. The sources of this kind of knowledge are enterprise experience of current and previous collaboration, as well as knowledge of collaboration practices in the industrial sector from previous collaborations and from ISUs4 (Interoperable Service Utility).

Process knowledge for partner selection: this is knowledge of potential partners' core competencies, collaboration and interoperability capability, and reliability in collaboration. The knowledge in this category can be retrieved from knowledge of potential and actual partners from previous collaborations and from ISUs, as well as from the current and previous enterprise experience.

VO operations management knowledge: this includes the VO enterprise model to support decision making, knowledge of interoperability issues within the VO applied to ensure communication, and moderation knowledge about operational factors likely to be critical to partners. This kind of knowledge can be retrieved from various sources for example, enterprise experience, and best practices from ISUs.

Conclusion

The aim of Section 1 is to discuss inter-enterprise collaboration and enterprise knowledge in both the generic and the collaboration context.

A number of definitions concerning collaboration have been highlighted which allow us to summarize that collaboration has both human and organizational aspects. The human aspect concerns the actors who accomplish the collaboration tasks. The organizational aspect concerns the strategies, goals and relationships as well as the processes. Collaboration has four levels: communication for exchanging data, coordination for sharing and synchronization of tasks, cooperation if a common goal and process have been established, and integration if the enterprises have become a single entity.

Collaboration leads to setting up a collaborative network which can be configured by several elements (partners, common goals, relationships, and topology including duration and decision-making power). These elements are related to the definition of collaboration. They are the main criteria for characterising collaborations.

Enterprise knowledge can be acquired from experience, practice, conversation, innovation, document, software code, etc. The knowledge that drives and supports collaboration is for example, core competences of the enterprise, experiences from previous collaborations, knowledge of interoperability issues, decision-making support, etc. Normally, the knowledge required for collaboration is retrieved from experiences, and best practices.

The precision of collaboration characterization depends on the knowledge we can retrieve from partners. The capture of more knowledge and better quality knowledge leads to a more accurate characterization of the collaboration and the result will be closer to reality.

Approach for collaborative process modelling

According to the definitions of inter-enterprise collaboration discussed in the previous section, collaboration has several characteristics, such as relationships among enterprises, common goals to be achieved collaboratively, shared activities, and processes. [D.A.2.1 Athena, 2006] proposed to define cross-organizational business processes (CBP) for ensuring the interoperability at the process level of the AIF. This aspect refers to multi-actors, interactions, and exchanges of resources between actors.

In this section, we start by introducing the Service-Oriented Architecture (SOA). Then, we focus on defining what a collaborative process is in general and specifying our collaborative process. Next, the languages for process representation are discussed. Finally, we present some modelling approaches which can be adopted for collaborative process modelling.

SOA

Traditionally, according to [Durvasula et al., 2006a], IT works with the business owners, who are influenced by application vendors. IT often ends up deploying multiple systems that perform the same tasks within an enterprise or business unit. Redundant infrastructure solutions for authentication, single sign-on, and applications (packaged and custom), such as sales, quoting, and order management compound the complexity and cost for IT. It becomes nearly impossible and definitely impractical to modify this portfolio to reflect a change in a business process or accommodate an acquisition.

Service Oriented Architecture (SOA) was introduced as a means of facilitating interorganizational computing. Its goal is to achieve loose coupling among interacting systems in contrast to traditional tightly coupled systems and monolithic architectures [START_REF] Touzi | [END_REF]. SOA provides the flexibility to treat elements of business processes and the underlying IT infrastructure as services that can be reused and combined to address changing business priorities. It encapsulates the functionalities of systems around business processes and packages as interoperable stand-alone services. These services may be executed on geographically distributed computers.

The service producer publishes the service to the service registry which is leveraged by the service consumer for runtime binding. The registry also acts as the record system for the business policies that it enforces at runtime. The service consumer asks a service registry for the service that matches its criteria. If there is such a service in the registry, it gives the consumer a contract and an endpoint address for the service. The figure below summarizes the relations between service consumer, producer, and registry: 

Collaborative process

Definitions and characteristics of collaborative process

Before going into the definition of collaborative process, we have to understand what a process is and classify its main characteristics. A process in this section is referred to as an internal process in an organization. This aspect is really generic when we talk about a process.

A number of definitions of process have been proposed in the literature. Here, we highlight some of them.

According to [START_REF] Vernadat | Techniques de modélisation en entreprise : Applications aux processus Opérationnels[END_REF], process is defined as a set of activities executed in order to achieve at least one objective. The ISO 9001 ( 2000) [ISO 9001, 2000] defined a process as a set of activities that transform input into output. [Morley, 2002] followed the previous definitions and adds the organizational aspect regarding actors who carry out the activities. [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] defined the main characteristics of a process as follows:

Activities: an activity describes the transformation of input into output. Graph of activities represents the sequence of activities essential for achieving the objective.

Roles describe the organization or responsibility of actors in the process.

Objective represents the intention or expectation in terms of output or achievement of process.

Transition controls could represent the decision of things in the process.

Resources can be means, information, or tools used by activity.

From the above definitions and characteristics of process, we can focus now on a process that is shared between enterprises or entities, a so-called collaborative process. A crossorganizational business process (CBP) is a special kind of collaborative process.

Many definitions have been proposed in the literature. [START_REF] Morley | Processus métiers et S.I : évaluation, modélisation, mise en oeuvre[END_REF] pointed out that the aspect of multi-organizations is essential in a collaborative process because the partners have their specific competencies, so they provide the activities they can perform in order to achieve the objective of process. For example, a process where the customer manages the activities in the domain of buying, while the supplier manages the activities related to the domain of selling. [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] considered the activities provided by partners as their internal process. But, he also stated, based on the point of view of the enterprise, that a collaborative activity can be seen as an internal process and presents an interface dedicated to the collaboration. In the following section, we will introduce the meta-model of collaborative process defined by Touzi.

We can extract some interesting characteristics of a collaborative process from the previous definitions as follows:

Taking place between multiple independent entities (enterprises, organizations, or individuals). Common objectives to be achieved. Implying governance between the involved entities. Different entities providing a specific competency and playing a specific role. Independent entities exchanging resources and collaboratively performing their activities to pursue the objective of the process.

We realize that these characteristics combine those of process and inter-enterprise collaboration. We can see the coherence between them in terms of common goals, roles of partners, exchanges of resources between activities (dependencies), different competencies constituting relationships between partners, and so on.

Meta-model of collaborative process [Touzi, 2007]

From the above definition of a collaborative process given by [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF], in the SOA context, activities are considered as services that partners expose. The work presented in this dissertation is based on this definition. In this section, we introduce the meta-model that describes this definition of a collaborative process.

According to [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF], the model of a collaborative process is BPMN-oriented and based on the SOA. Its meta-model has been defined by referencing the BPMN specification as well as our collaboration aspect. Why BPMN rather than other languages? We will talk about this point in the next section. A set of constraints, precisions, and restrictions has also been defined, for example:

A pool called CIS has to show in the collaborative process model for representing the MIS.

Each participant has its own pool which contains only tasks (services). Types of tasks in the participant's pool can be only receive, invoke (send), or response (two-way). Due to the "SOA by mediation" approach, partners are seen as service consumer or service producer. Direct communications between participants are not allowed, but have to pass through the CIS pool according to the "SOA by mediation" approach. Each message flow corresponds to at least a data transfer between tasks.

The meta-model of a collaborative process describes the modelling elements that are necessary for constituting a collaborative process model. It also takes into account the constraints listed above. 

BPMN as a collaborative process modelling language

In this section, we talk about BPMN and why we chose BPMN for modelling a collaborative process.

There are many languages for business process modelling, for example, flow chart, Petri net, IDEF0, PCD (Process Chain Diagram) of ARIS, activity diagram of UML (Unified Modelling Language), and BPMN (Business Process Management Notation). The first three languages are elementary languages that take into account only a behavioural representation based on the facts. Process modelling is therefore reduced to just a sequence of activities. The last three languages are advanced languages that include informational (data) and organizational (actors) representations. This category can provide a rich typology of activities, events, flows, etc.

[ [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] pointed out that using the advanced formalisms to model a process can cover several aspects of processes including actors (organizational view), and information (informational view). Besides, such formalisms offer a functional view of a process which is also an important factor. The main difference between PCD, UML, and BPMN is that BPMN has a direct connection with an execution language, BPEL. Therefore, BPMN seems to be the best choice for us for modelling a business process. Now, let's see what BPMN really is.

BPMN is a semi-formal language for process modelling defined by the BPMI 5 (Business Process management Initiative) [BPMI, 2004]. BPMI has been established in order to promote and develop the use of Business Process Management (BPM) through the use of standards for process design, deployment, execution, maintenance, and optimization of processes.

The goal of BPMN is to provide an explicit notation that is easy to use, and understandable by all business people who create, implement, or monitor processes. Thus, BPMN closes the gap between process design and process implementation. Another design goal of BPMN is its compatibility with XML-based workflow languages like BPEL. The visualization of processes designed with these formalisms is quite important. Indeed, BPMN has not only been designed to be a modelling formalism for capitalising knowledge, but also a bridge for automated executing processes (under BPEL) via BPMS (Business Process Management System) engine.

The intention of BPMN is to standardize the business process design notation. Since business process design is a complex domain, BPMN covers a variety of different modelling techniques and allows the creation of end-to-end business processes [START_REF] Vasko | A view based analysis of workflow modeling languages[END_REF]. The elements of BPMN allow the viewers to easily understand the process diagram. The basic elements are classified basing on the three different viewpoints as follows:

Organizational view is represented by pool, and lane. A pool is a participant in a process and acts as a graphical container for partitioning a set of activities from other pools. A lane is a sub-partition within a pool. It is generally used to organize activities.

Functional view is represented by nodes. The nodes are the activities as roundedcorner rectangles, events as circles, and gateways as diamond-shapes. The activities are tasks performed in the business process. When modelling more complex process flows, we need to model more complex business events, such as messages, timers, business rules, and error conditions. These events can initiate a process flow, happen during a process flow, or end a process flow. A gateway is used to control the divergence and convergence of Sequence Flow. It will determine traditional decisions, as well as the forking, merging, and joining of paths.

Informational view is represented by arcs. The arcs are the flows of information. There are three types: sequence flow for internal (in the same pool) communications, message flow for inter-pool communications, and association for associating data, text, and other Artefacts with flow objects, or showing the inputs, and outputs of an activity. Sequence flow, message flow, and association are drawn as solid lines, dashed lines, and dotted lines. They correspond to the informational view.

[ [START_REF] Owen | BPMN and Business Process Management Introduction to the New Business Process Modeling Standard[END_REF] concluded that by taking processes and placing them in pools or lanes, we are specifying who does what, for events you specify where they occur, and for gateways we specify where decisions are made, or who makes them. An example of process written in BPMN:

Fig.II. 7 Example of BPMN process

The above diagram conforms to the meta-model of a collaborative process shown in the previous section (Fig. II.6). In this example, there are two partners (A and B) and a MIS pool. Each partner exposes its own services that are necessary for the collaboration. There is no flow inside the partner pools. The services of the MIS are collaborative services that manage and invoke services exposed by the partners. Thus, each partner is seen as a set of services that interface with the collaborative platform.

Modelling approaches

Strategic alignment

During the last few years numerous researches have focused on aligning the information system (IS) to the strategy of the enterprise [START_REF] Henderson | Strategic Alignment: A model for organizational transformation through information technology[END_REF]] [Etien, 2006[START_REF] Gmati | [END_REF]. According to [START_REF] Gmati | Un cadre de référence pour analyser les exigences d'alignement métier / système d'information[END_REF], in order to keep competitive, it seems very important that enterprises align their IS on their organizational processes, goals, and strategies. Once the enterprises develop their processes, and strategies in order to adapt themselves to their environment, their IS should change too. They believe that an enterprise will function efficiently if its IS and the objective to be achieved are consistent.

The model of strategic alignment which was originally proposed by [START_REF] Henderson | Strategic Alignment: A model for organizational transformation through information technology[END_REF] is as follows: According to the above model, there are two main domains involved in the alignment: the business and the IT domains. Both are split into two sub-domains through the external and the internal perspectives. Thus, the framework is composed of these following elements:

Business strategy concerns business scope, business competencies, and business governance.

Organizational infrastructure and processes is composed of administrative infrastructure, skills, and business processes.

IT strategy concerns technology scope, systemic competencies, and IT governance. IS infrastructure is composed of IS architecture, IS skills, and IS processes.

There are four main types of alignments:

Process/IS alignment concerns the understanding and exploitation of the relations between the organizational processes and the systems to be constituted.

Business strategy IT strategy

Organization infrastructure and processes

Information systems

Business domain IT domain

External

Internal

Strategy/Process alignment concerns the specification of the relations between the objectives of the enterprise and the implemented processes.

Business strategy/IT strategy alignment represents the connection between the business strategy and the IT (Information Technology) strategy. This is needed to answer how the technology capacity can support the business strategy.

IT/IS alignment explains how to use the IT strategy to make the system agile.

This approach allows improving the efficiency of the enterprise by dealing with both business and IT domains. The main idea is to define an IT solution in response to the business strategies. The strategies of these two domains should be as coherent as possible. The alignment allows the IT actors to ensure that the solution they propose meets the objective of the enterprise as well as the business actors.

MIT Process Handbook

The Process Handbook (PH) is the result of more than 10 years of development by over 40 researchers and practitioners of the MIT Centre for Coordination Science (CCS). The PH is founded on a set of key concepts that support an innovative methodology for redesigning business processes.

The primary goal of PH is to be a comprehensive framework for organising large amounts of useful knowledge about business in a richly interconnected, consistent, and powerful way [START_REF] Malone | Tools for inventing organizations: Toward a handbook of organizational processes[END_REF][START_REF] Malone | Organizing business knowledge -The MIT Process Handbook[END_REF]. The PH is a large repository of business processes and available to the public over the web at http://ccs.mit.edu/ph. It can be used to help people in redesigning existing business processes, inventing new processes especially those that take advantage of information technology, and organising as well as sharing knowledge about organizational practices. It is also expected to be useful in (semi) automatically generating software to support or analyse business processes.

As the PH is a repository that organizes large amounts of useful knowledge about business, such knowledge came from use cases, alternative business models, textbook models, etc. It is categorized under different concepts. The concepts including in the PH's contents are specialization enabling the creation of a type, subtype hierarchies of business processes, dependencies for capturing the resource relationships between processes, and coordination mechanisms which are processes that manage at least one dependency. At a research level the PH has been shown, as discussed in [Alessandro et al., 2007], to be useful in a variety of domains, such as business process reengineering, business process automation, software design, etc.

In this section, we discuss adopting the PH for modelling business process.

Table II. 5 Contents of the PH [Malone et al., 2003]

The major kind of content in the PH is the generic models of business activities. These generic models represent important activities (services) that occur in lots of businesses. They can be used in a number of ways [START_REF] Malone | Organizing business knowledge -The MIT Process Handbook[END_REF]]:

As a framework for organising and grouping many other kinds of business knowledge: case examples, best practices, software tools, or contact information for knowledge experts.

Providing a useful starting point for modelling the specific details of a particular enterprise, process, or software module.

Stimulating new ideas about what is possible that might not have occurred.

The PH includes four primary kinds of generic models of business activities: the MIT business activity model, the MIT business model archetypes, a collection of comprehensive business process models developed elsewhere, and models of basic coordination processes. In this section we only present the MIT business activity model and models of coordination processes. Both are the keys for modelling business processes.

MIT business activity model

The MIT business activity model (BAM) is one of the most important models. It represents a top or abstract level of business activity. Abstract activities are for example, buy, make, sell, etc. Such an activity describes the competence of its provider. Each abstract activity has parts that represent the actions to be performed at a functional level. For example, buy includes parts like identify own needs, identify potential sources, and select supplier. The following figure shows an example of the relation between an abstract activity and its corresponding functional level activities: Based on the SOA approach, we consider the abstract activities as abstract services and the functional level activities as business services.

The BAM is based on a theoretical analysis of business from the perspective of coordination theory. This perspective is related to the dependency and coordination mechanisms that have been presented previously in Section 1.2.4. The use of dependencies and their coordination mechanisms describes the interactions of resources between services.

Models of coordination processes

The models of coordination processes are the key mechanism of business process modelling. The most generalized coordination process is called the manage dependency activity. The first three specializations of this activity are: manage flow, manage sharing, and manage fit; which

Abstract activity (or abstract service)

Functional level activities of buy (or business services)

are all the three basic types of dependencies presented in Section 1.2.4. An example of flow dependency has also been shown in the dependency section (Fig.

II.3).

In some cases, these generic coordination mechanisms include deeper specializations that describe specific examples, such as manage by market, manage time by market bidding, etc. Based on the SOA approach, we consider this kind of process as coordination services. Such services are collaborative services provided by the collaborative platform.

From the earlier applications as well as the developing goal of the PH itself, we realized that the PH is focused generally on specifying process within organizations but we are interested in applying the PH in an inter-organizational context to specify collaborative processes which are shared between different enterprises.

In a context of collaboration and the meta-model of collaborative process presented previously, the BAM allows us to define the services (abstract services and business services) exposed by partners through its abstract and functional level activities. The abstract service describes the competence of the partner. The flows of resources between business services are described by the dependencies which are managed by the coordination processes. The coordination process (coordination service) is the key mechanism for us to succeed in designing a collaborative process. Such a process is seen as collaborative services (or MIS services) implemented on the MIS platform to deal with the interoperability of partners' services and data exchanges between services. Thus, these coordination services invoke or request the business services of partners by sending a message. The coordination service depends on messages to link with a business.

Summary of the modelling approaches

We aim at studying the modelling approaches in order to adapt them to define our own approach in a collaboration context.

The work described in this dissertation only concerns the business level of the MIS design approach. Thus, we are interested in the approaches for modelling processes. Even though the strategic alignment approach does not directly concern process modelling, this approach requires a process to connect the business and IT domains. Our work particularly addresses the strategy/process alignment.

The MIT Process Handbook is a repository of business processes. It contains about 5000 business processes including use cases, alternative business models, and so on. These instances of knowledge are about business processes that we can use and reuse to constitute our knowledge base. The PH can also be considered as a means of modelling and improving business processes in organizations. We adopted the concepts of BAM and coordination process, including dependency, to define our mechanism for collaborative process modelling. The concept of BAM provides the two levels of activity that we call abstract activity and functional level activity. The abstract activity (abstract service) is a high level activity describing the competence of a provider. The functional level activity (business service) is an action that a provider has to perform. The dependency concept describes the relations between business services and resources. When two business services have a common resource, a dependency exists. The coordination process deals with the dependency by managing that common resource. We consider now that the dependency is a characteristic of collaborative process rather than a characteristic of the collaborative network because it describes the transactions and interactions of services between partners. It provides the functional and organizational views of the collaborative process.

Collaborative process modelling in a "SOA by mediation" approach

In Section 2, we have presented the approaches for dealing with the interactions, exchanges of information between services, and multi-enterprises. These all reflect the notion of a collaborative process.

Collaborative process in this context refers to a process shared between independent parties in order to achieve objectives. The principal characteristics of a collaborative process have also been highlighted, such as multiple partners, objectives to be achieved, competencies and roles of each partner, activities that all partners have to carry out collaboratively, and so on.

The meta-model of a collaborative process has been stated in this section in order to describe how we define and see a collaborative process. We realized that our collaborative process is described at organizational and informational levels. We are very interested in services, flows of resources between services (dependency), and MIS services. Thus, to represent such processes, we use BPMN which can cover both organizational and informational views. Furthermore, the meta-model of a collaborative process is really BPMN-oriented, in which we can find the BPMN elements (e.g. event, gateway, pool, and lane) defined.

After that the modelling approaches have been studied in order to represent collaborative processes formally. We have focused on strategic alignment, and the MIT Process Handbook. All of them provide different aspects for our collaborative process modelling perspectives. The strategic alignment describes the necessity of strategy in business and IT domains. The MIT PH provides the essential knowledge (instances) and modelling mechanism (dependency and coordination).

In summary, the essential elements for defining a collaborative process are: partner's service, resource, flow of resources between services (dependency), and MIS service (coordination service of the MIT PH).

Conclusion of the chapter

In this chapter, we presented two parts which concern the important approaches for defining a knowledge-based system dedicated to the specification of collaborative processes. These two parts provide the elements for constituting the departure and arrival points of this system.

Firstly, the approaches for inter-enterprise collaboration including the definitions, classification, and characteristics have been addressed. Establishing collaboration means setting up a collaborative network of multi-enterprises. We have discussed the main criteria for characterising and configuring a collaborative network, which are partners (including their competences and roles), common goals to be achieved, relationships, topology defined through duration and decision-making power of the network. The precision of collaboration characterization depends on the knowledge we can retrieve from the partners. Most knowledge can be retrieved from previous collaboration experiences, and best practices. The larger the quantity of knowledge captured the more accurate the characterization of the collaboration will be.

Secondly, we addressed the approach for modeling collaborative processes. A collaborative process in this context is referred to as a process shared between independent parties in order to achieve objectives. Our collaborative processes are defined on the basis of the meta-model of collaborative process given by [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF]. The language we will use to represent our collaborative processes is BPMN because it covers both organizational and information views of process. Moreover, it was created specifically for business process modelling. We used the knowledge provided in the MIT Process Handbook and we also adopted its modelling mechanisms to complete our collaborative process design. Based on these studies, we summarized the principal elements for defining a collaborative process as being: partner's service, resource, flow of resources between services (dependency), and MIS service (coordination service of the MIT PH).

The schema below shows the mapping between the elements of collaborative network and collaborative process via the modelling mechanisms of the Process Handbook: Process Handbook 50 but also their competences and roles. We realize that this knowledge provides essential information for mapping with abstract service (competence) and resource (role) of the PH (dash-dot-dot lines). We also take into account the strategy/process alignment by mapping the common goal (defined collectively by the partners) with the abstract services in order to find the competences needed in the collaboration (double full line). We inspired from the BAM concept of the PH (Section 2.3.2.1) that every abstract service has its corresponding business services. These business services match with the partner services of the collaborative process. The coordination service, business service and resource of the Process Handbook are all required together to determine the flow of resources between business services (dotted line). This is because a coordination service is seen as a response to a problem caused by resource dependency between services. The coordination service itself matches with the MIS service of collaborative process (dashed line). Finally, the resource of the PH matches with the resource of collaborative process (dash-dot line). Now we have some idea of how we can cross the worlds of collaborative network and collaborative process. We also know that we need the knowledge from the Process Handbook to make this idea complete. But, how do we make this idea concrete?

The challenge in the following chapters is to adopt the elements studied in this chapter to develop our knowledge-based system. The first part of this Chapter 2 provides the input knowledge for executing the system, while the second part provides the target collaborative process model that the system has to reach as well as the essential knowledge from the Process Handbook to complete the design process. However, as we discussed at the end of Chapter 1, to create our knowledge-based system, we also need to address the knowledge representation and reasoning issue. This issue will deal with the correspondences of elements between the collaborative network and the process worlds. This issue makes up the core of the system. So, we will answer the above question in Chapter 3.

Chapter 3. Knowledge-based System for Collaborative Process Definition

We intend to develop a knowledge-based system in order to support the design of a collaborative process from the knowledge about collaboration. This system allows us to accomplish the CIM level and remove the organizational barrier of interoperability, both of which are within the scope of our work. The system relies on the process-oriented design concept dealing with implicit knowledge acquisition, knowledge representation and reasoning, and collaborative process modelling.

We explored in Chapter 2 the concepts of collaboration and collaborative process which concern the departure and arrival points of our system. From the mapping between these two concepts (Fig. II.10), we realized that to move from collaboration to collaborative process domains, we need some additional knowledge coming from the MIT Process Handbook. The main objective of this chapter is to deal with this mapping by applying the knowledge representation and reasoning issue and the reuse of knowledge.

In this chapter, we first introduce an overview of our knowledge-based system. Then, we shall focus on the approach for representing and reasoning knowledge which is the core of our system. This approach is based on ontology and rule. We will explore the notion of ontology including its definitions and uses. We are also interested in the different languages for editing ontology. Several ontologies related to the enterprise and network modelling domains will be presented. After that, the Collaborative Network Ontology (CNO) that we have developed will be introduced.

Presentation of the approach

In Artificial Intelligence, according to [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF], knowledge-based systems have a computational model of some domain of interest where symbols serve as replacements for real world domain artefacts. The domain of interest can cover any aspect of which we desire to represent knowledge for computational purposes.

Knowledge representation and reasoning is a fundamental aspect in the construction of knowledge-based systems. It aims to design computer systems that reason about a machineinterpretable representation of the world, in a similar way to human reasoning. Reasoning refers to inferring new statements (conclusions) from a set of given ones (assumptions) which have the property that they are true whenever the assumptions are true [START_REF] Keller | State of the art and requirements on reasoning with semantic web services, RW 2 Project Deliverable[END_REF]. In knowledge-based systems, there are three categories of knowledge [Godoy, 2005]: Domain knowledge, describing the main information and knowledge for a particular domain of interest. This includes the definition of concepts, their properties and relationships, as well as instances of the concept defined. This category of knowledge captures the static knowledge of the system.

Inference knowledge, concerning the behaviour of the reasoning process. This is composed of inferences which are primitive reasoning steps operating over the knowledge base by inference engines. This category of knowledge defines the dynamic knowledge of the system. Task knowledge, referring to an abstraction over the inference knowledge to promote the reuse of knowledge and a knowledge-based system. It defines the goal to be achieved and the method to be applied. This category of knowledge defines also the dynamic knowledge of the system.

Many languages and formalisms with different levels of expressivity have been proposed for representing knowledge. Some are better suited to represent the static knowledge, and others better used for defining the problem-solving processes. Based on the Semantic Web6 technologies and use cases, [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF] distinguished three forms of representing knowledge:

A semantic network is a graph whose nodes represent concepts and whose arcs represent relations between these concepts. It is suitable for capturing the taxonomic structure of categories for domain objects and for expressing general statements about the domain of interest.

Rules reflect the notion of consequence and define reasoning steps. They are represented in the form of If-Then expressions. This kind of representation operates on facts and is suitable for reasoning about concrete instance data.

Logic can formalize both the semantic network and rules in order to give them a precise semantics. The most fundamental logical formalism is first-order logic. The graph of semantic networks can be formalized through description logic which is fragments of first-order logic.

[ [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF] pointed out that, in information systems, ontology is a conceptual model of things in a particular domain, brought into machine-interpretable form by means of knowledge representation techniques. In comparison to the three forms of knowledge representation listed above, ontology appears as the most appropriate formalism for representing domain knowledge applications. It supports reuse of knowledge, and the knowledge base. However, ontology lacks the expressivity for problem-solving. Rules can deal better with the problem-solving and dynamic behaviours of a knowledge-based system.

Hence, a knowledge-based system maintains a knowledge base which stores the symbols of the computational model in the form of statements about the domain, and it performs reasoning by manipulating these symbols. Ontology may be used to declare the structure of a knowledge base, whereas a knowledge base is constituted with ontology, instances, and rules [Kabilan, 2007].

Our knowledge-based system is created on the basis of the discussion above. We use ontologies and rules for dealing with knowledge and for the purpose of defining collaborative processes. The left part concerns the acquisition and formalization of implicit knowledge. We assume that business partners are able to express informally and partially their knowledge on collaboration based on their experiences and perspectives. This implicit knowledge is about the characteristics of the collaboration that is to take place. The knowledge is interpreted and represented formally in the form of a collaborative network model. Based on the mapping schema (Fig. II.10) at the end of Chapter 2, this part defines the collaborative network world.

The middle part concerns the knowledge representation and reasoning on a knowledge base. This knowledge base is built on an ontology covering the collaborative network and process domains. This ontology is called Collaborative Network Ontology (CNO). According to the mapping schema (Fig.II.10), this part is in charge of creating the connections between the collaborative network and process worlds. 

Instances
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To be able to understand how our knowledge-based system works, a detailed and theoretical explanation of the middle part is needed. Thus, in this chapter, we focus on this middle part which concerns knowledge representation and reasoning. This is the core part of our system. This part is an ontology-based approach using ontologies and deduction rules for dealing with static and dynamic behaviours of knowledge. Such an approach will be explained in theory in this chapter. The whole system will be explained technically in Chapter 4 including the left and right parts.

Our knowledge representation and reasoning approach starts by receiving the knowledge on collaboration from the left part. This knowledge is captured from the partners involved in a given network. Once the knowledge is collected, this knowledge is stored in the Knowledge Base (KB). But how can we reuse this knowledge for modelling collaborative process? We realize that the collected knowledge concerns the collaboration domain, not the collaborative process. This question came up at the end of Chapter 2 on the mapping between collaborative network and collaborative process domains (Fig. II.10). So we need to morph this collaboration knowledge into collaborative process knowledge. We have developed the CNO ontology consisting of two ontologies which each deals with a specific domain: Collaboration ontology (CO) for collaboration features, and Collaborative process ontology (CPO) for collaborative process features. These two ontologies are connected to each other by the semantics and structural links (represented by the deduction rules). The rules offer the possibility to morph collaboration knowledge into collaborative process knowledge by reasoning with the instance data (from the Process Handbook) in the KB. Thus, they should cover the connections between collaborative network and process domains defined in Fig. II.10. They are also created as a part of the CNO. Finally, the knowledge about collaborative process specific to the given network will be extracted, and will be transformed into an appropriate collaborative process.

To be able to develop the CNO, we have to explore the concepts and technologies regarding ontology and the related ontologies in the enterprise and network modelling domains which are our primary domains of interest.

Concepts and technologies for developing ontology

This section is aims to present the ontology as a means for representing knowledge. First of all, we would like to introduce the origin and history of the word ontology and Ontological Engineering. According to [START_REF] Gomez-Perez | Ontological Engineering[END_REF], ontology first appeared in ancient Greece where it was applied to extracting the essence of things. In the middle ages, one of the key issues in ontology was universalality. The counterparts of universals in knowledge modelling are classes or concepts in contrast with individuals. At the end of the middle ages, ontology was much more concerned with how to codify characteristics of things using symbols. Until now, a large number of ontologies have been developed by different groups, using different approaches, and with different methods and techniques. Ontological Engineering originates in the context of the new science that codifies features of things, and on the other hand, ontologists are devoted to extracting the essence of things. The more the essence of things is captured, the easier it is for the ontology to be shared.

In this section, we first present the definitions of ontology. Then, we talk about the applications and categories of ontology. Next, we deal with the representation of ontology in terms of languages. Finally, we present some ontologies related to our domains of interest.

Definitions of ontology

In its original meaning in philosophy, ontology is a branch of metaphysics and denotes the philosophical investigation of existence [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF]. It means a systematic explanation of being. It studies being or existence and its basic categories and relationships, to determine what entities and what types of entities exist. In the last decade, ontology has become a relevant word for the Knowledge Engineering community. [START_REF] Guarino | Formalizing Ontological Commitment[END_REF] propose to use the words "Ontology" (with capital 'o') and "ontology" (uncapitalized) to refer to the philosophical and Knowledge Engineering senses respectively. Many definitions of an ontology have been given over recent years. The first definition was stated in [START_REF] Neches | Enabling technology for knowledge sharing[END_REF]: an ontology defines the basic terms and relations comprising the vocabulary of a topic area as well as the rules for combining terms, and relations to define extensions to the vocabulary.

From this definition, an ontology includes not only the terms that are explicitly defined in it, but also the knowledge that can be inferred from it.

A few years later, [Gruber, 1993] gave another definition of an ontology: a formal explicit specification of a shared conceptualisation for a domain of interest. This definition became the most quoted by the ontology community. It encompasses several interesting aspects [Gruber, 1995] [D8.1 InterOp, 2004] [Grimm et al., 2007] which are:

A formal aspect: an ontology is expressed in a knowledge representation language that provides formal semantics. The ontology should be machine understandable.

An explicit aspect: the type of concepts used and the constraints on their use are explicitly defined. Ontology states knowledge explicitly to make it accessible for machines. Notions that are not explicitly included in the ontology are not part of the machine-interpretable conceptualisation it captures, although humans take them for granted using common sense.

A sharing aspect: since ontology captures consensual knowledge and reflects an agreement on a domain conceptualization, it cannot be created by a unique person. This means there is some kind of agreement among people in a community or systems regarding the ontology.

A conceptualisation aspect: an ontology specifies knowledge in a conceptual way in terms of symbols representing concepts and their relations. On the other hand, it describes a conceptualization in general terms in order to cover as many situations that can potentially occur as possible.

A domain specificity: the specifications in an ontology are limited to knowledge about a particular domain of interest. The narrower the scope of the domain for the ontology, the more an ontology engineer can focus on axiomatizing the details in the domain rather than covering a broad range of related topics. [Missikoff et al., 2003] summarized that an ontology is a formal and explicit description of concepts of a particular domain, together with characteristics of these concepts and relations between them. Ontology is referred to as a representation of knowledge that can be used and reused in order to facilitate the comprehension of concepts and relations as well as the communication between different domain actors.

Uses of ontologies

In recent years, ontologies have been widely used in Knowledge Engineering, Artificial Intelligence, and Computer Science, in applications related to knowledge management, intelligent integration information, database design, and in the Semantic Web.

The idea of the Semantic Web is to annotate web content by machine-interpretable meta-data so that computers are able to process this content on a semantic level. [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF] discussed the application of ontologies in this context. Ontologies offer a semantic approach to electronic information management and exchange. They provide the domain vocabulary in terms of which semantic annotation is formulated. Meta statements about web content in such annotations refer to a commonly used domain model by including the concepts, relations, and instances of a domain ontology. The formality of ontology languages makes it possible to reason about semantic annotation from different sources, connected to background knowledge in the domain of interest.

In Artificial Intelligence research some typical types of applications have evolved that make use of ontologies in different ways. The followings are examples listed by [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF]:

Information integration: ontologies are often applied to handling heterogeneous information sources on the schematic level. Different databases store the same kind of information conforming to different data models. Ontologies are therefore used to mediate between database schemas for integrating information from different sources and to interpret data from one source under the schema of another.

Information retrieval: information retrieval on web documents is a major field of application for ontologies. The idea behind ontology-based information retrieval is to increase the precision of retrieval results by taking into account the semantic information contained in queries and documents and by lifting keywords to ontological concepts and relations.

Semantically enhanced content management: the data that is actually computed is annotated with meta-data. Ontologies provide the domain-specific vocabulary for annotating data with meta-data. The formality of ontology languages allows for an automated processing of this meta-data and facilitates machine-interpretability.

Knowledge management and community portals: in enterprises, knowledge management refers to individual knowledge to be shared and systematically maintained. Ontologies provide means to unify knowledge management efforts under a shared conceptual domain model, connecting technical systems for navigating, storing, searching, and exchanging community knowledge.

Expert systems: it is desirable to simulate a domain expert who can be asked questions specific to the domains of interest. This can be achieved by developing a domain ontology for formalising the expert knowledge. The domain-specific questions can then be answered by reasoning over this highly specialised knowledge.

We can summarize the general reasons of building ontologies as follows:

Sharing common understanding of the structure of information among people or software agents Enabling reuse of domain knowledge Making explicit domain assumptions: explicit specifications of domain knowledge are useful for new users who must learn what the terms in the domain mean. Separating the domain knowledge from the operational knowledge Analyzing domain knowledge: formal analysis of terms is extremely valuable both when attempting to reuse existing ontologies and when extending them [START_REF] Mcguinness | The Chimaera Ontology Environment[END_REF]].

Different categories of ontologies

Ontologies are considered as a means to foster reuse of knowledge within knowledge-based system engineering, and it turns out that different types of ontologies exhibit a different potential for reuse [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF]. A categorization of ontologies can be determined according to their subject of conceptualization, as well as to the richness of their internal structure. Much recent research in this area [START_REF] Gomez-Perez | Ontological Engineering[END_REF]] [Grimm et al., 2007] has provided a state-of-the art categorization of ontologies'. Here we briefly introduce some of the more interesting categorizations: [van Heijst et al., 1996] classified ontologies according to two principle dimensions:

The first dimension has three categories: terminological (lexicon), information (database schemata), and knowledge modelling ontologies.

The second dimension is identified through four categories: representation, generic, domain and application ontologies. The representation ontology concerns conceptualization of knowledge representation formalism. The generic ontology is reusable across domains. The domain ontology tries to cover all the aspects of one domain and is reusable. Finally, the application ontology is a non-reusable ontology because its knowledge can be limited to the minimum required to fulfil the needs for the application.

Another interesting categorization proposed by [Guarino, 1998], which classified types of ontologies according to their level of dependence on a particular task or point of view. This classification gives the most prominent insights, which are summarized in [Guarino, 1998] Top-level ontologies (also called upper or foundational ontologies) attempt to describe very abstract and general concepts that can be shared across different domains and applications. They adopt the philosophical notions for describing the top-level concepts for all things that exist, such as physical objects or abstract objects, as well as generic notions of common sense knowledge about phenomena like time, space, processes, etc. Due to their generality, they are typically not directly used in applications but rather for other ontologies to be aligned to. Prominent examples of top-level ontologies are DOLCE [START_REF] Gangemi | Sweetening Ontologies with DOLCE[END_REF] and SUMO [Niles et al., 2001]. Domain ontologies capture the knowledge within a specific domain (e.g. medicine, geography), or the knowledge about a particular task (e.g. diagnosing, configuring). They are narrower and more specific in scope than the top-level ontologies.

Task ontologies are described with respect to a domain ontology, while the conceptualization in a domain ontology is kept strictly away from the task. The task ontologies were invented for scheduling and planning tasks, monitoring in a scientific domain, intelligent computer-based tutoring, missile tracking, execution of clinical guidelines, etc.

Application ontologies provide the specific vocabulary required to describe a certain task enactment in a particular application context. They typically make use of both domain and task ontologies.

Finally, [START_REF] Lassila | The Role of Frame-Based Representation on the Semantic Web[END_REF] A lightweight ontology is a structured representation of knowledge. It ranges from a simple enumeration of terms to a graph or taxonomy where the concepts are arranged in a hierarchy with a simple (is-a) relationship between them. It is usually informal and sufficient to define concepts and basic relationships between them. The lightweight ontology can be classified as follows: Controlled vocabularies. For example a catalogue. Glossaries are a list of terms with their meanings specified as natural language statements. Thesauri provide some additional semantics between terms. They give information such as synonym relationships, but do not supply an explicit hierarchy.

Informal is-a hierarchies are taken from specifications of term hierarchies. Such a hierarchy is not a strict subclass or is-a hierarchy. For instance, the terms car rental and hotel are not kinds of travel but they could be modelled in informal is-a hierarchies below the concept travel.

A heavyweight ontology adds more meaning to the structure by providing axioms and broader descriptions of knowledge. Axioms and constraints tend to reduce the ambiguity in the knowledge base by restricting and constraining the usage of information. It is a formal ontology because it can support more complex queries and delivers comprehensive answers.

The heavyweight ontology can be classified as follows:

Formal is-a hierarchies are necessary to exploit inheritance. Formal instance hierarchies include instances (individuals) of the domain.

Frames: the ontology includes classes and their properties, which can be inherited by classes of the lower levels of the formal is-a taxonomy.

Ontologies express value restriction. These are ontologies that may place restrictions on the values that can fill a property. For instance, the type of the property name is a string.

Ontologies express general logic constraints. These are the most expressive ontologies First-order logic constraints: very expressive ontology languages such as those seen in Ontolingua or CycL allow first-order logic constraints between terms and more detailed relationships such as disjoint classes, disjoint coverings, inverse relationships, part-whole relationships, etc…

Ontology languages

A set of AI-based ontology implementation languages was created at the beginning of the 1990s. [START_REF] Gomez-Perez | Ontological Engineering[END_REF] stated that basically the knowledge representation paradigm underlying such ontology languages was based on first-order logic (e.g. KIF), on frames combined with first order logic (e.g. Ontolingua, OCML, and FLogic), or on DL (e.g. LOOM).

The boom of the Internet led to the creation of ontology languages that exploit the characteristics of the web. Such languages are usually called web-based ontology languages, or ontology mark-up languages. These languages are shown below: The history of ontology mark-up languages has developed since 1996 when SHOE [START_REF][END_REF] was built as an extension of HTML in the University of Maryland. It combines frames and rules, and allows ontologies to be inserted in HTML documents. Then XML [START_REF] Bray | [END_REF] was created and widely adopted as a language for exchanging information on the web. Consequently, SHOE was modified to use XML. Other ontology languages were built on the XML syntax after that. RDF [START_REF] Lassila | Resource description framework (RDF) model and syntax specification[END_REF] and RDF Schema were developed by the W3C as a semantic network-based language to describe web resources. These languages established the foundations of the Semantic Web. RDF(S) is the combination of both RDF and RDFS. RDF(S) provides a simple ontology language for conceptual modelling with some basic inferencing capabilities. New languages have been developed as extensions to RDF(S), such as OIL, DAML+OIL, and OWL.

In this section, we detail only RDF(S) and OWL which are important languages, widely adopted and extended. For a more complete state-of-the art description of ontology languages see [START_REF] Corcho | Methodologies, tools and languages for building ontologies. Where is their meeting point?[END_REF]] [Gomez-Perez et al., 2004] [D8.1 InterOp, 2004] [Godoy, 2005] [ [START_REF] Grimm | Knowledge Representation and Ontologies: Logic, Ontologies and Semantic Web Language, Semantic Web Services[END_REF].

RDF and RDF Schema

The Resource Description Framework (RDF) is an XML application. XML provides outstanding support for defining vocabularies but it fails to provide proper semantics of the data it holds [Godoy, 2005]. To overcome this limitation, the RDF has been defined.

The syntax of RDF is defined in XML [START_REF] Klyne | [END_REF]. It is a W3C recommendation that defines a general-purpose language for defining meta-data in the web. RDF is particularly intended for representing meta-data about web resources (e.g. title, author, copyright, etc.). It does not require that resources be retrievable on the web and is therefore suitable for representing any kind of meta-data.

The approach for representing meta-data about resources in RDF is based on a few main ideas:

Identification through URI: The identification of entities is based on their URI (Uniform Resource Identifier), which is a compact string of characters. The URI exhibits some naming convention that allows for partitioning of name into namespace.

For modelling ontologies in RDF, URI may be used to identify these kinds of entities: individuals, things, properties of those things, and values of those properties. identified as a member of a class by means of the properties (rdf:type). RDFS also supports restriction of the values of a property to be members of a particular class using the rdfs:range property, and restricts the subjects of a property (rdfs:domain).

RDFS has been contrived with limited semantics [START_REF] Klein | Ontologies and Schema Languages on the Web[END_REF]] [D8.1 InterOp, 2004] [ Godoy, 2005] because it was designed to be a simple, formal, and extensible ground for defining shared vocabularies for the web. RDFS lacks many ontological constructs such as equivalence, inverse, symmetric, or transitive relationships. Because of these limitations of expressiveness, the W3C created a more expressive language, OWL.

OWL

The Web Ontology Language (OWL), endorsed by the W3C, is a family of knowledge representation languages for authoring ontologies. Intuitively, OWL can represent information about categories of objects and how objects are interrelated. It can also represent information about objects themselves.

OWL was created in order to overcome the limitations of expressiveness caused by RDF and RDFS. OWL ontologies are therefore richer and more expressive than those provided by RDF and RDFS. OWL is derived from the DAML+OIL Web Ontology Language. It builds upon RDF and RDFS and is defined as a vocabulary extension of RDF. The modelling primitives of OWL include those from RDF, and the majority of the RDFS constructs. Thus, every OWL document is a valid RDF document. OWL was designed to support the use, modification, and integration of ontologies over the web. An important issue for the design of OWL was the balance between expressivity of the language and scalability of reasoning.

OWL allows classes to be described by specifying relevant properties belonging to them. Properties can be described by defining their domains (classes) and ranges (classes, string or integer datatypes). It is possible to declare properties as transitive, symmetric, functional or inverse of other properties. OWL also provides restrictions on how properties behave. OWL can be used to restrict the models to meaningful ones by organising classes in a subclass hierarchy, as well as properties in a subproperty hierarchy.

[D8. 1 InterOp, 2004] mentioned that OWL is quite a sophisticated language. OWL semantics is formalized by means of a DL (Description Logic) style model theory. In addition, OWL's formal specification is a frame-like syntax which makes OWL easier to understand and to use. Its axioms are easily expressible by means of a set of RDF triples (subject-predicate-object expression). This property is essential for connecting with the Semantic Web.

OWL has three different sublanguages with increasing expressivity: OWL Lite, OWL DL, and OWL Full. These three languages will be introduced in the next sections in order of increasing expressivity.

OWL Lite was originally intended to support those users primarily needing a classification hierarchy and simple constraints. OWL Lite is the most restrictive flavour of OWL. It is the least expressive one, but supports the most efficient reasoning. It is expected to promote a wider adoption of semantic technologies in the W3C. OWL Lite does not allow the use of nominals, but it allows only for unqualified number restrictions in the form ≤ 1 R. All OWL DL constructs can be captured in OWL Lite, except those containing either individual names or cardinalities greater than 1 [D8. 1 InterOp, 2004]. Development of OWL Lite tools has thus proven almost as difficult as development of tools for OWL DL, and OWL Lite is not widely used [Godoy, 2005].

OWL DL was designed to provide as much expressiveness as possible while retaining computational completeness (all conclusions are guaranteed to be computed), decidability (all computations will finish in finite time), and automated reasoning. OWL DL includes all OWL language constructs, but can only be used under certain restrictions. For example number restrictions may not be placed upon properties which are declared to be transitive. OWL DL is based on the description logic SHOIN(D) [START_REF] Horrocks | Reducing OWL Entailment to Description Logic Satisfiability[END_REF].

OWL Full is different from OWL Lite or OWL DL. It was originally designed to preserve some compatibility with RDF Schema. OWL Full allows classes to be used as individuals and the language constructors to be applied to the language itself. [D8. 1 InterOp, 2004] mentioned that OWL Full goes beyond OWL DL, but makes reasoning undecidable because it needs expressively all the OWL, RDF, and XML. It is unlikely that any reasoning software will be able to support complete reasoning for OWL Full.

Conclusion

In the context of the Semantic Web, languages based on XML are widely used for exchanging ontologies between applications. We have presented RDF(S) and OWL in this section.

RDF was developed as an extension of XML to overcome the XML limitations. RDF is a representation language and has model-theoretic formally defined semantics. But it is still too weak to express many properties. So, RDFS was developed as a complement to RDF by adding meanings to some vocabularies used within RDF. However, RDF and RDFS were still not expressive enough. OWL was thus developed upon RDFS and became the most expressive language. [START_REF] Gomez-Perez | [END_REF] pointed out some differences between RDF(S) and OWL. For example, RDF(S) cannot represent the cardinality constraints, while OWL can. So, OWL seems to be the better language for modelling ontology. Now we have to choose the sublanguage of OWL. [START_REF] Horridge | A Practical Guide To Building OWL Ontologies Using The Protégé-OWL Plugin and CO-ODE Tools Edition 1[END_REF] defined some simple rules for deciding the appropriate sublanguage as follows:

The choice between OWL Lite and OWL DL may be based upon whether the simple constructs of OWL Lite are sufficient or not. OWL Lite has a limited notion of cardinality (0 or 1).

The choice between OWL DL and OWL Full may be based upon whether it is important to be able to carry out automated reasoning on the ontology or if it is important to be able to use highly expressive and powerful modelling facilities such as meta-classes.

For our case, we intend to carry out automated reasoning and we may need to define more than one cardinality for some concepts in our ontology. So, OWL DL is the one we chose.

Related ontologies

In the last decade, many ontologies have been developed for different purposes. They cover different domains of interest such as medicine, tourism, knowledge, etc. Before developing our own ontology, we explored the related ontologies in the business process and enterprise modelling domains. The following paragraphs present some of them:

AIAI Enterprise Ontology

An enterprise ontology is a collection of terms and definitions used in organizations. The AIAI (Artificial Intelligence Applications Institute) enterprise ontology [START_REF] Uschold | The Enterprise Ontology[END_REF] was developed in the scope of the enterprise project whose goal was to provide a set of tools for enterprise modelling. The available tool set contains a procedure builder for capturing process models, an agent toolkit for supporting agent development, and a task manager for integration and visualization. The ontology was used in order to ensure a consistent communication between agents, either human or software. The enterprise ontology built within the enterprise project is not meant to be a complete ontology describing the enterprise domain. It only presents the most frequent terms used in this field. Thus, the ontology has to be enriched for each specific business case.

The enterprise ontology is divided into five top-level concepts: activities-processes, organization, strategy, marketing, and time:

The organization part contains the terms representing the actors that play a role in an enterprise. They can have legal responsibilities or not, and can be human or machine.

The activity-process part includes the concept of resources and skills. It contains the concept of input/output.

The strategy part describes the concept of purpose. Purpose captures two related notions. One is the intended reason for executing an activity specification (what a PLAN is for). The other is something that an organization unit can be responsible for (defined in the organization part).

The marketing part describes sales. A sale is an agreement between two legal entities for the exchange of a product for a sale price.

The time part is not specific to enterprises, but is used by them. Normally, a time interval is required to refer to when activities are performed. A time interval is defined in terms of time points which in turn make up a time line.

TOronto Virtual Enterprise Ontology

The TOronto Virtual Enterprise (TOVE) ontology was developed in the scope of the TOVE project [Fox, 1992]. The TOVE ontology is a formal representation of the enterprise domain. It intends to 1) provide a shared terminology for the enterprise that each agent can jointly understand and use, 2) define the meaning of each term in as precise and unambiguous a manner as possible, 3) implement the semantics in a set of axioms that will enable TOVE to automatically deduce the answer to many common-sense questions about the enterprise, and 4) define a symbol for depicting a term or the concept constructed therefrom in a graphical context.

The TOVE ontology was developed in cooperation with several companies. It has been applied to the design and analysis of enterprise models within supply chain management, project management, and business-process engineering. The TOVE ontology is divided into several top-level concepts to segment the enterprise into general categories: activity, states, causality, time, resources, and organizational structure. Here we introduce some categories: Activity and states ontologies: an activity is the basic transformational action primitive with which processes and operations can be represented. An enabling state defines what has to be true for the activity to be performed. A caused state defines what is true once the activity has been completed.

Resource ontology comprises two sets of terms or assertions. The resources are defined in terms of knowledge, role, mobility, and division of the resource. The role of the resource represents its nature, such as product, tool, or work area. Mobility specifies the possibility of moving the resource from one place to another. Divisibility of the resource specifies if the resource can be divided into several resources, without affecting its role in an activity.

Organization ontology describes an organization entity which can be an individual, or a group denoting several people (e.g., board of directors, teams, etc.). Each organization has properties such as role, skill, constraint, etc. The role specifies the goal that the organization has to achieve. Each role attaches skills, processes, policies, etc., which are necessary to complete the goal.

The concepts encoded in the ontology are also enriched by a set of axioms that define and constrain the interpretation of these concepts. The ontology is formalized using first-order logic, allowing questions to be answered by using the TOVE reasoning engine.

The Business Process Management Ontology

The primary goal of the Business Process Management Ontology 7 (BPMO) is to provide a stable platform for the semantically rich definition of business processes, in order to better align information technology (IT) with business. The BPMO makes it possible to define private and public processes, business entities, business objects, and services that implement 7 http://www.bpiresearch.com/Resources/RE_OSSOnt/re_ossont.htm process activities. Currently, it comprises approximately 650 classes. The ontology is available in the OWL format.

It follows the UN/CEFACT modelling methodology (UMM) for business process and information modelling. Business entities are defined, according to the UN/CEFACT glossary, as something that is accessed, inspected, manipulated, and produced in the business. Once these entities have been defined, they are generalized under new concepts called business objects. For instance, the business entities customer and supplier may be represented by a business object named party, which is a generalization of customer and supplier [BPMO Tutorial].

The BPMO also introduces the concept of the process task. It describes which role performs a task, which business entities and business documents it is related with, and which resources it consumes. Every task represents a defined context which includes the following items:

Role: A common responsibility or position of one or more physical actors. An actor may be a member of one or more roles. For example: buyer. Business document: A set of information components that are interchanged as part of a task. A business document may participate in a message flow. For example: purchase order form.

Durable information entity: An information entity that a task needs to perform its function. It may be composed of multiple business objects. For example: purchase order information.

Resource: A real object that can be identified. For example: fax.

Process Specification Language Ontology

According to [START_REF] Schlenoff | The essence of the process specification language[END_REF], the Process Specification Language (PSL) is an attempt to create a formalism for the representation of processes that is common to all manufacturing applications. The PSL ontology is formally defined using first-order logic and the KIF8 language to encode axioms. The ontology is divided into two layers:

A PSL-Core comprising concepts which are common to all manufacturing applications. It is composed of four classes: activities, activities occurrences, timepoints, and objects. A process can be defined as one or more activities that occur over a period of time in which objects participate.

A set of extensions providing the resources in order to express other concepts which are not present in PSL-Core. For example: activity extensions, resource roles, resource sets.

Collaborative Networked Organization Ontology

The Collaborative Networked Organization (CNO) ontology was developed in the scope of the ECOLEAD project [ECOLEAD]. It aims to create strong foundations and mechanisms needed to establish the most advanced collaborative and network-based industry society in Europe.

A collaborative network is dynamic in the sense that organizations or individuals may join or leave the network whenever they want. This ontology focuses on a particular type of collaborative network called the Virtual Breeding Environment 9 (VBE) [START_REF] Camarinha-Matos | [END_REF]. It can be organized into four sub-ontologies:

Top-Level of the CNO ontology (domain ontology): The two top-most concepts are CNO and organization. A CNO is a special type of collaborative network comprising only organized collaborations. Special types of organizations are VO 10 (Virtual Organization), VBE, and VBE Participant. VO and VBE are also special types of CNO since they represent alliances of companies, and individuals. The partners of the VO are selected from the VBE participants according to their competencies and availability to deliver products or services required to fulfil a Business Opportunity (BO).

Organization-related ontology: this includes the concepts describing an organization's capabilities such as profile, competency, capacity, process, resource, and product/service. The concept Profile is a set of structured information describing the organization, such as name, contact information, description etc. Each organization covers one or more Competencies which define its Capability to perform processes. A Process is a structured, managed and controlled set of interrelated activities that uses Resources to transform inputs into specified outputs. VBE-Role-related ontology: A Participant is an organization within a VBE and can participate in different manners. Each participant in the VBE can have one or more specific Roles: members of the VBE, support institutions, and public entities. All these roles have in common a relation with the concept Task. Public entity is the role taken by a participant which is not registered in the VBE. Member role can be VO Partner, or VO Support provider. Support institutions can provide a broad range of services (e.g. training, research, consulting, information system, etc.) and tend to propose a solution based on their expertise for the client. 9 A Virtual Breeding Environment (VBE) is an association (also known as a cluster) of organizations and their related supporting institutions that have both the potential and the will to cooperate with each other through the establishment of a long-term cooperation agreement and interoperable infrastructure. The VBE responds to business opportunities by forming VOs. [START_REF] Camarinha-Matos | Collaborative networks: A new scientific discipline[END_REF] 10 A Virtual Organization (VO) is a short-term association with a specific goal of being active in fulfilling a Business Opportunity (BO). A BO is a time or occasion with a favourable combination of circumstances that is suitable to start a business. VO represents a temporary alliance of diverse organizations that form a collaboration network, sharing knowledge, skills and resources in order to respond to a specific BO. [START_REF] Camarinha-Matos | Collaborative networks: A new scientific discipline[END_REF] VBE bag of assets-related ontology: The main purpose of the VBE related assets is to speed up and improve the process of a VO creation. In a VBE, the potential assets are , for example, lessons learned, sample contracts, general legal issues, information of interest, FAQs, etc. According to these potential assets, the concept VBE_Asset was introduced. Each asset belongs to a VBE encoded as the property hasAsset of the concept VBE.

The complete CNO ontology is shown below: 

MIT Process Handbook Ontology

The Process Handbook (PH) has been under development at the MIT Center for Coordination Science (CCS) for over ten years [START_REF] Malone | Tools for inventing organizations: Toward a handbook of organizational processes[END_REF]] [Malone et al., 2003]. As discussed in [Alessandro et al., 2007], the PH has been shown to be useful at a research level in a variety of domains such as business process reengineering [Bernstein, 1998] [Malone et al., 1999], business process automation [Bernstein, 2000], and software design [Dellarocas, 1996], etc.

1) Top-level

2) Organization

3) VBE-Role

4) VBE bag of assets

The researchers within the dynamic and distributed information systems group of the University of Zurich have participated in the MIT PH project since it began. They decided to bootstrap an OWL ontology based on the PH in order to evaluate their Semantic Web applications. The OWL PH is provided within the dataset, an OWLized version of the MIT PH. The dataset contains not only the OWL PH schema file, but also approximately 5000 business processes which are stored in their own OWL files. The PH ontology provides a specialization hierarchy of processes and their inter-relationships in the form of properties which connect the process to its attributes, parts, exceptions, and dependencies to other processes. Specialization in the PH is non-monotonic. In other words, it is possible for a child process to overwrite or delete an inherited property. The PH thus has the advantage of being a sizable data set that was developed in a real-world setting.

All major parts of the PH, such as Process, Bundle, Goal, Exception, Resource, Dependency, and Trade-offs are represented as OWL classes (Fig.III. 7). The 5000 business processes in the PH have been written in OWL and stored as instances in their own files. The key elements of the PH ontology are:

Process: Like most process-modelling techniques, the PH allows processes to be annotated with attributes that capture such information as a textual description, typical performance values (e.g. how long a process takes to execute), as well as conditions.

A process is modelled as a collection of activities that can in turn be broken down into sub-activities.

Resource: A process consumes and produces resources. In other word, resources describe input and output of processes they are related to.

Dependencies: Another key concept is that coordination can be viewed as the management of dependencies between processes [START_REF] Malone | Tools for inventing organizations: Toward a handbook of organizational processes[END_REF]. Every dependency can include an associated coordination mechanism which is simply the process that manages the resource flow and thereby coordinates the activities connected by the dependency.

Goal: allows business processes to be composed, or monitors their execution.

Exceptions: It is possible that processes can fail because of exceptions. Therefore we have to anticipate, avoid, or detect and resolve them.

Bundle: this is a group of related specializations. In general, it is often very useful to create bundles based on the basic questions for asking about any activity: how? what? who? when? where?, and why?.

Conclusion

We have presented the existing ontologies related to the business process and enterprise modelling domains in this section: AIAI, TOVE, BPMO, PSL, CNO of ECOLEAD, and MIT Process Handbook ontologies.

The AIAI ontology is focused particularly on intra-enterprise modelling in order to ensure a consistent communication between humans or software applications. The TOVE and CNO of ECOLEAD ontologies are focused more on virtual enterprise modelling. Both are conceptualized in the organizational level, taking into account such concepts as participant, role, and activity. The BPMO, PSL, and MIT Process Handbook are oriented to process modelling in the functional level. The BPMO ontology provides a stable platform for the definition of business processes in order to better align information technology (IT) with business, which is the same intention as our work. The PSL ontology was originally created to represent processes for manufacturing applications. The MIT Process Handbook ontology is more generic and can be applicable to any industries and business domains.

Since we intend to develop an ontology that covers the inter-enterprise collaboration and collaborative business process domains, the nearest to our intention is the MIT Process Handbook ontology. Even though the MIT Process Handbook is not directly dedicated to the inter-enterprise context, its modelling approach, as discussed in Section 2.3.2 of Chapter 2, shows that it can be applied to such a context. Besides, we can reuse the knowledge (instances) from the MIT Process Handbook to define collaborative processes. We will present our ontology in detail in the next section including its concepts, and the relations between them.

Collaborative Network Ontology (CNO)

Our ontology is called Collaborative Network Ontology since it deals with collaboration as well as providing common definitions in collaboration, and network domains. Our Collaborative Network Ontology has the same abbreviation, CNO, as the Collaborative Networked Organization ontology of the ECOLEAD. Note that we are talking about a collaborative network, not a collaborative networked organization in particular. The main difference is that a collaborative network can be an organized collaboration or a collaboration between individuals, while the ECOLEAD ontology can only apply to organized collaborations.

Note that we developed our CNO on the basis of the characteristics of collaboration and collaborative process studied in Chapter 2. We were also inspired by the related ontologies in the enterprise and modelling domains, particularly the MIT Process Handbook ontology. This ontology is oriented to business process modelling which corresponds to the scope of our work.

As we have discussed previously, knowledge has static (e.g. domain knowledge) and dynamic (e.g. inference, task knowledge) behaviours. Ontologies are an appropriate means for defining static knowledge, reusing knowledge bases, and integrating pre-existing knowledge-based components. Dynamic behaviour is usually defined as a mixture between traditional software procedures and inference rules that declaratively define reasoning steps [Godoy, 2005].

Thus, we developed our CNO consisting not only of ontologies, including their concepts, relations and properties, but also rules. The ontologies in the CNO are: 1) the Collaboration Ontology (CO) representing the elements of a collaborative network, and 2) the Collaborative Process Ontology (CPO) representing the elements of a collaborative process. The deduction rules connect these two ontologies together by the semantics and structural links. They also reflect the notion of consequence and allow us to carry out deductive reasoning in the knowledge-based system. Hence, these two ontologies refer to the concepts defined in the left and right worlds of Fig.II.10, while the rules refer to the connections between these two worlds.

In this section, we present our ontology-based approach, which concerns the CNO and the deduction mechanisms. The ontologies and the rules will be presented separately. Firstly, we introduce the conceptualization, and the references on which the CO and CPO are based. Then, the deduction rules are discussed with some examples.

Ontologies

An ontology can be represented by a graph whose nodes represent concepts and whose links are relations between concepts. Our full CNO ontology is shown in Fig. III. 8 whose upper and lower parts represent the CO and CPO respectively: 

Collaboration Ontology (CO)

The Collaboration Ontology or CO refers to the conceptualization of enterprise collaboration, and the collaborative network characteristics. In the literature study (Chapter 2), we talked about the different approaches concerning network elements, and collaboration characterization for constituting a network for collaborating. Thus, the CO has mostly been defined on the basis of these approaches.

Definitions of concepts and meta-model of CO

We have organized the CO into two main categories: participant and collaboration. The following paragraphs detail the concepts of these two categories, together with relations between concepts.

a. Participant category

The participant category involves descriptions of each individual in the scope of the collaboration. This category has three concepts described as follows:

A Participant can be a physical actor or an enterprise that joins the network in order to achieve a common goal collaboratively with other participants.

A Role defines the responsibility of a participant in the network. For example: seller, buyer or producer. Role refers to a resource as defined in the MIT Process Handbook.

The Abstract service is a high-level service that explains the competencies or the know-how of the participant. For example: marketing and sales, procurement. This concept comes from the BAM concept of the MIT Process Handbook (Section 2.3.2.1 of Chapter 2).

Fig.III

. 9 illustrates the relations between the concepts, which can be described in terms of every participant playing roles and providing abstract services corresponding to the roles played.

Fig.III. 9 Relations between participant, role, and abstract service

From the above figure, deductive reasoning can occur, for example between role and service.

The related abstract services will be derived from a given role and vice-versa. For example, if the role is computer maker then its services are making screen, making keyboard etc. The collaboration category concerns the characterization criteria of collaboration: common goal, participant, relationship, and topology. The definitions of these concepts are described as follows:

A Collaborative network is a group of at least two participants who would like to work together in response to one or multiple common goals and a set of relationships between the participants.

A Common goal describes the reason why the network is established in terms of products or services to deliver to customers [START_REF] Zaidat | Spécification d'un cadre d'ingénierie pour les réseaux d'organizations[END_REF]. It gives the direction the partners have to head for and achieve.

A Relationship defines the interaction between two participants. It describes how partners connect to each other. As discussed in Section 1.2.2 of Chapter 2, three types of relationship have been classified [START_REF] Fombrun | The telecommunication community: an institutional overview[END_REF]: competition -if enterprises are in the same sector of business, supplier-customer -if enterprises collaborate with their partners who supply them with complementary services, and group of interest -if enterprises are neither in substitutability nor vital complementary, but annexed additivity.

Topology describes the relationships between partners at high level and the overall structure of the network. As discussed in Section 1.2.3 of Chapter 2, three basic forms of topology based on the circulation flow in the network have been presented in [START_REF] Katzy | Reference Models for Virtual Organizations[END_REF]: chain, star, and peer-to-peer. The form of topology can be distinguished by the orientation of decision-making power and duration of collaboration in the network (see the Table II.3) Decision-making power describes the behavior and the orientation of decision-making in the network. Three decision-making powers are distinguished: central, equal or hierarchic. These three kinds are inspired from the topology characteristics.

Duration describes the frequency of interactions that occur during the collaboration in the network. [START_REF] Zaidat | Spécification d'un cadre d'ingénierie pour les réseaux d'organizations[END_REF] distinguished two kinds of duration: continuous or discontinuous.

For readability reason, we have cut the ontology into several small parts. The following figures explain the relations between concepts in the collaboration category. Every collaborative network has a group of participants who work together in response to some goals. It also has a set of relationships, each of which represents the connection between two participants, and has topologies containing some relationships that all have the same properties.

Fig.III. 11 Relation between common goal and abstract service

Every common goal achieves some abstract services provided by participants. The relation between participant and abstract service concepts has been discussed in the previous category.

Fig.III. 12 Types of relationship and relation between relationship and participant

Every relationship links two participants (P1 (participant 1) and P2 (participant 2)). Group of interest, supplier-customer, or competition is a special kind of relationship.

Fig.III. 13 Types and characteristics of topology

Every topology has duration and decision-making power concepts. Central, equal, or hierarchic are special kinds of decision-making power, while continuous, or discontinuous is a special kind of duration concept. Star, peer-to-peer, or chain is a special kind of topology.

Collaborative Process Ontology (CPO)

The Collaborative Process Ontology or CPO refers to the conceptualization of a collaborative process. We studied the characteristics of collaborative process and already defined what our collaborative process should be in Section 2 of Chapter 2. The CPO is an extension of the concepts developed by the MIT Process Handbook project [START_REF] Malone | Organizing business knowledge -The MIT Process Handbook[END_REF] and the collaborative process meta-model [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF].

Definitions of concepts and meta-model of CPO

The CPO addresses business service, flow of resources between services and management of flows. It covers the concepts of business service, resource, dependency, coordination service, and MIS service. Only the MIS service concept comes from the meta-model of collaborative process, while the others are inspired from the OWL PH schema. In fact, the dependency concept of the PH schema can be considered as the message and sequence flows of the meta- model of collaborative process. The coordination service concept is the main point for connecting the PH schema to the MIS service concept of the collaborative process metamodel. The definitions of these concepts are described as follows:

Business service explains the task at functional level. An abstract service is composed of some business services. For example: assemble components of computer, obtain order. This concept is inspired from the functional level activity described in the BAM concept of the MIT Process Handbook (Section 2.3.2.1 of Chapter 2).

Resource can be data, machine, software, tool or material used or produced by business service. For example: message, order, machine, container, technology. Resource concerns the resource concept defined in the MIT Process Handbook.

Coordination service is in charge of managing the dependency of resources. For example: manage flow of material, manage accessibility of documents. This concept comes from the model of collaborative process concept of the MIT Process Handbook (Section 2.3.2.2 of Chapter 2).

MIS service is defined in the meta-model of collaborative process (Section 2.2.2 of Chapter 2). We consider a coordination service as a MIS service because both are collaborative services provided by the collaborative platform (or MIS).

Dependency between business services (message flow) is a flow from one business service to another when they have a resource in common. The two business services linked by this kind of flow do not belong to the same participant. It can be seen as a movement of a resource between business services. Dependency between MIS services (sequence flow) is a flow from one MIS service to another when they have a resource in common. It can be seen as a movement of a resource between MIS services.

The concept of dependency defined in the MIT Process Handbook does not distinguish the special kinds of dependency as we do here. The main difference between these two dependencies concerns the services they are dealing with. If it concerns business services, it is message flow. If not, it is sequence flow.

The following paragraphs detail these concepts, and the relations between them.

Fig.III. 14 Concepts of business service, resource, coordination service, and dependency

According to [Crowston, 1994], the business service explains the task at functional level. Every business service has input and output resources. Two business services are dependent on each other when they have a common resource according to the concept of dependencies between resources.

To derive a dependency, we consider possible combinations of services using resources. Every dependency is associated with (at least) one coordination service. The concepts of dependency and coordination are related since coordination is seen as a response to problems caused by dependencies. This means a coordination service is in charge of managing a dependency. For example, if the placing order service of a buyer produces a purchase order as output and the obtaining order service of a seller also uses a purchase order as input then there is a dependency of resource between these two services and we can use the forwarding document coordination service to manage such a dependency.

Fig.III. 15 Concepts of MIS, coordination service, and dependency

Every MIS service is a coordination service, as discussed in [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF], since MIS is defined as a mediation system that manages the collaboration and deals with the data and applications of participants. A collaborative network can have only one MIS. The MIS has its own MIS services which are generic (e.g., send documents/mails) or specific (e.g., select supplier service). The generic MIS service is a service that can be used by any collaborative process. This kind of MIS service already exists in a service repository of the MIS platform.

The specific MIS service is a service newly created for a particular collaborative process. Such an MIS service can be defined from the coordination service and is an added-value service of the MIS.

Relations between the concepts of CO and CPO

According to the CO and CPO ontologies, we need to connect the concepts of these two ontologies in order to make the deduction rules operational. The connections are defined thanks to relations. These relations are marked with dotted lines in black, as shown in Connection between participant and resource via has relation: Every participant has some resources which can be inputs or outputs of business services.

Connection between abstract and business services via consists of relation: Every abstract service consists of some business services. This connection is the most significant one since it makes the deductions realisable. The idea of separating services into abstract services and their related business services comes from the BAM concept discussed in Section 2.3.2.1 of Chapter 2. This concerns the generalization and specialization concepts discussed in [START_REF] Malone | Organizing business knowledge -The MIT Process Handbook[END_REF]. For example, if service is making keyboard then business services are assembling circuit board, testing board, etc.

Deduction rules

Rules are widely used in business applications including computer-aided training, diagnostic fact finding, compliance monitoring, and process control. Besides, rules are adopted for different purposes: not only reasoning instances, but also querying, as well as connecting rules for reasoning across domains, etc.

In our case, the implementation of deduction rules is vital since they establish the semantic connections between the CO and CPO. This means we intend to apply rules to reason across the collaboration and collaborative process domains. According to Indeed, when defining such rules we should probably take into account the relations between the concepts of both ontologies. A key correspondence that makes the deductions concrete is that between the abstract service and the business service concepts defined in the CO and the CPO respectively. The rules defined in our system are mostly based on expertise and references found in the literature.

We shall start this section by selecting an appropriate language for editing rules. Then, we shall present the deduction rules written in the selected language. The possible deductions that can occur in our knowledge-based system will be also presented.

Selection of technology

Many different languages have been created to support rule definition, such as RuleML, SWRL, ISO Prolog, WSML, SWSL, etc. Such languages are built upon the principles of logic (e.g. first-order logic, horn logic program). Rules support logical reasoning of new knowledge from a pre-existing knowledge (precondition) [START_REF] Russell | Artificial Intelligence: a modern approach[END_REF]].

In the next section, we introduce only RuleML and SWRL, which are the most prominent languages for supporting the integration into the Semantic Web architecture [Berners- [START_REF] Berners-Lee | [END_REF]] [Godoy, 2005]. At the end of this part, we shall select an appropriate rule language for editing our deduction rules.

RuleML

The Rule Markup Language12 (RuleML) is a standardization initiative that was started in 2000 [START_REF] Boley | Design Rationale of RuleML: A Markup Language for Semantic Web Rules[END_REF]] [RuleML Initiative, 2005] [Godoy, 2005]. It is defined by the Rule Markup Initiative. The Rule Markup Initiative is an open network of individuals and groups from both industry and academia formed to develop a canonical Web language for rules using XML markup and transformations from/to other rule standards or systems.

RuleML was developed to express both forward (bottom-up) and backward (top-down) rules in XML for deduction, rewriting, and further inferential transformational tasks. Its goal is to provide an open XML/RDF-based rule language that allows rules to be exchanged between different systems and components across the web. According to [START_REF] Boley | RuleML Design[END_REF], RuleML encompasses a hierarchy of rules: Reaction rules (event-condition-action rules) are rules that return no value. They state triggering conditions, pre-conditions, and effects. They define the behaviour of a system in response to a particular condition or event.

Transformation rules (functional-equational rules) are rules whose event trigger is always activated. They could be reduced to derivation rules over special relations that have an extra argument for the transformation values.

Derivation rules (implicational-inference rules) are transformation rules that have a set of events/conditions (premises) and whose action only asserts a new fact or conclusion. Such rules can also be applied forwards for deriving new facts or backwards for proving a conclusion from premises.

Facts are derivation rules that have an empty conjunction of premises.

Queries are derivation rules that have an empty disjunction of conclusions or a conclusion that captures the derived variable bindings.

Integrity constraints are queries whose action is to signal inconsistency when some conditions are fulfilled. They are usually applied forward upon update.

As we mentioned above, RuleML intends to be a common markup language for exchanging any kind of rules in any kind of language. So RuleML is also dedicated to inference rules. RuleML has a concrete XML syntax and it is divided in a hierarchy of sublanguages corresponding to well-known rule systems, such as SWSL, FOL+, Negation Datalog, etc. Since the syntax of RuleML is based on XML, XSL Transformations (XSLT) can be used to perform transformation into specific rule languages, for example N3, and Jess [Godoy, 2005].

As of September 2008, the latest version of RuleML is 0.91. (http://www.ruleml.org/0.91/). This version is the revised XML Schema specification (including Schematron annotations) for RuleML.

SWRL

The Semantic Web Rule Language 13 (SWRL) was proposed to the W3C in May 2004. SWRL is based on a combination of OWL DL and the Unary/Binary Datalog sublanguage of RuleML. According to [START_REF] Parsia | Cautiously approaching SWRL[END_REF], SWRL is roughly the union of horn logic (RuleML) and SHOIN(D) (OWL DL). It allows users to write Horn-like rules expressed in terms of OWL concepts to reason about OWL individuals. The rules can be used to infer new knowledge from existing the OWL knowledge base.

The XML concrete syntax combines the OWL XML syntax with the RuleML XML syntax in order to simplify the integration of OWL and RuleML. This syntax mainly facilitates mixing rules and OWL statements. Also it simplifies reusing previously developed RuleML tools for SWRL. The second syntax is a RDF-based syntax. The main rationale behind providing such syntax is to support automated reasoning over rules such as applying more specific versions of a rule to increase efficiency. The SWRL specification does not impose any restrictions on how reasoning should be performed with SWRL rules. But, SWRL rules reason about OWL individuals primarily in terms of OWL classes and properties.

SWRL rules are written as antecedent (body)-consequent (head) pair. The head and body consist of a conjunction of one or more atoms. However, SWRL does not support more complex logical combinations of atoms. Atoms can be A(?x), P(?x, ?y), sameAs(?x, ?y), or differentFrom(?x, ?y). A(?x) is an OWL class description. P(?x, ?y) is OWL property attached to OWL class. ?x is variable representing OWL description, while ?y is either variable, OWL individual, or OWL data value.

[O' Cornnor et al., 2005] gave an example of a SWRL rule for expressing that a person who has a child whose gender is male, has a son. This rule requires capturing the concepts of person, gender, child and son in OWL ontology. The concept of person can be captured using an OWL class called Person, while the gender, child, and son can be expressed using OWL properties hasGender, hasChild, and hasSon which are attached to the Person class. The rule in SWRL would then be: SWRL rules make it possible to manipulate the instances by variables (?x, ?y, etc.). It does not create the concepts or the relations, but it adds the relations following the values of the variables and the satisfaction of the rule.

In addition, SWRL supports a range of built-in predicates. The built-ins are based on XPath and XQuery. Among these built-ins, we can find several kinds of operators for comparisons 13 http://www.w3.org/Submission/SWRL/ Person(?x) ^ hasChild(?x, ?y) ^ hasGender(?y, "man") hasSon(?x, ?y) (e.g. swrlb:equal, swrlb:lessThan), arithmetics (e.g. swrlb:divide, swrlb:mod), or string manipulation (e.g. swrlb:substring, swrlb:contains). These built-ins are described in detail in the SWRL Built-in Specification14 .

Conclusion

Rule languages have been developed in order to overcome the expressivity limitation of ontologies. Rules address the dynamic behaviour of knowledge by providing deductive reasoning of new knowledge or new facts to the knowledge-based systems.

Two rules have been presented in this section: RuleML, and SWRL. RuleML has existed for a number of years. It was designed to be an XML-based interchange language for rules on the web. RuleML can thus be considered as a standardized rule representation language. SWRL is more recent than RuleML. It integrates OWL DL and RuleML. Many constructs and namespaces of RuleML were incorporated into SWRL. Thus, SWRL rules could be mapped to an equivalent RuleML representation. The expressivity of SWRL is probably close to RuleML.

[ Matheus, 2004] argued that whereas RuleML is designed to be all encompassing and quite flexible for implementing rules, SWRL is designed to be used in the OWL DL context and thereby inherit important semantic characteristics that make automated reasoning more tractable.

SWRL is OWL-specific, while RuleML focuses on dealing with the rule interchange problem.

Since our ontology will be developed in OWL DL and automated reasoning is significant for us, it seems to be better if we use SWRL with OWL directly, not RuleML.

Specification of deduction rules

Since we intend to use the deduction rules to reason across the collaborative network and process domains, these rules should cover the relations defined on the mapping schema between these two domains (Fig.II.10).

The deduction rules defined in our knowledge-based system are mostly based on expertise and references found in the literature, as well as the mapping relations shown in Fig.II.10. We specify five groups of rules (GRs) as follows:

GR1: Role and abstract service GR2: Business service GR3: Dependency and MIS service GR4: Common goal GR5: Topology Some of these five GRs have several rules defined. We explain in the following sections only one rule for each group, and also give an example of instance deduction that can be made by this rule. All the rules in the same group work on the basis of the same concept. They are all shown in Annex A.

GR.1: Role and abstract service (Role

← ← ← ← → → → → Abstract service)
This group is intended to derive abstract service and role when each is provided. There are two rules in this group:

Deduction of abstract service when role is recognised (Role → Abstract service). Deduction of role when abstract service is recognised (Abstract service → Role).

According to [Petersen, 2005], each virtual enterprise is represented by its goals, the activities to achieve the goals, the roles that perform the activities and the skills that are required to fill the roles. This definition refers to the relation between role and activity. We consider this activity as abstract service which describes the competence of its provider. This rule starts at retrieving the roles of the participant and finding abstract services that can be performed by these roles. Then, the rule will return the list of abstract services that correspond to the roles the participant plays.

The second rule of this group works vice-versa. This means the rule derives role when abstract service is provided.

The following figure illustrates how the above rule works by showing instances with respect to their corresponding concepts in the ontology: The instances are represented as ellipses. The instance linked with dash-dot line is the one we are defining. This group concerns the deduction of business services when an abstract service is recognised. We define this rule on the basis of the BAM concept discussed in Section 2.3.2.1 of Chapter 2. This concept states that every abstract activity has its corresponding functionallevel activities. We consider these functional activities as business services.

There is only one rule in this group. If participant X provides the abstract services Y which have the business services A, then participant X provides the business services A. This rule starts at retrieving business services that correspond to the abstract services provided by the participant. Then, the rule will return the list of business services that the participant should expose.

This rule is the key that creates the semantic connections between the CO and CPO. The figure below shows the instances created respective to their corresponding concepts: In the same way as the first rule, the instances are always represented as ellipses. The instance linked with dash-dot-dot line has been derived from the first rule. The dashed lines mean the instances already existed in the KB. The dotted lines mean the instances are derived from this current rule. We continue the example of the first rule that deduced a list of abstract services provided by participant A. For readability reasons, we illustrate only the sell product abstract service in the figure. The figure explains that if participant A provides sell product abstract service then participant A also provides the obtain order, prepare products to deliver, and transfer invoice business services.

GR.3: Dependency and MIS service (Resource

→ → → → Dependency → → → → Coordination service → → → → MIS service)
This third group concerns the deductions of dependencies for both message and sequence flows, coordination services, and MIS services. The rules defined in this group are the most complicated in comparison to those of the other groups because they take into account several concepts at the same time.

Here, we present an example of the rules defined in this group. The rule shown in Fig. III. 23 allows us to deduce dependencies when two business services belonging to different participants have at least one resource in common. The concept of dependency of resource has been defined by [START_REF] Malone | Organizing business knowledge -The MIT Process Handbook[END_REF]] (Section 2.3.2.2 of Chapter 2). Coordination services can be deduced from dependencies by taking into consideration the exploitation of resources. [Crowston, 1994] affirmed the relation between dependency and coordination service, whereas [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] supported the idea that the coordination service can be considered as the MIS service.

Fig.III. 23 Deducing dependency, coordination service, and MIS service

This rule starts by finding a relationship between two participants via P1 (participant 1) and P2 (participant 2) relations. Each participant provides its own business services which have input and output resources. The rule verifies whether the output of a business service is the same as the input of another business service or not. If so, the rule finds a coordination service that can manipulates such a resource and creates dependency between these two business services. It also defines this coordination service as a MIS service.

The figure below shows the instances created respective to their corresponding concepts: This rule includes the concepts found in both CO and CPO ontologies. We still represent the instances and concepts in the same way as the two previous rules. The dash-dot lines have been defined by us since the beginning. The dash-dot-dot lines have been deduced from the second rule. The dashed lines already existed in the KB. The dotted lines are deduced from this current rule.

CNetwork(?a) ∧ ∧ ∧ ∧ hasRelationship(?a, ?z) ∧ ∧ ∧ ∧ P1(?z, ?y) ∧ ∧ ∧ ∧ provideBusinessService(?y, ?c) ∧ ∧ ∧ ∧ hasOutput(?c, ?d) ∧ ∧ ∧ ∧ P2(?z, ?x) ∧ ∧ ∧ ∧ provideBusinessService(?x, ?b) ∧ ∧ ∧ ∧ hasInput(?b, ?d) ∧ ∧ ∧ ∧ CoordinationService(?f) ∧ ∧ ∧ ∧ manipulateResource(?f, ?d) ∧ ∧ ∧ ∧
The example is continued from the results deduced by the previous rule. For readability purposes, we have kept only the obtain order business service provided by participant A. However, we add another participant, namely B, into the network since we are dealing with the dependency between business services belonging to different participants in the same network, CN 01. We assume that the participants A and B are related with a RL 001 relationship. From the second rule, we obtained that the participants A and B provide obtain order and place order business services respectively. The place order service has a purchase order resource as output, while the obtain order service has the same resource as input. The current rule deduces a MF 001 dependency of purchase order between these two business services. The manage flow of document coordination service can manipulate the purchase order resource. This coordination service is also created as the MIS service.

The rule is described by considering the direction of resource flows between business services. This means for each service we have to consider both its inputs and outputs. The rule shown in Therefore, there is another rule dealing with the direction of the dependency 2. The dependency between business services belonging to different participants is called message flow.

Another important rule in this group concerns the dependency between MIS services (sequence flow). Such a rule is also based on the same input-output concept as the dependency between business services (message flow). The description of this rule written in SWRL is shown in Annex A.

Finally, we can summarize that there are three rules defined in this group:

Deduction of dependency between business services (Dependency 1) Deduction of dependency between business services (Dependency 2) Deduction of dependency between MIS services

GR.4: Common goal (Common goal → → → → Abstract service)

This group is dedicated to deducing a list of abstract services to be included in the network.

The abstract services deduced by the first rule are the ones that the involved partners provide to the others. They are a subset of the abstract services obtained by this actual rule. There is only one rule in this group. The rule starts by segmenting the description of common goal and keeping only the first word found. Then the rule searches in the KB for abstract services whose name contains this word.

The abstract services obtained are the services that all involved partners and the network itself have to provide.

We adopted the concept of goal from [START_REF] Tawbi | Une apporche Guidant l'Ingénierie des Besoins[END_REF], which defines a goal as consisting of verb and parameters (e.g. profit, direction, result). However, the limitation of SWRL built-ins (identified using the prefix swrlb) does not allow us to analyse goal as discussed in the original concept since some built-ins have not yet implemented it. Consequently the rule has not yet been completed. Furthermore, there are restrictions in terms of expressing description of a common goal since it is required to start with a verb. The full implementation should take the whole phase of description into account and analyse every segment of it. We continue to represent the instances and concepts in the same way as in the previous rules.

The figure shows that for the buy 100 pcs of bolts common goal, the rule deduces, for example, buy, buy over internet, and buy in a store abstract services. All of these abstract services contain the buy which is the first word of the description of the common goal.

GR.5: Topology (Power and Duration → → → → Topology)

The rules in this group are dedicated to deducing the type of topology when the orientation of decision-making power and the duration of communications are provided. There are three rules defined in this group which are all shown in Fig. III. 28:

Fig.III. 28 Deducing type of topology

These rules are specified on the basis of the characteristics of topology (chain, star, and P2P) [Katzy et al., 2003]. We summarized the characteristics of these three topologies in terms of decision-making power and duration in Table II.3 (Section 1.2.3 of Chapter 2). These three rules can be represented graphically as follows: The way we describe the rules in this group is different from the others. We specify the instances of concepts directly in the SWRL rules. If the concepts meet the instances defined, the rules return the instance result. We can describe the rules as below: 

Conclusion of the chapter

Our knowledge-based system consists of three main parts: knowledge gathering, knowledge representation and reasoning, and collaborative process modelling.

In this chapter, we focused only on the second part. We developed an ontology-based approach by taking into account the mapping between collaborative network and process domains (Fig. II.10). This approach makes up the core part of our knowledge-based system. It is a process-oriented approach using ontologies and deduction rules to constitute a knowledge base. We realized that to move across these domains, we needed some additional knowledge coming from the Process Handbook. Such knowledge will be stored in the knowledge base.

We have developed an ontology called a Collaborative Network Ontology (CNO). The CNO is a domain ontology and classified as heavyweight ontology because it defines some restrictions and constraints (see Section 2.1.2 of Chapter 4). The CNO is composed of two ontologies (CO and CPO), and deduction rules establishing connections between these two ontologies. The CO represents collaboration features, while the CPO represents collaborative business process features. The ontologies and rules are written in OWL DL and SWRL respectively. Now, we position the CO, CPO and rules on the mapping schema created at the end of Chapter 2 (Fig.II.10). The CO, CPO and deduction rules can be positioned respectively on the left, right, and links as shown below:

Fig.III. 30 CO, CPO and rules on the mapping between collaborative network and process worlds

The CO describes the elements of the collaborative network (left). The CPO describes the elements of the collaborative process (right). Five groups of rules (GR links) presented in the previous section establish the semantics and structural links between these two ontologies. These links replace the initial relations proposed originally in Fig. II.10. These links allow the knowledge-based system to use the knowledge in the collaborative network world and the instances (Process Handbook) in the knowledge base to derive new knowledge for the collaborative process world.

The other two parts of our knowledge-based system (Fig. III.1): knowledge gathering (left), and collaborative process modelling (right), will be presented in the next chapter. We will describe the essential functionalities of the whole system and its prototype. A demonstration of how this prototype works will be introduced in Chapter 5. We stated in the previous chapter that our knowledge-based system (Fig III .1) is composed of three parts: knowledge gathering (left), knowledge representation and reasoning (middle), and collaborative process modelling (right). The main objective of Chapter 4 is to technically discuss the prototype of the whole system. However, the theoretical explanation of the middle part of the system which is required in order to be able to understand the prototype has already been done in the previous chapter. The left and right parts of the system will be explained technically in this chapter.

In this chapter, we will first of all present a brief introduction to the prototype including its objective, and functionalities. Then, the technical architecture of the prototype will be discussed, together with the knowledge gathering (left) and the collaborative process modelling (right). The principal components and some other related development technologies will be presented.

Presentation of the prototype 1.Objective

The prototype is aimed at demonstrating the possibility of using tools to enable the transition from knowledge on collaboration to a collaborative process model. Another expectation of the prototype is to be able to automate this transition process as much as possible According to Fig.I.3, our knowledge-based system relies on the business level of the MIS design concept. The output of this system will be used to generate the SOA logical architecture of the MIS (logic model of MDE). As discussed in Chapter 1, the principal constraints and hypotheses that impact the development of this system mainly concern the succession of the model from the CIM to PIM levels. This model is the BPMN collaborative process model that our system produces. The BPMN model becomes the important factor that we need to take into account when developing the prototype in order to guarantee the interoperability between the CIM and PIM levels.

Functionalities

Our knowledge-based system consists of three main parts: knowledge gathering, knowledge representation and reasoning, and collaborative process modelling. The first part concerns the acquisition of implicit knowledge expressed by business partners to characterize the behaviours of a collaborative network. The knowledge representation and reasoning part is based on ontologies and deduction rules as discussed in Chapter 3. This part is the heart of the system since it offers the possibilities to morph knowledge about collaboration into a collaborative process. Finally, the collaborative process modelling part concerns the extraction of the collaborative process knowledge, and the construction of a collaborative process model from the extracted knowledge.

Fig. IV

. 1 shows the big picture of our knowledge-based system, the principal functionalities related to the three parts of the system, and the movement of knowledge inside the system: The prototype requires the full implementation of these four principal functionalities:

Knowledge gathering and formalization functionality focuses on capturing all necessary knowledge concerning the collaboration that is going to take place. Users of this functionality are in charge of collecting that knowledge by interviewing the partners of a studied network. This knowledge concerns the network's characteristics (relationships between each pair of participants, and common goals), and participants' details (roles, and services). From this knowledge, the users can design relevant collaborative network models.

Collaboration pattern deduction functionality supports the ontology-based approach for representing and reasoning knowledge (presented in Chapter 3). It takes as input the collaborative network model defined from the first functionality and automatically deduces new knowledge as output. The deduced knowledge concerns globally the 
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Specific collaborative process extraction and visualization functionality is a sub part of the collaborative process modelling. This functionality consists of four actions: 1) extraction of knowledge, 2) representation of the queried knowledge in the form of collaborative process, 3) verification of the collaborative process generated from the previous action with the involved partners (manually deleting the useless objects from the process), and 4) generation of a new complete collaborative process composed only of relevant objects, gateways, and events. The partners have to agree on this complete collaborative process model before passing it through the BPMN construction. The compliance of the BPMN process models between business and logic levels (Fig I .3) is ensured by this functionality, not the BPMN construction functionality. Thus, the collaborative process models obtained from this functionality do totally conform to the meta-model of collaborative process (Fig. II.6) defined by [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] in order to have the appropriate BPMN process models at the end of the fourth functionality.

BPMN construction functionality is another sub part of the collaborative process modelling. This last functionality focuses on representing the collaborative process model obtained from the previous functionality in the form of a BPMN model. It concerns the transformation of collaborative process models into a BPMN relevant one. [BPMS Watch] mentioned BPMN as an important factor driving business-IT alignment since it is intuitive enough to be used by business analysts, yet rich enough to generate powerful service-oriented implementations.

We can see the movements of knowledge between functionalities and even inside the functionality itself. The most important one is the one inside the second functionality. This movement concerns the transformation of knowledge from collaboration into the collaborative process. This transformation is done by the ontology-based approach through deductions. These deductions make it possible to morph the collaboration knowledge (in CO) into the collaborative process knowledge (in CPO) (see Chapter 3 for more detail). The other movements only concern the transformation within the same domain of knowledge. Such movements will be presented in Section 2.2.3 of this chapter.

Technical architecture

The four functionalities listed previously are what the prototype should be able to provide in order to attain the objective. We developed and implemented some tools to support these functionalities, as shown below:

Legends: manual, automatic, semi-automatic

Fig. IV.2. Four functionalities of the prototype and development technologies

The figure above represents the technical architecture of the prototype. Besides the main components, there are also some complementary concepts and technologies that complete the construction of the whole prototype:

The technologies for extracting specific knowledge (query) which supports the specific knowledge extraction of the third functionality.

The technologies for connecting the four principal components together (transformation of models).

The complementary concept for completing the collaborative process model generated from the CPE: generation of gateways, events, etc.

In this section, we will first discuss the principal components, along with their development concept, and technology. Secondly, the complementary technologies will be presented. .

Principal components

The principal components are Network Editor, Knowledge Base, Collaborative Process Editor, and STP BPMN Modeller. These components work consecutively which means that the output of the preceding one is the input of the following one. For each component, we will talk about the goals and scope of development, technology, and functionalities.

Network Editor

Goals and scope
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Specific knowledge extraction

The main reason for developing the Network Editor (NE) is to support the knowledge gathering and formalization functionality for collecting the essential knowledge, and modelling the collaborative network. The following figure shows the use of NE in the prototype:

Fig. IV. 3 Use of Network Editor in the prototype

The idea is to provide an aided design tool in the collaborative network domain. The NE should provide a sort of design space with some tools which allow users to create, and characterize their collaborative networks in a graphic way. This editor requires some expertise, as well as effective and efficient communication between the NE's user and the network business partners.

The input of this tool is knowledge on collaboration expressed by all the partners involved in a studied network. The output is a collaborative network model describing the collaboration characteristics, including partners' details. This output will be imported into the Knowledge Base as a new instance. Thus, the NE should somehow be connected to the Knowledge Base.

Selection of technology

One of the first difficulties regarding the development is to select a competent technology. This technology should meet the above goals which address the Domain-Specific Modelling (DSM). DSM is a software engineering methodology for designing and developing particularly IT systems. It involves the systematic use of a graphical domain-specific language (DSL) to represent the various facets of a system. Interest in DSM has grown tremendously with a lot of DSM editors coming out over the last few years, for instance, EMF, GEF, GMF [GMF], and MetaEdit+ [MetaCase]. MetaEdit+ is eliminated from the list since it is not open source, neither can it be used with Eclipse. The other three are based on the Generic Eclipse Modelling System (GEMS). The GEMS is an open source project that has been developed in conjunction with Siemens CTSE2, IBM, and Prismtech. It is able to generate the implementation of a graphical modelling tool from a visual language specification (meta-model).

From [START_REF] White | The Generic Eclipse Modeling System[END_REF], the EMF (Eclipse Modelling Framework) contains various APIs (Application Programming Interface) for building object graphs for a model, serialising and de-serialising object graphs, and enforcing basic constraints on the graphs. The GEF (Graphical Editor Framework) provides inversion of control for loading a graphical model, creating controllers for each model element, and constructing and associating views with the controllers. The GMF (Graphical Modelling Framework) complex controller logic from specifications that map a model to the different elements of a view.

Finally the GMF seems to be the best choice since it is based on both EMF and GEF. It is tending to become a keystone framework for the rapid development of standardized Eclipse graphical modelling editors.

Development concept

We start this section by giving a brief overview about GMF in order to understand how it works. Then we will go into the detail of the development by presenting the meta-model and the graphical definition model that our editor is based on.

a. Overview of GMF

GMF uses both EMF and GEF for building Eclipse-based functionality. It is divided into two main components: runtime and tooling used to generate editors capable of leveraging the runtime. Fig. IV. 4 shows the dependencies between the generated graphical editor, the GMF Runtime, EMF, GEF, and the Eclipse platform: The development of a GMF-based editor requires these following core models:

The Domain model is where we define concepts, attributes, and relations between concepts. It is a meta-model describing a domain of interest. It is the first model to be developed. However, this is not mandatory as the diagram definition is maintained separate from the domain.

The Graphical definition model contains information related to the graphical elements that will appear in a GEF-based runtime. However, this model does not have any connection to the domain model for which it will provide the representation and editing.

The Tooling definition model is used to design the palette and other peripherals (menus, toolbars, etc.).

Once these three models have been defined, we have to create a mapping model in which we specify the relations between these three models. After that, the GMF provides a generator model that allows defining the implementation details for the generation phase. An editor plug-in based on the generator model automatically generates a runtime model diagram. From the above figure, a network is composed of several participants, topologies, and common goals. Each participant is composed of several services, and roles. Topology contains the relationship which links two participants together at the role level. The appropriate attributes are also defined for each concept. They can be character string, numeric value, Boolean, or enumeration. For example, the Role concept has name and description attributes defined as enumeration, and string respectively. The enumeration literals of the role name attribute are retrieved from the instances of the role concept stored in the KB. To be able to create the above concepts graphically we need a tooling definition model. We classify the tools under two groups: tools for creating participants' details, and for creating the characteristics of the collaborative network. These two models will be used to generate the runtime diagram of NE. We show in the following section the runtime diagram.

2.1.1.4.Functionalities

The aim of NE is to be an aided design editor for collaborative networks. The runtime diagram of NE consists of three main parts as follows: Design space: an empty space for drawing a collaborative network diagram by using the tools in the palette. The graphics displayed on this space are defined in the graphical definition model and associated with the tooling definition model. We use this space to graphically characterize the collaborative network through its participants, abstract services or roles of each participant, relationship between participants, topology, and common goals to be achieved.

Property sheet: a set of attributes that we have to define when creating an element.

During the development of the domain model, we specified what attributes we need for each element. The attributes are for example name, description, type, etc. The value of each attribute can be specified by selecting from a given list (if it is enumeration) or filling in from scratch. According to Fig.IV.10, the NE shows the name and description attributes of a role element. For the name attribute, we have to select a role from the given list, while for the description attribute we have to add it ourselves.

The creation of a new collaborative network provides not only a diagram file (*.cnetwork_diagram) representing the network graphically, but also its associated XML file (*.cnetwork) which conforms to the NE's meta-model. The XML file obtained will be used for manipulation afterwards (for transforming and importing into the Knowledge Base as a new instance).

Knowledge Base

Goals and scope

The main reason for developing the Knowledge Base (KB) is to support the collaboration pattern deduction functionality for executing deduction rules stored in it. Another interesting point is to visualize the ontology, and store instances concerning collaboration and services.

The following figure shows the use of KB in the prototype:

Fig. IV. 11 Use of Knowledge Base in the prototype

The knowledge base can be categorized into machine-readable and human-readable knowledge bases. As the purpose of constituting the KB is to automate deductive reasoning, our KB should be machine-readable. It should be kept up-to-date, and carefully designed in
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Specific knowledge extraction content and structure. An ontology may be used to specify the structure (concepts and properties) of KB. This means that an ontology, together with a set of instances (individuals) and concepts (classes) constitute the KB.

Our KB requires a collaborative network model defined by the NE as input. After having done the deduction, new knowledge will be asserted in the KB automatically.

Selection of technology

According to the above discussion, to construct a knowledge base, we need an ontology to specify its structure, and some instances to be stored in it. The ontology used for constituting our KB is the CNO conceptually presented in the previous chapter.

In Chapter 3, we already selected the OWL DL and SWRL as languages for representing the ontologies (CO and CPO) and deduction rules respectively. Thus, here we have to select a technology that can edit OWL DL and SWRL.

There are a number of technologies available in the market for editing OWL, for instance KAON 16 , Protégé [START_REF] Noy | [END_REF], topBraid17 . These three tools are integrated tool suites which have an extensible architecture, and whose knowledge model is usually independent of an ontology language [START_REF] Gomez-Perez | [END_REF]. These tools provide a core set of ontology related services and are easily extended with other modules to provide more functions. The complete analysis of these three tools is described in Annex G.

We found that Protégé is widely used and provides a plug-and-play environment that makes it a flexible base for rapid prototyping and application development. [START_REF] Bouslimi | A coordination framework for Cooperative Information Gathering[END_REF] used Protégé to edit OWL ontology and SWRL rules in order to share and reason about information in a semantic web context. Protégé supports several inference engines. According to Fig. IV. 11, we require a tool that can interoperate with the other tools in our prototype, especially the GMF technology that we use to develop the NE. Thus, the import and export capabilities are also important criteria for us. Protégé seems to be a better choice than the others because it can deal with XML and XMI formats which are the main formats we use in interoperating between the different tools in the prototype. Furthermore, Protégé provides SWRL Tab (Editor) as a plug-in for editing and executing SWRL rules.

Development concept

To constitute the KB, we use the CNO defined in Chapter 3. The CNO is an OWL-based ontology. An OWL ontology has similar components to Protégé. Here the terminologies used to describe these components are Classes (concepts), Properties, Individuals (instances), and Rules.

a. Individuals

One of the most important aspects of a knowledge base is the quality of information it contains. The information we will store in our KB is called individual. Individuals represent objects in the domain that we are interested in. So individuals are also known as instances that are referred to as being instances of classes. In OWL, it must be explicitly stated that individuals are the same as each other, or different to each other. Otherwise they might be the same as each other, or they might be different from each other.

In our case, the individuals we originally store in our KB come from the dataset [PH-OWL] which is an OWLized version of the MIT Process Handbook because the CNO that constitutes the KB is mostly based on the Process Handbook ontology. This dataset provides approximately 5000 instances of processes, goals and resources including roles. These instances are generic and can be used to define many kinds of processes. These individuals are stored in their corresponding classes and properties. OWL classes are interpreted as sets that contain individuals. They are described using formal descriptions that state precisely the requirements for membership of the class. For example, the class Participant would contain all the individuals that are actors of collaborative networks.

Classes may be organized into a superclass-subclass hierarchy, which is also known as taxonomy. Subclasses specialize (are subsumed by) their superclasses. For example, considering the classes Topology and Chain, Chain might be a subclass of Topology (so Topology is the superclass of Chain). This can be interpreted as follows: all chains are topologies, all members of the class Chain are members of the class Topology, being a Chain implies that it is a Topology, and Chain is subsumed by Topology. One of the key features of OWL DL is that these superclass-subclass relationships can be computed automatically by a reasoner. To write restrictions, [START_REF] Horridge | A Practical Guide To Building OWL Ontologies Using The Protégé-OWL Plugin and CO-ODE Tools Edition 1[END_REF] discussed the difference between Necessary and Necessary & Sufficient conditions. If class A is described using necessary conditions, then we can say that if an individual is a member of class A it must satisfy the conditions. We cannot say that any individual that satisfies these conditions must be a member of class A. However, if class A is now defined using necessary and sufficient conditions, we can say that if an individual is a member of the class A it must satisfy the conditions and we can now say that if any individual satisfies these conditions then it must be a member of class A. The conditions are not only necessary for membership of A but also sufficient to determine that something satisfying these conditions is a member of A.

The restrictions for the class Chain are displayed as shown in Fig. IV. 15. According to the definitions above, the restrictions are defined as necessary and sufficient conditions. Any individual having continuous as duration and hierarchic as power is a member of this class Chain.

d. Rules

Besides individuals, properties, and classes, we also need to formalize the deduction rules with SWRL Editor. As such rules ensure the interactions between classes of the CNO, they should be created as a part of ontology in the same way as individuals, properties, or classes [START_REF] O'connor | Supporting rule system interoperability on the Semantic Web with SWRL, The Semantic Web -ISWC[END_REF]. The deduction rules are really important in our knowledge-based system because it ensures the morphing of the collaboration knowledge (in CO) into the collaborative process knowledge (in CPO). Five groups of rules have been defined and discussed in Section 3.2.2 of Chapter 3. The SWRL Editor has been used to edit these rules.

The following figure shows the interactive interface of SWRL Editor and an example of SWRL rule (GR.1 Rule 2 shown in Annex A):

Fig. IV. 16. Editing a rule with SWRL Editor

The execution of SWRL rules is described in Annex F.

Collaborative Process Editor

Goals and scope

The main reason for developing the Collaborative Process Editor (CPE) is to support the collaborative process visualization of the third functionality. The main idea of developing this CPE is to provide a computer-aided design tool in the collaborative process domain in the same way as the NE. The use of CPE in the prototype is shown as follows:

Fig. IV. 17 Use of Collaborative Process Editor in the prototype

The extraction capability of the third functionality is supported by SPARQL query language that we will talk about in Section 2.2.1.

The CPE is similar to the NE, only the tool palette is different. The tool palette of the CPE provides not only the same creation tools as the NE, but it also provides other additional tools allowing the user to create the elements of the collaborative process. For example, tools for creating services, flows, gateways, etc. The CPE offers users the possibility of visualising the knowledge about the collaborative process extracted by SPARQL queries. Any modifications are allowed but have to be done with the agreement and satisfaction of the partners of the studied network. Therefore this editor requires efficient and effective communication between the users and the business partners of the network.

After SPARQL queries have extracted only the knowledge concerning a studied network, the CPE will organize that knowledge and represent it in the form of a collaborative process model. The output of this tool is a collaborative process model validated by all involved partners and ready to be transformed into the BPMN model.

The essential requirement of the CPE is to ensure the succession of the BPMN models from the business level to the logic level (Fig. I.3). The collaborative process model obtained from the CPE totally conforms to the meta-model of a collaborative process (Fig. II.6) defined by Touzi [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF]. This guarantees that we will have a good BPMN process model at the end of the BPMN construction functionality.

Development concept

According to the above goals, we realize that the CPE is also related to the DSM as same as the NE. However the CPE is a GMF-based development.

a. Meta-modelling

The CPE is designed to be an aided design tool which can visualize and edit collaborative processes. Its domain model should describe the elements of the collaborative process domain (defined in the right side of Fig.II.10). In addition, a collaborative process visualized with this tool comes from the knowledge extracted from the KB. Thus, the domain model is strongly related to the CNO that constitutes the KB. It adopts the meta-model of NE and adds the
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Specific knowledge extraction

concepts related to the domain of the collaborative process, such as resource, business service, dependency, MIS service, gateway, and event.

As several concepts of the meta-model of collaborative process are already taken into account when defining the CNO, we are pretty sure that the collaborative process models obtained from the CPE conform more or less to the model required for generating the logic architecture of the MIS (Section 2.2.1 of Chapter 1). However, the CNO does not have every concept defined in the meta-model of collaborative process. It lacks the concepts of gateway and event which are both important elements of the BPMN process. So, we also now add these two concepts in the domain model of the CPE in order to make the generated collaborative processes more oriented to BPMN process. From the above figure, we can find the concepts already defined in the meta-model of NE (dash-dot line). These concepts principally concern the characteristics of the collaborative network, including participants. The others are the new concepts about service related to the collaborative process. We mainly extract these new concepts from the CPO (dash-dot-dot line). We also add some additional concepts from the meta-model of collaborative process (dashed line) which are not yet included in the CPO in order to be more BPMN-oriented. We can describe such new concepts as follows: a dependency links together two services which can be business services or MIS things (MIS service, gateway, and event). Every dependency contains resources and is coordinated by a MIS service. A process can have only one MIS which itself is composed of MIS elements.

b. Graphical and tooling definition model

A graphical definition model is used to define the figures, nodes, diagrams, connections, etc. that will be displayed on the diagram. As the domain model of CPE integrates the one of NE, its graphical definition model is roughly the same as the NE's. From the domain model discussed in the previous section, the concepts are defined as shown in To be able to graphically create the above concepts, we need a tooling definition model. We classify the tools under three groups: participant group (for creating participants' details), MIS group (for creating MIS's objects), and networking group (for creating the characteristics of collaborative network). The graphical and tooling definition models will be used to generate the runtime diagram of CPE. We show the runtime diagram in the following section.

Functionalities

The aim of the CPE is to be an aided design and visualization tool for the collaborative process. Fig. IV. 21 shows the runtime diagram of the CPE. Compared to the NE, the CPE provides the same design space and property sheet, but the tool palette is different.

The tool palette of the CPE contains more tools than the NE's because the domain model of CPE includes the one of NE and has other additional concepts. Thus, as discussed above, the CPE's tool palette contains the same tools as the NE's, and also the tools for creating business service, resource, MIS, MIS service, gateway, event, and dependency. These In the same way as the NE, the creation of a new collaborative process provides a diagram file (*.cprocess_diagram) representing the process graphically, and its associated XML file (*.cprocess). Once all the partners involved in a studied network have agreed on this process, the XML file will be used to transform it into a BPMN relevant model.
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STP BPMN Modeller

We focus on finding a technology for supporting the BPMN construction and visualization functionality. The following figure shows the use of this technology in the prototype:

Fig. IV. 22 Use of STP BPMN Modeller in the prototype

This technology is applied at the last step of the prototype. The main intention is to obtain collaborative process models written in BPMN syntax. These models will be used to define a SOA-based MIS model at the logic level (Fig. I.3). Thus, the conformity of BPMN models is required. However, it is not necessary to verify or ensure this issue at this stage as it is taken into account in the previous stage (by the CPE).

Selection of technology

The official website of BPMN language [BPMN] provides a list of tools supporting modelling with this language. We are particularly interested in Intalio BPMS Designer, and STP BPMN Modeller. We considered several criteria regarding the selection of our tool:

supporting the BPMN specification approved by the OMG generating an exploitable file in XML preference editing, and visualising graphically business processes written in BPMN

Both tools can answer these criteria, and are fully open source but are under different licences.

The BPMS Designer is distributed under the Mozilla Public License (MPL) by Intalio. The STP BPMN Modeller is also donated by Intalio as a part of the SOA Tools Platform (STP) project under the Eclipse Public License (EPL). The STP BPMN Modeller complements the BPEL Engine donated to the Apache Software Foundation and the Tempo BPEL4People workflow framework hosted on Intalio.org. All three components form the foundation for Intalio BPMS Designer, the first BPM solution to support a Zero-Code development model [START_REF] White | The Generic Eclipse Modeling System[END_REF].

The STP BPMN Modeller seems easier to implement and use than the BPMS Designer. The implementation of this modeller is similar to the NE and CPE since they are all based on the same GMF technology. The STP BPMN Modeller is a graphical editor for creating BPMN diagrams. The possible usage and extensions of this modeller are for example:

Creating BPMN diagrams to document process orchestration or workflows.
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Generating org.eclipse.stp.bpmn EMF objects. Traverse, annotate, transform to generate BPEL, or other object models. Extending the editor to support drag and drop, as well as other application specific usage. Implementing a particular version of the BPMN specification: add the properties, validation services, and generation algorithms.

As the BPMN Modeller is based on GMF, its meta-model, and graphical definition, tooling definition, mapping, generator models, as well as runtime diagram plug-in are available and also provided in the package. This is another advantage of using the STP BPMN Modeller rather than the Intalio BPMS Designer since we need the BPMN meta-model in Ecore to perform the model transformation afterwards. This point will be presented in the ATL Transformation (Section 2.2.2.3).

Functionalities

The STP BPMN Modeller is based on GMF like the NE and CPE. The main components and models for GMF-based development are provided in the STP BPMN package. Although the STP BPMN Modeller provides the same design space and property sheet as both the NE and CPE, the creation tools contained in the tool palette are dedicated to the design of BPMN processes.

The tool palette of the STP BPMN Modeller contains the tools to allow the creation of the standard elements of BPMN as specified in the OMG specification for example pool, lane, task, message, and sequence flows, as well as several types of gateway, and event. 

Concept and technologies for fulfilling the development of the principal components

In this section, we will discuss the concept and technologies that we use for completing the construction of the whole prototype. 

XSLT ATL SPARQL
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Query language (SPARQL) for extracting specific knowledge from the KB. The query helps to extract only the knowledge that we are interested in.

Transformation languages (XSLT, and ATL) for making the different technologies interoperable. These transformations concern the three movements of knowledge in the same context (Fig. IV. 1): collaboration to collaboration (NE to KB), and process to process (specific knowledge extraction from KB to CPE, and CPE to STP BPMN Modeler).

Automatic and manual complements at the third functionality: generating gateways and events.

We implement these technologies as well as the NE, CPE, and STP BPMN Modeller on the Eclipse platform. The Eclipse is written primarily in Java to provide software developers and administrators an integrated development environment (IDE). We use the Java APIs to reference all of the programming interfaces and execute the deduction rules in the KB.

SPARQL Query language

The main purpose of using query language is to support the specific knowledge extraction of the third functionality. The query can help in selecting only the interesting knowledge from the KB. Once the extraction of the knowledge has been done, the CPE will manipulate this knowledge and visualize it in the form of a collaborative process.

We start this section by talking about the different technologies for querying ontology and the reasons why we chose SPARQL. Then we will give a brief overview about SPARQL in order to understand how it works. At the end we will present an example of a result obtained after applied SPARQL to our work.

Selection of technology

There are a number of query languages for RDF 18 and OWL ontologies, such as RDQL, SeRQL, SPARQL, etc. These query languages were recently conducted by the W3C, and are all based on matching triples with RDF graphs. According to [START_REF] Haase | A Comparison of RDF Query Languages[END_REF] and [START_REF] Hutt | A Comparison of RDF Query Languages[END_REF], they compared these three languages by basing the comparison on the crucial properties of query language: value comparison, data type support, expressiveness, semantic support, aggregation functions (min, max, count), and advanced operation support (union, intersection). They found that SeRQL and SPARQL provide nearly the same properties. Moreover, both SeRQL and SPARQL provide SQL-like syntax which is easy to read. SeRQL has strong support from the open source community, while SPARQL has strong support from the W3C. In fact, we finally decided to use SPARQL because it is well documented and standardized. In addition, it provides query results in XML, and it is possible to implement in the Eclipse.

However, to reason SPARQL queries, we need an engine. Numerous query engines support SPARQL [SPARQL], and many are available as open source software for example, Jena, SPARQL Engine, Pellet, etc. The most frequently used engines are Jena and Pellet. Jena is a Java toolkit for manipulating RDF models which has been developed by Hewlett-Packard Labs.

Pellet is an open source Java based OWL-DL reasoner, commercially supported by Clark & Parsia LLC.

Pellet includes an optimized query engine capable of answering ABox queries. It is also possible to use the Jena's query objects with the Pellet's query engine. Note that if the query to be answered is not an ABox query, the Pellet query engine is inapplicable and the bindings will fall-back on using the default Jena query engine [Pellet-Faq].

Hence, we use SPARQL for querying the KB and the queries will be answered with Jena and Pellet engines.

Overview of SPARQL

SPARQL stands for Simple Protocol And RDF Query Language. SPARQL 19 is defined in terms of the W3C's RDF data model and will work for any data source that can be mapped into RDF. The specification is under development by the RDF Data Access Working Group (DAWG).

SPARQL is a query language and data access protocol for the Semantic Web:

The SPARQL query language is a syntactically-SQL-like language for querying RDF graphs via pattern matching [SPARQL-FAQ]. SPARQL contains capabilities for querying required and optional graph patterns along with their conjunctions and disjunctions. SPARQL queries can return results in XML format.

The SPARQL protocol uses WSDL 2.0 to define simple HTTP and SOAP protocols for remotely querying RDF databases. It can be used for querying any data repository mapped to the RDF model. The XML results format is used to generate responses from services that implement this protocol.

SPARQL can provide a common query mechanism for all Web 2.0 applications and can be an option for publishing open data on the Web.

Query with SPARQL

The following figure shows the application of SPARQL in the prototype:

Fig. IV. 25 Use of SPARQL in the prototype

The use of SPARQL is focused on querying the knowledge corresponding to the collaborative network that we are studying. This knowledge is extracted from the KB and will be used later by the CPE. Such knowledge concerns:

common goals relationships and topologies with their type participants, their roles, and provided abstract and business services with associated input and output resources dependencies and their manipulated resources MIS services that coordinate those dependencies

The full implementation of SPARQL is explained in Annex B. Here, we give a short example of a SPARQL query for extracting the name and roles of the participants in a network. The SPARQL works with the KB (owl-based). The query is written as follows: The above SPARQL query returns the results name and role according to the variables indicated in the query. The query result is represented in XML format as follows: 
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Fig. IV. 27 SPARQL query result in XML

In this example, the query returns two results of name and role. This means that there are two participants in this studied network. The first participant has the name A and the role seller. Another participant has the name B and the role buyer.

Transformation languages

The main purpose of using transformation languages is to convert a model into another which both conform to the same or different meta-models. In our work, we have four components developed basically on different technologies and concepts. So the models of each component are apparently different.

To attain the full implementation of the prototype, we have to link the components together and in the right order. Consequently, transformations of the output model of a component into the input model conforming to its following one are needed. Three transformations are involved in our development:

Output of NE (XML) into input of KB (OWL) Output of SPARQL query (XML) into input of CPE (XML) Output of CPE (XML) into input of STP BPMN Modeler (BPMN)
The first two transformations deal with XML-to-XML transformation since OWL is also based on XML [RDF-OWL], while the last one concerns XML-to-BPMN transformation.

Moreover, these three transformations concern the movements of knowledge (Fig. IV. 1): collaboration to collaboration (for the first one), and process to process (for the two last ones). 

Result variables

Result of name

Result of role

Selection of technologies

Transformation approaches can be distinguished between model-to-code, and model-to-model transformations. All of these approaches support syntactic typing of variables, and patterns. Based on our development, we focus on the XML-to-XML and XML-to-BPMN transformations that concern only the model-to-model transformation approaches. Such transformation translates between source and target models which can be instances of the same or different meta-models.

A large number of model transformation approaches like relational, graph-transformation based, structure-driven, hybrid, and other approaches have been developed since the OMG issued a Request for Proposal on QVT (Query/Views/Transformations) in 2002. Various model transformation languages like BOTL, MOLA, GreAT, AndroMDA, F-Logic, UMLX, ATL or XSLT have been proposed in order to respond to a specific context [START_REF] Czarnecki | Classification of Model Transformation Approaches[END_REF]. Thus, it is not easy to converge on a single language.

To deal with an XML-to-XML transformation, XSLT appears as the most outstanding XML model transformation language [START_REF] Czarnecki | Classification of Model Transformation Approaches[END_REF]. Since models can be serialized as XML using the XMI (XML Metadata Interchange) implementing model transformation, using XSLT seems very attractive. XSLT is a computer language designed specifically to transform an input XML document into an output XML document which satisfies some specific goal.

However, using XSLT for transforming an XML into a BPMN seems to be more complicated than the XML transformation, and requires much effort due to the complexity of BPMN meta-model. Transformation by using meta-model concepts on a very high level appears to be more realistic. Such transformation requires a mapping definition between elements of metamodels. ATL is pretty good at meta-model-based transformation. Moreover, the works of Touzi use ATL to transform BPMN into SOA-based UML which the BPMN model is written in Ecore. ATL seems therefore to be our best choice for the compatibility with the work of Touzi and also the possibility of generating an Ecore model as a result.

Transformations with XSLT in the prototype

The following figure shows that we apply the transformations with XSLT twice in the prototype:

Fig. IV. 28 Uses of XSLT in the prototype
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In Annex C, we provide a complete example of transformation with XSLT.

a. From Network Editor to Knowledge Base

The The above mapping shows that there are six rules that we have to define in the XSLT stylesheet. The following figure illustrates this transformation including the source and result models as well as the associated number of transformation: It seems that this transformation is quite simple and direct. The names of the source elements are mostly the same as the ones of the result elements. The transformation N°6 (Relationship) is more complicated than the others because we have to deal with the positions defined in the values of the target and source attributes. The rule has to find the corresponding positions of participant and role on the XML schema. Besides, there are some additional elements in the result model which have to be engraved in the XSLT stylesheet, for example, hasParticipant, hasCommonGoal, hasRelationship, hasTopology, etc. These elements are the properties defined in the CNO ontology.

<?xml version="1.0" encoding="UTF-8"?> <rdf:RDF xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#" xmlns:CNetwork="http:///CNetwork.ecore" xmlns:xmi="http://www.omg.org/XMI" xmlns:xlink="http://www.w3.org/1999/xlink" xmlns:base="http://nettyrajsiri.googlepages.com/OWL_cnetw ork.xml" xmlns:= "http://nettyrajsiri.googlepages.com/CNKB_v5.owl#" xmlns:rdfs="http://www.w3.org/2000/01/rdf-schema#"> <CNetwork rdf:ID="N10001"> <hasParticipant> <Participant rdf:ID="A"> <name xml:lang="en">A</name> <is_in_CNetwork rdf:resource="#N10001" /> <playRole rdf:resource="#seller" /> </Participant> </hasParticipant> <hasParticipant> <Participant rdf:ID="B"> <name xml:lang="en">B</name> <is_in_CNetwork rdf:resource="#N10001" /> <playRole rdf:resource="#buyer" /> </Participant> </hasParticipant> <hasCommonGoal> <CommonGoal rdf:ID="buy products"> <description xml:lang="en">buy products</description> <isAchievedBy rdf:resource="#N10001" /> </CommonGoal> </hasCommonGoal> <hasRelationship> <Relationship rdf:ID="A-B"> <P1 rdf:resource="#A" /> <P2 rdf:resource="#B" /> <P1.role rdf:resource="#seller" /> <P2.role rdf:resource="#buyer" /> </Relationship> </hasRelationship> <hasTopology> <Topology rdf:ID="N10007"> <hasDuration rdf:resource="#continuous" /> <hasPower rdf:resource="#hierarchic" /> </Topology> </hasTopology> </CNetwork> </rdf:RDF> <?xml version="1.0" encoding="UTF-8"?> <CNetwork:network xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI" xmlns:CNetwork=http:///CNetwork.ecore id=" N10001"> <topology duration="continuous" power="hierarchic" id=" N10007"/> <commonGoals description="buy products"/> <participants name="A"> <role name="seller"> <relationship target="//@participants.1/@role.0" source="//@participants.0/@role.0" label="supplier_customer" duration="continuous" /> </role> </participants> <participants name="B"> <role name="buyer"/> </participants> </CNetwork:network> The above table shows that the transformation is direct. The complexity and difficulty of this transformation depend particularly on the numbers and names of variables used in the SPARQL queries.

N°1

The following figure illustrates the XSLT transformation (N°3 and 4) of a SPARQL query result into a collaborative process model conforming to the CPE: 

Transformation with ATL in the prototype

The transformation with ATL takes place at the last step of the prototype in order to connect the CPE and the STP BPMN Modeller together. The following figure shows the use of ATL in the prototype:

Fig. IV. 31 Use of ATL in the prototype

According to [ATL manual, 2006], transformation with ATL requires a source meta-model, a source model, a target meta-model, and an ATL file. It is also mandatory that these two metamodels and the source model should conform to Ecore.

The full transformation with ATL is explained in Annex D. Here below, we summarize the important points for performing this transformation:

The source model is generated by the third functionality (the CPE). However, the model obtained from the CPE is described in XML, not Ecore as required. Thus, we need to inject the CPE-based source model into an XML model programmatically with a Java application. This injected XML model is Ecore-based.
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<?xml version="1.0"?> <sparql xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#" xmlns:xs="http://www.w3.org/2001/XMLSchema#" xmlns="http://www.w3.org/2005/sparql-results#" > <head> <variable name="name"/> <variable name="role"/> </head> <results ordered="false" distinct="false"> <result> <binding name="name"> <literal xml:lang="en">A</literal> </binding> <binding name="role"> <uri>http://nettyrajsiri.googlepages.com/CNKB_v5.owl#seller</uri> </binding> </result> <result> <binding name="name"> <literal xml:lang="en">B</literal> </binding> <binding name="role"> <uri>http://nettyrajsiri.googlepages.com/CNKB_v5.owl#buyer</uri> </binding> </result> </results> </sparql> <?xml version="1.0" encoding="UTF-8"?> <CProcess:process xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI" xmlns:CProcess=http:///CProcess.ecore id=" N10001"> <participants name="A"> <role name="seller"> <performsBusinessService name="place_order"/> <performsBusinessService name="deliver_products"/> </role> </participants> <participants name="B"> <role name="buyer"> <performsBusinessService name="obtain_order"/> <performsBusinessService name="receive_products"/> </role> </participants> </ CProcess:process>

N°3

N°3

N°4

N°4

The source meta-model is not the meta-model of CPE, but XML. The target meta-model is, of course, the BPMN meta-model. The mapping between the elements of these two meta-models is defined as follows: Element with the name's value flows and type msgFlow Message

Table IV. 3 Mapping between the elements of XML and BPMN meta-models

The above mapping shows that there are six transformation rules that we have to define in the ATL file. All these six rules have to be applied in order to complete the transformation of the collaborative process obtained from the CPE into the BPMN model. We can see that on this BPMN diagram, the A, B and MIS pools provide several services. Only the MIS pool has additional events, gateway, and sequence flows (full lines). The message flows (dashed lines) communicate between services across pools. The way the elements are arranged on this BPMN diagram corresponds to the restrictions specified in the meta-model of collaborative process (Fig. II.6). We have mentioned so far that the BPMN diagrams obtained at the last step of the prototype conform to the meta-model of collaborative process as we take into account this meta-model in the CPE (Third functionality).

Complementary concepts at the third functionality

The third functionality concerns the specific collaborative knowledge extraction and visualization functionality. We remind ourselves again here of the four actions in this functionality:

1) Extraction of knowledge by using SPARQL queries already discussed in Section 2.2.1. 2) Representation of the queried knowledge in form of collaborative process with the CPE tool, already presented in Section 2.2.2.2/b. 3) Verification of the collaborative process generated from the previous action with the involved partners. 4) Generation of a new complete collaborative process composed only of relevant objects, events, and gateways.

The two last actions have not been presented yet. Thus, the following sections are dedicated to these two last actions. We start with the third action then the generation of gateways and events of the fourth action will be presented separately.

Verification of collaborative process

The verification is to be applied to the very first collaborative process generated and visualized with the CPE (result of the second action). We defined two levels of verification:

The first level concerns the deletion of services including business services, abstract services, and MIS services. This deletion causes the automatic removal of associated flows and resources. Up to now, this level has been done manually. The CPE's users have to work with the network participants in order to delete the relevant elements and keep only the required ones in the process. In the future, we intend to develop a graphical user interface, like a checkbox, that will allow users to make multiple selections from a list of services.

The second level concerns the sequencing of services. Here we have to take into account the meaning of flows between services in the collaborative process. We defined an algorithm to verify and bind the resources transferred between services with chain. The result of this algorithm is a suggestion of service sequencing. The CPE's users can use this suggestion to organize services. At the current stage, this level has not been fully implemented.

Generation of gateways

The generation of gateways should be done in the last action. Why is this generation needed?

The collaborative process models we visualize with the CPE come from the knowledge extracted from the KB by SPARQL query. Because we do not take into account the concept of gateway when defining the CNO of the KB, the extracted knowledge does not concern this concept.

The concept we use for generating gateway is based on dependency. Dependencies are referred to the flows of resources that are transferred between services of the enterprises.

Gateway is an important modelling element of BPMN. It is used to control how flows interact as they converge and diverge within a Process [START_REF] Bpmn | Specification of Business Process Modelling Notation (BPMN)[END_REF]. The extraction from the KB by SPARQL query offers the knowledge about the dependencies. We define some transformation rules with XSLT based on these two patterns. Once the patterns match, the gateways are automatically generated. However, we can only generate the figure of gateway, not its type. We are interested in these four types of gateway:

Parallel gateway: every incoming flow is active when this gateway is used as a separator. In the case of merging, this gateway provides a token to each outgoing flow.

Data-based exclusive gateway: the outgoing flows from this gateway are alternative and conditioned. The condition test is done in order (top down) and once one of them is valid, the token is passed on. In the case of merging, this gateway lets every token pass successively.

Event-based exclusive gateway: the principle functionality of this gateway is mainly the same as the previous one, but the condition is based on an event attached to the gateway.

Data-based inclusive gateway: the outgoing flows from this gateway are conditioned.

The difference from the data-based exclusive gateway is that it is possible to have more than one valid outgoing flow from the inclusive gateway, which is not the case with the exclusive gateway. In the case of merging, this type of gateway synchronizes the incoming flows and fuses the tokens simultaneously.

The type and conditions of the gateway will be manually specified by the CPE's user because it needs to take into account the meanings of the resources containing in each flow.

Generation of events

The generation of events should be done in the last action the same as with gateways. For the same reason as gateways, the generation of events is needed.

Up to now we have only taken into account the generation of start and end events. Such generation is based on the dependency concept. We list the rules applied to this generation as follows:

If MIS service has no outgoing sequence flow (flow in the MIS), then generate a new sequence flow out from this MIS service to the end event. The figure below illustrates this rule: These transformations are automatically done with XSLT. The start and end events can be empty, message, time, etc. Their types will be specified manually by the CPE's users. However, it is possible to have intermediate event in the BPMN process. At the current stage, intermediate events needed in the process are also added manually.

Conclusion of the chapter

In this chapter, we presented the prototype of our knowledge-based system to automate the specification of collaborative processes. According to Fig.

IV.1, the system is composed of three main parts: knowledge gathering (left), knowledge representation and reasoning (middle), and collaborative process modelling (right).

Knowledge gathering concerns the acquisition of implicit knowledge expressed by business partners on the basis of their experiences and perspectives. We developed the Network Editor (NE) to facilitate the acquisition of knowledge and formalize this knowledge.

Knowledge representation and reasoning is the most important part of the system because it deals with the morphing of knowledge on collaboration into a collaborative process. We use the ontology-based approach (presented in theory in Chapter 3) as a means of accomplishing this second part. The Knowledge Base (KB) has been developed on the basis of such an approach and allows the deduction of collaboration patterns.

Collaborative process modelling concerns the extraction of collaborative process knowledge, and the construction of BPMN collaborative process model from the extracted knowledge. To accomplish this part, we implemented several technologies and tools. We extract the knowledge on collaborative process from the KB by SPARQL queries. This extracted knowledge is organized in the form of a collaborative process model and visualized with the Collaborative Process Editor (CPE). The complementary concepts (verification and generations of gateways and events) are also needed in this functionality. Even though the gateways and events are automatically generated, we need to re-verify the result of the generations in order to ensure that the collaborative process model is correct. This collaborative process model is BPMN-oriented, but does not yet conform to the BPMN specification. The ATL transformation is introduced to deal with this issue. The real BPMN Many technologies were integrated to build up the prototype for example, GMF, Protégé, SWRL Editor, Jess, SPARQL, Jena, Pellet, XSLT, and ATL. They were all implemented on the Eclipse platform based on Java. Java APIs have been applied to reference the programming interfaces.

The prototype was developed under the hypotheses discussed in Chapter 1. Our prototype provides the necessary knowledge (collaborative process model) to be used as the input for the works of Touzi (MISE project) and for the runtime collaborative platform of EBM WebSourcing. The main constraints for our work originated from the works of Touzi which requires the collaborative process model to be written in BPMN and to conform to the metamodel of the collaborative process (Fig. II.6). We ensure the conformity of the collaborative process model at the CPE by taking into account this meta-model when specifying the CPE's domain model. The prototype will be tested and validated in the next chapter with a collaborative process example.

Chapter 5. Experimentation

In the previous chapter, we presented the prototype of our knowledge-based system dedicated to facilitating the collaborative process specification. The prototype consists of four main functionalities. We developed four tools to support the specific requirements of these four functionalities. Some tools can be executed automatically, but some require user efforts to accomplish.

The objective of this chapter is to demonstrate how the prototype works by experimenting with it on collaboration cases. This chapter starts by defining the scope of the experimentation. The experimentation will be explained step by step in order to show the mechanisms of the prototype.

Scope of the experimentation

The prototype was tested with several collaborative situation case studies. The objective of these experiments was to test the prototype that we have developed, as well as to validate its concepts and functionalities in order to improve it later. Moreover, the experiments may allow us to realize if the prototype is able or not to specify appropriate collaborative processes from any collaborative situations.

The experimentation follows the four steps of the approach, as shown in Table V We demonstrate here two collaboration cases: a simple case and a complex one. The simple collaboration has only two partners, while the complex one has seven partners. Both cases are in a supplier-customer context. In Section 2, the experimentation of a simple collaboration case will be explained in detail in order to show the mechanisms and the use of the prototype. The tools will be applied to perform each step of the approach (from the knowledge gathering to the BPMN construction). In Section 3, the other experimentation with a complex collaboration will not detail the mechanisms of each step, but the results obtained at the end of each step.

Supplier-Customer Experimentation

In this section, we conduct a very simple collaborative situation between a supplier and a customer. This situation is really general, making it relatively simple to understand how our modelling approach works.

The network has two partners (A and B) who collaborate in order to buy 100 parts of bolts.

Partner A has bolts that partner B desires. The collaboration starts when B sends a purchase order to A. They establish a strong relationship and communicate with each other frequently.

This simple case allows us to conceive its collaborative process, which is harder to do in the complex case. The collaborative process we imagined before starting the experimentation compounds mainly the sell and buy services. The process will start by the customer sending an order to the supplier. Then, the supplier prepares and delivers the ordered goods to the customer. Finally, the customer receives these goods and pays. This is what we expect to obtain at the end of the experimentation.

2.1.

Step 1: Knowledge gathering and formalization

a. Objective

This step focuses on capturing all necessary knowledge concerning the collaboration that will take place. We classified the knowledge to be collected under two groups: collaboration characteristics: relationships between each pair of participants, and common goals participants' details: general information of participant, roles, and abstract services

b. Application

The Network Editor (NE) is the tool we used in order to facilitate the knowledge gathering and formalization. The interoperability providers (e.g. consultants of EBM WebSourcing) are the main users of this tool. The partners involved in the studied network were brought together and interviewed by the consultants. They were asked about:

Common goal(s) that the partners define together -What are the goals of this collaboration?
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-What do the partners intend to achieve? -What is the network established for? Intensity or frequency of communication -How often do the partners communicate to each other during the collaboration? -Is the collaboration occasional? Roles and responsibilities in this collaboration -Who does what? -What does each partner provide to the others? Dispersion of decision-making power in this collaboration -Who holds the power? -Who makes decisions?

Note that if a studied network has more than two partners, we have to determine whether a relationship exists or not between each pair of partners. This definition allows us to know who communicates with whom, and the type of relationship they have. But this was not applied in our case since our studied network has only two partners. It is also possible for each partner to play more than one role.

c. Result obtained

The interoperability provider interpreted the knowledge obtained from the interview, as shown in the The definition of the collaborative network depends mostly on the interpretation and experience of the NE's users. For the same knowledge (captured by interview), users may interpret it differently. Thus, it is possible to define more than one potential collaborative network in order to obtain an appropriate collaborative process that satisfies the clients as much as possible.

Step 2: Collaboration pattern deduction a. Objective

This step concerns the deductive reasoning of collaboration patterns based on the collaborative network model obtained from the first step. The deduction is performed over the Knowledge Base (KB).

b. Application

The deduction can be executed once the NE's collaborative network model has been characterized and imported into the KB as a new individual of the CNetwork class. To be able to import, we have to transform the NE's network model into an OWL model conforming to the KB. This transformation is an XML-to-XML transformation which is done by applying an XSLT stylesheet as discussed in Section 2.2.2.2/b (Implementation of XSLT) of Chapter 4. After the transformation, we obtained an OWL model of our collaborative network ready to be imported into the KB.

The SWRL deduction rules and a number of individuals have been defined and stored in the KB. These individuals come from the dataset (an OWLized version of the MIT Process Handbook) as discussed in Section 2.1.2.3/a (Individuals) of Chapter 4. The rules were specified and it was shown how the deductions could be made in Section 3.2.2 of Chapter 3.

The SWRL deduction rules were performed programmatically over the Jess engine in the KB via the SWRLRuleEngineBridge API Java. We have talked about processing the SWRL rules with the Jess engine in Annex F. Once the deduction was made, new OWL concepts were created and inserted into the KB automatically. This step aims to propose a collaborative process model that corresponds as much as possible to the collaborative situation defined in the first step. Moreover, all involved partners of the studied network should agree on using this process model for handling their collaboration.

c. Result obtained

This step is focused mainly on querying the knowledge specific to the collaborative situation from the KB. The knowledge obtained will be organized in form of a collaborative process that can be visualised by the CPE.

b. Application and results obtained

The application of this step is the most complicated in comparison to the other steps. It is composed of four actions some of which require users' effort to accomplish. Only for the first action we use SPARQL query language, while for the others we use the CPE tool.

Action 1: Extraction of knowledge concerns inquiring to the KB about the knowledge related to the studied network through SPARQL queries. As discussed in Section 2.2.1.3 of Chapter 4, we wrote the queries in order to obtain this knowledge: common goals relationships, and topologies with their type participants, and their roles, as well as the abstract services they provide business services, and their associated input, and output resources dependencies, and their manipulated resources MIS services that coordinate those dependencies The queries are generic enough and applicable to any collaboration cases.

Result obtained:

The result of the SPARQL queries was written in the XML schema. As this schema is really huge, we do not provide it in an XML form, but in a table-based form. Table V Action 2: Representation of the queried knowledge in form of collaborative process visualizable with the CPE tool. This action concerns the transformation of the XML schema of the SPARQL results into an XML model that conforms to the CPE tool. This transformation was done in the same way in which the NE's network model was transformed into an OWL model in Step 2. An XSLT stylesheet has been created in order to handle this transformation, and can be applicable to any collaborative situations.

Result obtained: Since we tried to extract as much knowledge as possible regarding the given collaborative situation, the obtained collaborative process is probably fussy as shown below: Action 3: Verification of the collaborative process generated from the previous action with all involved partners (A and B). The main objective of this action is to manually delete the undesired objects (e.g. business services, dependencies, collaborative services, etc.) from the process. In Section 2.2.3.1 of Chapter 4, we discussed how we need to develop a user interface to facilitate this action and why this action needs to be carried out collaboratively with the partners. In this case, we deleted for example: Business services of A: manage customer relationship, deliver services, track order, identify potential customers, etc. Business services of B: store items, receive physical resource, manage supplier, identify potential sources, source infrastructures, etc.
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Result obtained: The collaborative process after deleting the undesired objects is shown as follows. This process was the first validation that all involved partners made.

Fig.V. 5 Collaborative process after deleting unnecessary objects

The collaborative process model obtained here is not complete yet. This model is created from the knowledge extracted from the KB by SPARQL queries (action 1). The KB is originally built upon the CNO which does not take into account the concepts of gateway and event which are the important modelling elements of BPMN. It is used to control how flow interacts as they converge and diverge within a process.

Action 4: Generation of a new collaborative process that consists only of relevant objects as well as gateways and events. The concept for generating gateways and events has been presented in Section 2.2.3.2 and 2.2.3.3 of Chapter 4. A type of gateway was selected by considering the direction of resource flows passing around the collaborative process. All partners made the final validation of the collaborative process.

Result obtained: From the result of the third action (Fig.V. 5), only one gateway was generated in order to deal with the parallel outgoing flows from Manage flow to Move resource from producer to consumer, and to Manage accessibility of payment services. So, the gateway is typed parallel. Besides, the place order service of B is linked with the start event. Also, the Move resource from producer to consumer and Manage accessibility of payment services are linked with the end event.

We assumed that the partners agreed on using this collaborative process (Fig.V. 6) to manage their collaborations. Thanks to the CPE tool, we also obtained an associated collaborative process model in XML to be used in Step 4.

Fig.V. 6 Final collaborative process validated

In this collaborative process, A, B and MIS provide several services. Only the MIS has events, gateway, and flows (sequence flows) in addition, but there are none in A and B. There are flows (message flows) that communicate between MIS services and business services. We can see that this collaborative process corresponds to the meta-model of collaborative process (Fig. II.6).

If there are any disagreements between the partners on the collaborative process generated, it is possible to modify it at two levels, depending on how many modifications would be required: Superficial modification, if only a few changes are required (e.g. create new services, flows, events, gateways, etc.). These kinds of modification can be done with the CPE.

Profound modification in the case of a wrongly generated process. This can be caused by the quality of knowledge captured from the business partners or the interpretation of this knowledge. Such modification requires a return to the first step (knowledge gathering and formalization) in order to interpret the knowledge captured by interview in a different way. This modification causes the regeneration of a new collaborative process model.

Step 4: BPMN construction and visualization

a. Objective

This step deals with the transformation of the collaborative process model validated by the partners into a BPMN relevant process.

b. Application

The ATL is the tool used to perform the transformation of the CPE's collaborative process model into the BPMN model. In Section 2.2.2.3 of Chapter 4 we discussed the transformation concept. We can summarize the requirements for performing such a transformation as follows:

a source meta-model: XML meta-model a target meta-model: BPMN meta-model an initial model: the CPE's collaborative process model. Thanks to the CPE tool, the validated collaborative process diagram (Fig. V. 6) obtained from the fourth action of the previous step also provided its associated XML schema. This XML schema was used as the initial model of the ATL, and was to be injected into an XML source model. an ATL file, and its associated ASM file. The ATL file containing the morphing rules has been written in order to perform this transformation. The BPMN process is similar to what we imagined at the beginning of this experimentation. The process starts at receiving an order sent from the place order service of B. This order is entered to the manage flow service for transferring to the obtain order service of A. Then, the manage flow service informs the other two services of the MIS in order to approve the deliver product service and prepare the delivery. The deliver product service of A ships the goods to the receive service of B via the move resource from producer to consumer service of MIS. The deliver produce service of A also sends the invoice to the manage accessibility of payment of MIS in order to forward to the pay against invoice of B. The pay service of B sends the payment to A via the manage accessibility of payment service of MIS.

Experimentation with a complex collaboration

We have previously presented the experimentation of a simple collaboration in order to show the mechanisms of our modelling approach. In this section, we introduce another experimentation which is more complex. We will present the result obtained at each step of the prototype.

Description of collaboration

The network has seven partners. Partner A buys materials for building planes on the order of the customers (C1 and C2). Partner A has three suppliers (F1, F2, and F3). Partners F1 and F2 supply the same materials. They negotiate between themselves about the quantities of the materials that each of them has to provide to A. Partner F3 is an intermediate supplier who buys materials from another supplier, F4, and sells them to A.

It is hard to imagine a corresponding collaborative process in this case because there are many interactions established between partners. It is, however, possible to achieve by the same method we used in the simple collaboration case shown previously.

Result obtained of Step 1: Collaborative network model

From the above description, we interpreted and represented it in the form of a collaborative network with the Network Editor as shown below: Every partner establishes supplier-customer relationships between themselves, except the one between F1 and F2. As F1 and F2 sell the same products, they establish the competition relationship between them.

Result obtained of Step 2: Knowledge deduction

The collaborative network model shown previously was transformed and imported into the Knowledge Base. The SWRL rules were executed and new deduced knowledge was added automatically into the KB. The following figure illustrates the KB after executed the rules: We followed the four actions as done in the first example. But, we show here only the results obtained from actions 2 and 4 which concern the first generated and the validated collaborative process models.

We started by extracting knowledge related to the network we are studying. As the network has seven participants, the services and the flows of data in this case are numerous. Thus, the SPARQL queries returned the large quantity of knowledge.

Then, the CPE manipulated and arranged the query results in the form of a collaborative process. Because of the high volume of query results, the processing time for this second action took a few hours. The very first obtained collaborative process visualized with the CPE is shown in Fig. V. 11. We have simplified the display of the above collaborative process using the CPE. The CPE offers the functionality that allows users to close their undesired elements, as shown below:

New collaborative network created

Fig.V. 11 Fussy collaborative process model of the 7-participant collaboration

The CPE's users worked with these seven participants in order to delete the worthless elements from the obtained collaborative process and also to organize the services. As we have mentioned in Section 2.2.3.1 of Chapter 4, up to now the users have to do such things manually. We realized that it is hard to deal with and requires much user effort because of the large number of flows and services in the process. For this reason we need to develop a checkbox of services to facilitate this action.

Once the undesired elements have been deleted from the collaborative process, the gateways and events were generated. We verified once again the correctness of these generations with respect to the meaning of flows and services. The following figure shows the final validated collaborative process model: This collaborative process conforms to the requirements of the meta-model of collaborative process (Fig. II.6). There are only business services and roles in the partners' frames, and no flows inside. In the MIS frame, there are MIS items (MIS services, events, and gateways), and flows between them. The business services connect to the MIS items by the flows.

Result obtained of Step 4: BPMN collaborative process

From the above final validated collaborative process, we performed an ATL transformation and finally obtained the BPMN collaborative process as shown in Fig. V. 13: The process starts when one of the customers (C1 and C2) places their orders to A via the manage timing service for buying the materials required for building planes. The place order service of A sends the orders of materials upon the requirements of C1 and C2 to the different suppliers (F1, F2, and F3).

As F1 and F2 provide the same materials, they need to organize between themselves in order to deliver the right quantities of materials to A. The track order and market products to relevant customer services allow F1 and F2 to negotiate, follow up, and deliver their materials in the right quantities to the right customers through the manage flow service of MIS. The materials are shipped from the deliver service of F1 and F2 to the receive service of A via the move resource from producer to customer service of MIS. The deliver service also sends the bill to the pay service of A via the manage accessibility of payment service of MIS.

Partner F3 is an intermediate supplier who buys the materials ordered by A from its supplier, F4. So, F4 delivers respectively the materials and bill to the receive and pay services of F3 using the same MIS services as F1 and F2.

Once A has obtained all materials required by C1 and C2, A assembles the materials and builds the final products through its own private services. Then, A ships these end products to C1 and C2 according to the orders. Finally, CI and C2 pay the bill to the receive payment service of A via the manage accessibility of payment service of MIS.

Conclusion of the chapter

The prototype discussed in Chapter 4 was experimented with several collaborative situation case studies. The objective of these experiments is to test the prototype and validate our ontology-based approach.

In this chapter, we presented the experimentation with two collaborations: a simple collaboration of two partners, and a complex collaboration involving seven partners. Both collaborations are in a supplier-customer context. The experimentation followed these four steps: knowledge gathering and formalization, collaboration pattern deduction, specific collaborative process extraction, and BPMN construction. Each step was presented in this chapter providing objective, application, and result obtained at the end. The latter one is the most complicated because it is composed of four actions and required much effort from the user to attain the goal.

The experimentations allow us to realize that it is possible to define a corresponding collaborative process from the description of a simple collaboration, but it is not easy to do so in the case of complex collaboration. The prototype offers the tools that help users in specifying the collaborative process. But, several points still need to be taken into account in order to make it more convivial such as:

When defining a collaborative network, users have to specify (at least) one role for each partner. The definition of roles has not been provided yet. So it is not easy to select a suitable one.

The first generated collaborative process (Fig. V. 4 and Fig.V. 11) is extremely fussy. It is not understandable and hard to deal with. The enrichment of the CNO may add constraints to the deduction and make the results of deduction more precise and exact. Furthermore, we may need to develop an interface in order to facilitate the deletion of undesired services from the collaborative process.

The processing time of the whole modelling process (Fig. V. 1) depends on the complexity of the collaboration case, particularly the transformation inside the third functionality (from the SPARQL results to the CPE).

The Knowledge Base should store instances that cover a large area of business sectors. At present, the instances originally stored in the knowledge base come only from the MIT Process Handbook. This may limit our knowledge-based system and the collaborative processes generated from it. Thus, it is necessary to enlarge our actual Knowledge Base.

Chapter 6. Conclusions and Outlook

A Reminder of the framework

The scope of our work relies on the enterprise interoperability of information systems. To reach the ideal interoperability, we have to overcome three barriers: organizational, logic, and technological. The MDE provides a three-level approach (CIM, PIM, and PSM) for dealing with these three barriers. The previous works carried out in the MISE project address the logic and technological barriers, or PIM and PSM levels of the MDE. This dissertation addresses particularly the implementation of collaborative processes in an inter-enterprise network context, which concerns the organizational barrier and CIM level. The work developed in this dissertation can link the works of EBM WebSourcing and the MISE project. Based on the perspectives of EBM WebSourcing, our work provides the design time editors (Network Editor and Collaborative Process Editor) which generate the collaborative process model to be used in the runtime platform. For the MISE project, the collaborative process model we generate can be the input for the development of the MIS.

The main objective of our work is to define a collaborative process that corresponds to the characteristics of collaboration together with the requirements of the involved partners of that collaboration. We decided to tackle this objective with several questions: "How to characterize collaboration?" and "What conceptual solution to use for modelling a collaborative process?"

The first question focuses on defining the collaboration space in which we are interested. We answer this question by studying the notion of collaboration, including its definitions and classifications. In addition, the knowledge retrieved from experience and the past collaborations of business partners allow characterising collaboration according to their perspectives. This knowledge is implicit. We developed an editor, called Network Editor, to facilitate the acquisition and formalization of this knowledge. Such knowledge is crucial since it influences the characterization. More quantity and better quality of knowledge captured leads to a more accurate characterization of the collaboration.

The second question concerns the removal of the organizational barriers. This is the main part of our work. We proposed to develop a knowledge-based system to define the collaborative. The framework of this system is enclosed by the previous works of the MISE project. The main constraints are: the uses of BPMN as the collaborative process modelling language and the meta-model of collaborative process to guarantee the conformity between CIM and PIM levels. Our knowledge-based system concerns the knowledge morphing from collaboration into collaborative process by using ontologies and deduction rules. To carry out the development of such a system, we are interested in studying the modelling approaches, concepts, and technologies for dealing with knowledge representation and reasoning.

Conclusions of the dissertation

The objective of this dissertation is to develop a knowledge-based system dedicated to specifying a collaborative process model specific to a given collaboration case. For this purpose, we propose to work at a higher abstraction level than the CIM to capture knowledge which allows us to characterize collaboration by basing it on the perspectives and experiences of business partners. We try to reuse existing knowledge about business processes from the MIT Process Handbook before moving down to the CIM level.

Our work concerns the characterization of collaboration, the solution for specifying collaborative processes, and the solution development. These points are summarized as follows:

Characterization of collaboration

So far we have discussed the approaches for inter-enterprise collaboration including the definitions, classification, and characteristics. Establishing collaboration means setting up a collaborative network of multi-enterprises.

A network consists of four principle components: node, link, relation, and flow [START_REF] Poulin | L'entreprise réseau[END_REF]. Nodes (e.g. individual, enterprise, group of enterprises, etc.) and links between nodes define the frame in which relations interact by defining the common objectives, the general type of partnership, and the functioning rule. Finally, flow is defined as the movement of resources (e.g. materials, information, etc.) between nodes. The main criteria for characterising and configuring a collaborative network are partners (or nodes), roles (e.g. seller, buyer, provider, maker, etc.), goals to be achieved, relationships (e.g. suppliercustomer, competition, and group of interest) [START_REF] Fombrun | The telecommunication community: an institutional overview[END_REF], topology of network (e.g. star, chain, and peer-to-peer) [START_REF] Katzy | Reference Models for Virtual Organizations[END_REF], and dependency (e.g. flow, fit, and share) of resources between services [Crowston, 2003].

The precision of collaboration characterization strongly depends on the quantity and quality of the knowledge retrieved from business partners and leads us to obtain an appropriate collaborative process from our knowledge-based system.

Solution for specifying collaborative processes: Knowledge-based system

In this dissertation, a collaborative process is a process shared between independent parties in order to achieve common objectives.

Our main purpose is to define a collaborative process that corresponds to the characteristics of collaboration. The knowledge-based system has been developed in order to accomplish this task at the CIM level. The concepts and technologies for developing such a system are enclosed and constrained by the PhD of Touzi and the requirements of EBM WebSourcing. The BPMN has been chosen to be the collaborative process modelling formalism because it covers both organizational and partial information views of a process, as well as directly addressing the business process modelling. The meta-model of a collaborative process (Fig.II.6) has been taken into account while developing the system because it guarantees the connectivity of our work and the PhD of Touzi.

In the system, there are two kinds of knowledge: static (domain knowledge) and dynamic (inference and task knowledge dealing with the reasoning process). Static knowledge can be represented by ontologies, while the dynamic one is represented by rules. Since our knowledge-based system concerns the knowledge morphing from collaboration into a collaborative process, it has been developed on the basis of OWL ontology and some SWRL rules. We created the Collaborative Network Ontology (CNO) which itself consists of a Collaboration ontology (CO) for collaboration features and a Collaborative process ontology (CPO) for collaborative process features, and rules. The CPO is mostly derived from the MIT Process Handbook [START_REF] Malone | Organizing business knowledge -The MIT Process Handbook[END_REF]. It also integrates some important concepts of the collaborative process meta-model [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF], such as MIS services. These two ontologies are connected to each other by the semantic and structural links (rules) allowing the deductive reasoning. This deduction makes it possible to morph the knowledge. Such rules are executed over the Jess engine by manipulating instances stored in the Knowledge Base (KB). The instances concern the elements (e.g. business processes, resources, etc.) constituting collaborative processes, which mostly come from the MIT Process Handbook.

The knowledge-based system starts by receiving the knowledge on collaboration captured from business partners. This knowledge is formalized in the form of a collaborative network model and imported into the KB as a new instance. Then the rules are executed in order to deduce new knowledge. The deductions are performed on the basis of the imported knowledge about collaboration (corresponding to the CO) and the instances originally stored in the KB. Once the execution has been done, the new deduced knowledge is inserted automatically in the KB. This new knowledge is about the collaborative process (corresponding to the CPO) specific to the input collaborative network model. Finally, we extract this new knowledge from the KB and transform it into an appropriate collaborative process model conforming to the BPMN specification.

However, the solution we proposed is not the only one solution for coping with the design of collaborative process model and the interoperability of information systems. We tried to emphasize the use of ontologies and deduction rules in order to propose a well-defined solution based on knowledge engineering.

Open source prototype for implementing the solution

We developed a prototype dedicated to support the above solution on a knowledge-based system in order to facilitate the collaboration between business partners. Many open source technologies have been used to fulfil the development. We distinguish four principle functionalities each of which has specific requirements: Knowledge gathering functionality concerns the acquisition and formalization of knowledge expressed by business partners. We developed the Network Editor (NE) to facilitate this functionality.

Collaboration pattern deduction functionality is the most important part of the system. We developed the ontology-based approach (presented in the Chapter 3) as a means of accomplishing this functionality. The Knowledge Base (KB) has been developed on the basis of such an approach for storing instances and performing deductions.

Specific collaborative process extraction and visualisation functionality is the most complicated functionality and requires much more user effort than the others. We extract the knowledge on collaborative process from the KB by SPARQL queries. This extracted knowledge is organized in the form of a collaborative process model and visualized with the Collaborative Process Editor (CPE).

BPMN construction functionality focuses on representing the collaborative process model obtained from the previous functionality in the form of a BPMN model. The ATL transformation is introduced for dealing with this issue. The real BPMN process is visualized with the STP BPMN Modeller. This tool is provided under the Eclipse Public License (EPL).

The prototype works in a semi-automatic way. Some of these functionalities require user efforts to accomplish, especially the first and third ones. The third functionality is the most complicated one because we implemented several technologies to accomplish its objectives. At the current stage, the prototype works as we expect, but it still has several inconvenient points that should be improved. These are discussed in the next section.

Perspectives

Perspectives on the current solution and the prototype

In Chapters 3 and 4 we have discussed the concepts, goals and use of technologies for constituting the knowledge-based system to support the design of collaborative processes. The prototype of this system which has been developed consists of four tools. The principal functionalities provided by each tool have also been presented. However, the prototype is not yet complete due to the complexity of the approach, development concepts as well as technologies. Some limitations and perspective works are highlighted as follows:

The concepts, relations, and restrictions of the actual CNO as well as the deduction rules can be enriched. At the current stage, the deduction and extraction of knowledge from the KB (the second and third functionalities) bring out a quantity of knowledge that is related to the input collaborative situation. The first collaborative process model obtained from this generation is however really complex and hard to deal with (Fig. V.4). The improvement of the CNO and the rules may put more constraints on the deduction and make the deduction results more precise and exact. The rules can be improved at the concept levels of common goal, topology, and continuous and discontinuous relationships, which we have not significantly taken into account at this stage.

The generation of gateways and events defined in the third functionality is not yet complete. Up to now, this functionality can generate only the start and end events and four types of gateway (parallel, event-based exclusive, data-based exclusive and databased inclusive gateways) which are frequently used in BPMN processes. We have not yet included for example, message event, time event, complex gateway, etc. Thus, we may need to enrich this generation concept by taking into account these missing elements.

The instances originally stored in the KB come only from the MIT Process Handbook. This makes our knowledge-based system and the collaborative process models generated from it limited. Thus, we need to enlarge the KB by storing more instances coming from other sources, such as collaboration use cases, creating new business services by partners from scratch, etc.

The prototype itself can be improved to be more user-friendly in terms of user interfaces, design concept, and functionalities. For example, at the current stage, the definition of roles is not yet provided which makes it hard for users to select a suitable one. The prototype should provide more human aids, such as a tool manual, ability to search or browse by keywords, tags, etc.

Even if the current prototype is made to be connectable to the Translator V1.0, these two tools have been implemented separately. The future work (starting PhD) will be to create a multi-view integrated framework in order to provide a loose approach (to avoid the tight aspect of the CIM-PIM-PSM drive). These limitations are not easy to deal with and overcome rapidly. Some of them need to be investigated in detail. This investigation will lead to develop and open-up new visions for future work.

Event-based approach for improving the current solution of collaborative process definition

An event-based approach can be another way to improve our current solution. We can enhance our modelling mechanism by integrating this event-based approach to better define a collaborative process.

A collaborative process includes a set of services executed by several partners that take over specific roles. Our current solution deals with the service sequencing through the concept of dependency of resources between services. When we find two services where the service input of one is the same as the service output of the other, we link these two services together. Once we have obtained the dependencies we generate events. Although this solution takes into account the event aspect, this is not enough, as an event is an important aspect for making the process dynamic and flexible.

The fundamental concept in the event-based approach is, of course, an event. An event is a notable thing that happens inside or outside the enterprise [Michelson, 2006]. It can be defined as a significant change in the state of a system or an environment [START_REF] Chandy | [END_REF]. Coming back to our case, the event generation concept that we now use is based on the flow but not on the states of resources, conditions or trigger events which are the crucial patterns of event. We can adopt the event-based approach to improve our current event generation and service sequencing. The event patterns are described as event-condition-action (ECA) rules. For example:

Event: request by buyer to send materials Condition: new purchase order is received and not yet processed (purchase order is in the received or non-processed state) Action: send purchase order to the delivery service (purchase order is in the processed state)

The ECA rule can be expressed as follows: when event is produced, if condition is satisfied, then action will be performed [START_REF] Bouslimi | A coordination framework for Cooperative Information Gathering[END_REF]. The implementation of such an eventbased approach may impact on the work of this dissertation. The generated collaborative process models will be more dynamic, complete and concrete because we will take into account the event patterns during the design of the collaborative processes. When new events happen or change the collaborative process definition changes accordingly. Thus, this approach may offer flexibility to our current solution.

Mapping identified services on the obtained BPMN collaborative process and real services of business partners

Another fact we have found during the implementation of our current knowledge-based solution concerns the BPMN collaborative process generated from the system. As our KB is populated only by the business processes of the MIT Process Handbook, the BPMN collaborative process model we obtain at the end of our system is a generic process, not the real process. This means all the services appearing in the generated processes are the Process Handbook's services, not the real partners' services. Mapping of the generated services with the real ones is needed. Such mapping relies on both syntactic and semantics. If we can achieve this mapping, the conceptual (semantic) barrier of the EIF framework will be removed (Fig ). We intend to do this mapping as late as possible because we want to keep the generic collaborative process (BPMN) as long as possible in order to facilitate any modifications and agility of the whole system (including the three levels of the MDE). To accomplish this mapping, we may require a service registry.

A service registry is a crucial element in a SOA to simplify and automate searching for an appropriate service [Durvasula et al., 2006b]. Each service provider (business partner) must define which services to expose and its semantic description and publishes them to the service registry. The services appearing on the obtained BPMN process will be mapped to the real services available in the registry. In the early 2009, a master thesis will be in charge of this subject.

On-going work on the agility of the MIS

As collaboration always develops throughout its life cycle, the MIS should be reactive and flexible in order to better respond to any changes. The agility aspect has been proposed in the context of the ISyCri project (ANR/CSOSG2006) to deal with the interoperability of systems in a crisis situation. This project was launched in May, 2007.

According to [Truptil, 2008], in a crisis situation (natural disaster, industrial accident, etc.), several partners have to act simultaneously to solve the emergency situation. Their coordination in such a context is crucial. This project proposes to tackle this point by addressing the agility issue: responsiveness of the network (ability to act rapidly and efficiently), and flexibility of the obtained system of systems (ability to evolve and follow the changing situation). A PhD dissertation was created in late 2007 by S. Truptil in order to work on this issue. As the ISyCri project also addresses the interoperability of information systems, this new dissertation adopts the works (the knowledge-based system and the MIS concept) of the MISE project and adds the agility aspect into the MIS. This dissertation is crucial and can not only be applied to the crisis situation in particular but also to the generic context of the MIS. If we position this new dissertation on the MDE approach it concerns every level (CIM, PIM, and PSM) of the MDE. This work uses an iterative approach in the design process with precise looping criteria.

Positioning all related works and perspectives based on the MISE context

Since the beginning of this dissertation, we have positioned the previous works of the MISE project on the MDE approach (Fig. I.3). Here at the end, we re-position all the related works and also the perspectives described in this last section, but this time on the "double Y" developed by [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF]. This double Y is transformed from the classical Y of the modeldriven approach by adding a new logic branch. This branch deals with the logic metamodelling induced by the model transformation step at the PIM level. The integration of these works will constitute a consolidation of the MDE approach to fully support inter-enterprise collaboration. Ultimately this integration will enable us remove the three barriers (organizational, technological, and conceptual) to enterprise interoperability and to reach the maximum collaboration capacity where the interoperable enterprises are seen as a single entity.

Positioning the works developed in this dissertation based on the perspectives of EBM WebSourcing

Here we position the tools developed in this dissertation on the perspectives of EBM WebSourcing. We use the same perspective schema as shown in the general introduction. The on-going work of the company will be also introduced and positioned on this schema. The figure below illustrates the tools and on-going work: Since 2007, 6Napse has been developed at EBM WebSourcing. Its goal is to provide an intuitive, social and collaborative platform to companies. Whereas most of the current available platforms are focused on data or users, 6Napse is collaboration-centric. Collaboration in 6Napse involves at least two people from two different companies working together for a specific purpose: file exchange, services usage, commercial procedure, etc.

6Napse, [START_REF] Bénaben | Mediation Information System Design in a Collaborative SOA Context through a MDD Approach[END_REF], follows a few basic concepts in order to provide all required functionalities to companies. These functions are described below:

Social network: There are two fundamental aspects in a social network: user identity and the social glue. In 6Napse, users are registered as employees, and belong to companies. Users may only share information about their business profile, but all extra or public information will be skipped. When interactions (chat, requests, actions, etc.) take place between users, partnerships will be established between companies. The social aspect of the platform mainly resides in collaborations: companies subscribe in order to find partners and to be found by exposing their available services. The network grows up with collaborations and registered businesses. Collaborative platform: The whole platform is collaboration-centric which means all activities, directly or indirectly, deal around collaboration. 6Napse proposes two ways to collaborate with another company: 1) by using platform native services (e.g. mail, global news messages, advertisement or shared space), or 2) thanks to the services provided by companies (e.g. a company specialising in language translation may register on the platform and offer a service that translate any invoice from English/French to French/English). The second kind of services allows other registered companies to use the exposed services and collaborate with the company that exposes those services.

The 6Napse platform is connected to the main repository that acts like any other server. The main repository is in charge of synchronization between all secondary servers hosted by registered companies. Each server will have a PEtALS ESB node embedded in order to provide an efficient tool for companies to expose their services.

Up to now, 6Napse is still an on-going project. The beta version will be released this year.

SYNERGY project

SYNERGY is a research project funded by the European Commission with the aim of developing dynamic and adaptive knowledge management systems and services to enable virtual organizations (VOs) [START_REF] Popplewell | Supporting Adaptive Enterprise Collaboration through Semantic Knowledge Services, in Enterprise Interoperability III: New Challenges and Industrial Approaches[END_REF]. This project has been launched since February, 2008. The SYNERGY consortium has eight participants who are: scientific and technological expertise, have experience in practical requirements and application domain for collaboration, and have capacities for exploitation scientifically and commercially.

SYNERGY stands for Supporting highlY-adaptive Network Enterprise collaboration thRouGh semanticallY-enabled knowledge service. The SYNERGY project aims to enhance effective knowledge sharing between organizations and to stimulate collaboration by developing a highly intelligent technological system based on collaboration patterns and knowledge flows. The goal is to enhance support of the networked enterprise in the successful and timely creation of, and participation in, collaborative VOs by providing an infrastructure and services to discover, capture, deliver and apply knowledge relevant to collaboration creation and operation.

EBM WebSourcing contributes the integration and implementation capability to the SYNERGY project. We are mainly concerned with the prototype development, open source exploitation, and collaboration pattern editor.

In the SYNERGY context, we are in charge of developing a collaboration pattern editor based on an event-based approach. This editor helps VO members to define and simulate collaboration patterns that they are going to use during the life cycle of their VO. The editor will be used during the design time. The output of the pattern editor will be executed and monitored by the collaboration pattern assistant (CPA) during the runtime. The CPA will be developed by ICCS (Institute of Communication and Computer System). GR.3 Rule 3: Deduction of dependency between MIS services. This rule is based on the same approach as the above rules. We change the concepts of Business service to MIS service. The deduction of such dependency has no direction to be taken into account because we consider every MIS services of the CNetwork at the same time. GR.5 Rule 2: Deduction of the P2P typed topology when the decision-making power is equal and the duration is discontinuous.

Acronyms

Topology(?x) ∧ ∧ ∧ ∧ hasPower(?x, equal) ∧ ∧ ∧ ∧ hasDuration(?x, discontinuous) → → → → hasType(?x, P2P)

GR.5 Rule 3: Deduction of the chain typed topology when the decision-making power is hierarchic and the duration is continuous.

Topology(?x) ∧ ∧ ∧ ∧ hasPower(?x, hierarchic) ∧ ∧ ∧ ∧ hasDuration(?x, continuous) → → → → hasType(?x, chain)

Annex B: SPARQL

The following figure shows the use of SPARQL in the prototype: We start by reading the Jena ontology model (com.hp.hpl.jena.ontology.OntModel). Jena is in charge of converting the above ontology model into the model adapted to the Pellet engine (org.mindswap.pellet.jena.PelletReasonerFactory). To make queries concise, we need to define prefixes and base URIs. This demonstration is focused only on querying name, and role of participants. The query is thus written as follows: The results of SPARQL query can be extracted in result sets or XML format. We are interested only in XML format because it is exploitable, since the result we obtain from SPARQL queries will be visualized with the CPE. To get the query result, there are several possible methods, but in this example we use a ResultSetFormatter. This method offers the possibility to obtain the result in various formats, for example XML. The query result will be stored in a file named result.xml. The XML query result is regular format and fairly simple to read: All of the key elements belong to a single namespace, http://www.w3.org/2005/sparqlresults# The root element is sparql, which contains a head and a results element. The head section declares all variables that will be returned, which are name and role in this case. The results section lists each query result.

A result element contains one binding for each variable. A binding is one of literal or uri. These elements contain the actual values returned.

Therefore from this XML, we extract the name and role of participants in the network. We obtain the participant named A plays the role of seller, and the participant named B plays the role of buyer. This result corresponds to the collaborative network model shown in Fig. The structure of the result document can be completely different from the structure of the source one. In constructing the result document, elements from the source document can be filtered and reordered and an arbitrary structure can be added.

C.2 Implementation of XSLT

The uses of XSLT in the prototype take place twice as shown below: 

STP BPMN Modeler 2) Collaboration pattern deduction 1) Knowledge gathering & formalization 4) BPMN construction 3) Specific collaborative process extraction & visualization

XSLT manual and automatic complements

<?xml version="1.0" encoding="UTF-8"?> <CNetwork:network xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI" xmlns:CNetwork=http:///CNetwork.ecore id=" N10001"> <topology duration="continuous" power="hierarchic" id=" N10007"/> <commonGoals description="buy products"/> <participants name="A"> <role name="seller"> <relationship target="//@participants.1/@role.0" source="//@participants.0/@role.0" label="supplier_customer" duration="continuous" /> </role> </participants> <participants name="B"> <role name="buyer"/> </participants> </CNetwork:network> http:///CNetwork.ecore. The root element is CNetwork:network which contains commonGoals, participant, and topology elements. A participant element contains a role element which itself contains a relationship element if its source attribute refers to its parent role.

In this transformation, we intend to obtain the result model conforming to the OWL-based CO (upper part of The XSLT stylesheet has the root element stylesheet which is in the namespace http://www.w3.org/1999/XSL/Transform. This namespace is mapped to the xsl prefix so that we have to write xsl:stylesheet rather than simply stylesheet. Like the root element, all other XSLT elements also have their proper namespaces for example: http://www.w3.org/1999/02/22-rdf-syntax-ns# for rdf element, and http:///CNetwork.ecore for CNetwork element. Here, we will present only the transformation of a CNetwork:network element of the source document into a CNetwork element of the result document. We can write the template rule like this: <xsl:template match="CNetwork:network"> <rdf:RDF> <CNetwork rdf:ID="{@id}"> <xsl:apply-templates select="participants" /> <xsl:apply-templates select="commonGoals" /> <xsl:apply-templates select="topology" /> </CNetwork> </rdf:RDF> </xsl:template> <xsl:template match="participants"> <hasParticipant> <Participant rdf:ID="{@name}"> <name xml:lang="en"><xsl:value-of select="@name" /></name> <is_in_CNetwork rdf:resource="#{../@id}" /> <xsl:apply-templates select="abstractService" /> </Participant> </hasParticipant> </xsl:template>

The pattern CNetwork:network is matched against the CNetwork:network element which is the root element of the source document. Then the elements found inside the template rule will be created along with their attributes, for example, the rdf:ID attribute will take the value of the id attribute of the current element (CNetwork:network). Then we apply templates to the children of the current element with xsl:apply-templates. In this example, we apply templates to select, for instance, the participants, commonGoals, and topology elements. Once the processor finds the template matched to the apply-templates, it will follow through the rule defined in that template. By way of this example, the processor finds the template participants that matches the apply-template participants. So the pattern participants will be matched against the participants element of the source document and all the elements and attributes will be created.

Processing the XSL transformations is done with Java API by using the TransformerFactory and Transformer. We have to specify the names of the XSLT stylesheet (xcode.xml), XML source file (input.xml), and the result file (output.owl). Once the XSLT has been processed, we will obtain the result, which is the model of the collaborative network as shown in the following figure. This result will be imported into the KB as a new instance. 

D.2.1 Injection of an XML file into an XML model

The very first step addresses an injection of an XML file into an XML model based on Ecore.

There are two ways to do such an injection:

Using the module Inject XML file to XML model. This module is provided under the AM3 (ATLAS MegaModel Management) perspective. For more detail, see page 138 in [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF].

Automatically injecting an XML model with Java application. The ATL Howtos page [ATL-HowTo] in the Eclipse Wiki explains how to launch the transformations programmatically with Java API using the AtlLauncher class. This class will run the ATL model to transform one model into another, including the automatic injection of XML model.

In our development, we use automatic injection since it is based on Java and we can manipulate it in the Eclipse platform. The generated collaborative process model conforms to the XML meta-model. It will be stored in a file called Cprocess-XML.ecore. The execution of the transformation can be done by the ATL run launch configuration wizard. This wizard is composed of three distinct tabs: ATL Configuration, Model Choice, and Common. These three tabs are where we specify the source and target meta-models, the source model, and the ATL file.

Another way of execution is to launch it programmatically with Java API using the AtlLauncher class, as mentioned in the injection of an XML model section. This method corresponds to our development objective since we can exploit it with the Eclipse platform, and we can automatically execute the XML injection and ATL transformation at the same time. However, with this class, we manipulate the ASM file, not the ATL one. The process starts by receiving an order sent from the place order service of B. This order is entered into the manage flow service for transfer to the obtain order service of A. Then, the manage flow service informs the other two services of the MIS in order to advise the deliver product service to prepare the delivery. The deliver product service of A ships the goods to the receive service of B via the move resource from producer to consumer service of MIS. The 

Annex F: SWRL Execution

The execution of SWRL rules requires an inference engine. An inference engine is a computer program that tries to derive answers from a knowledge base. It is considered as a brain of an expert system used to reason about the information in the knowledge base for the ultimate purpose of formulating new conclusions [Wiki Inference engine].

Numerous inference engines work well with Java, and many are available as open source software. Some of the most popular engines are Jess, Algernon, SweetRules, Jena, Pellet, OpenRules. At the present stage, we have no possibility to select inference engines because the only inference engine that can work with the SWRL Editor is the Jess engine. Developers of the SWRL Editor chose Jess as the first integration because it works seamlessly with Java, and has an extensive user base [START_REF] O'connor | Supporting rule system interoperability on the Semantic Web with SWRL, The Semantic Web -ISWC[END_REF]. Jess provides both an interactive command line interface and a Java-based API to its rule engine. This engine can be embedded in Java applications and provides a flexible two-way runtime communication between Jess rules and Java. Even though Jess has many advantages, it is not open source but can be downloaded free for a 30-day evaluation period and is available free to academic users.

The interaction between SWRL rules and the Jess engine is user-driven. The user controls when OWL knowledge and SWRL rules are transferred to Jess. This means when inference is performed using that knowledge and those rules and when resulting Jess facts are transferred back to the Protégé as OWL new knowledge. Running the SWRL rules over the Jess engine can be done directly on the Protégé or by invoking the rules with Java.

For the direct execution on the Protégé, we have to click on the J button (on the top right of the SWRL Editor) to open the Jess Rules tab. Then, pressing the three following buttons in order: OWL+SWRL Jess to transfer SWRL rules and relevant OWL knowledge to Jess, Run Jess to run the Jess rule engine, and Jess OWL to transfer the inferred Jess knowledge to OWL knowledge. Another method of execution is to do it programmatically with Java API by using SWRLRuleEngineBridge. The SWRL Rule Engine Bridge is a subcomponent of the SWRL Editor that provides a bridge between an OWL model with SWRL rules and a rule engine. Its goal is to provide the infrastructure necessary to incorporate rule engines into the Protégé to execute SWRL rules [SWRL-FAQ]. Executing in this way corresponds to our development objective because we can do it automatically and exploit it with the Eclipse platform. Fig. F.2 shows the use of Java API for programmatically executing SWRL:

Fig.F. 2 SWRL Rule Engine Bridge

SWRLRuleEngineBridge bridge = BridgeFactory.createBridge("SWRLJessBridge", owlModel);

1)

2) 3)

Annex G: Ontology development tools

This annex is focused on studying tools that allow developing OWL ontologies. In the last years, the number of environments and tools dedicated to ontology development has grown exponentially. [START_REF] Gomez-Perez | [END_REF] distinguished two groups of ontology development tools:

Tools whose knowledge model maps directly to an ontology language. These tools were developed as ontology editors for a specific language. For example, Ontolingua Server with Ontolingua and KIF, Ontosaurus with Loom, WebOnt with OCML, and OilEd with OIL and DAML+OIL.

Integrated tool suites which have an extensible architecture, and whose knowledge model is usually independent of an ontology language. These tools provide a core set of ontology related services and are easily extended with other modules to provide more functions. For example, Protégé, WebODE, OntoEdit, TopBraid, and KAON.

In this section, we present the most well known and widely used ontology tools available on the market: Protégé, TopBraid, and KAON. These three tools are classified under the second group.

G.1 Protégé

Protégé 21 is a free, open source ontology editor and knowledge-base framework. It is the most widely-used ontology creation tool in the market. The first Protégé was created in 1987 by the Stanford Medical Informatics (SMI) group at Stanford University in order to simplify the knowledge acquisition process for expert systems.

According to [START_REF] Noy | [END_REF], Protégé is based on Java. It is extensible and provides a plugand-play environment that makes it a flexible base for creating and integrating easily new extensions like plug-ins. It implements a rich set of knowledge modelling structures that support the creation, visualization, and manipulation of ontologies in various representation formats. Ontologies can be edited and created using RDF/OWL script language (including OWL Lite, DL, and Full). Protégé ontologies can be exported into RDF(S), XML Schema, OWL, N-Triple, and TURTLE formats.

The Protégé platform supports two main ways of modelling ontologies:

The Protégé-Frames editor enables users to build and populate ontologies. It implements a knowledge model which is compatible with the Open Knowledge Base Connectivity protocol (OKBC). Users can organize tabs (e.g. class, form, instance tabs) that each focuses on a particular aspect of ontology building. The features of Protégé-Frames include: 1) a set of user interface elements for modelling knowledge and entering data, 2) an extensible plug-in architecture such as ontology visualisation and reasoning, and various storage formats (e.g. RDF, XML, etc.), 3) a Java API for plug-ins and other applications to access, use, and display ontologies created with Protégé-Frames.

The Protégé-OWL editor enables users to define logical class characteristics as OWL expressions. Users can also load and save OWL and RDF ontologies, as well as edit and visualise classes, properties, and SWRL rules. This editor makes it possible to execute reasoners such as description logic classifiers, and edit OWL individuals for Semantic Web markup. Protégé-OWL provides a flexible architecture which makes it easy to configure and extend the tool. It is tightly integrated with Jena and has an open source Java API for the development of user interface components or arbitrary Semantic Web services. The Composer is built upon the Eclipse platform and uses Jena as its underlying API. It is a very flexible platform which can be extended with custom Java plug-ins. As it is implemented as an Eclipse plug-in, users can use a single tooling environment for many different modelling tasks with other languages such as UML and XML. The Composer can be used to edit RDFS and OWL files in various formats. It also provides scalable database backends (e.g. Jena, AllegroGraph, Oracle 10g, and Sesame), as well as multi-user support.

G.2 TopBraid

TopBraid Composer is delivered with the OWL DL and Pellet reasoner. Additional inference engines can be integrated and specified in the configuration preferences.
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Although the software can be downloaded free of charge, we need to purchase a license key to use it after a 30 day evaluation period.

G.3 KAON

According to [START_REF] Gomez-Perez | [END_REF], KAON (KArlsruhe ONtology) tool suite24 has been developed by the Institutes AIFB and FZI at the University of Karlsruhe [START_REF] Maedche | Ontologies for Enterprise Knowledge Management[END_REF]. Backends layer is for ontology storage. There are three different backends but with the same knowledge: RDF(S) files, RDF(S) models stored in a relational database with the RDF server, and KAON models stored in a relational database with the KAON Engineering server. The RDF server and the Engineering server run on top of the JBOSS application server.

Ontology middleware layer provides the most important KAON services. One of them is the KAON API for accessing KAON ontologies. Other middleware services are, for example, an ontology evolution service that detects the implications of changes in ontology terms, a change reversibility service that keeps track of ontology changes, a concurrency conflict detection tool for collaborative ontology engineering, a query answering service, etc.

A client application layer accesses the ontology middleware and provides end-user applications. Client applications have been already created, such as OI-modeller which is an ontology editor for KAON ontologies, and KAON Portal which allows creation of ontology-based web portals.

The knowledge model underlying KAON is based on an extension of RDF(S). We can model ontologies with concepts, properties, and instances of concepts and of properties. The knowledge model also attaches labels, documentation, synonyms, and word stems in different nature languages to concepts, properties, and instances. However, KAON cannot support more complex components like formal axioms.

G.4 Conclusion

The study of different ontology development tools is aimed at choosing an appropriate tool for developing our OWL ontology. Numerous ontology development tools have evolved over the last decades. Two groups of tools have been distinguished by [START_REF] Gomez-Perez | [END_REF]: tools for editing ontologies in a specific ontology language, and tools created as integrated extensible tool suites. We focus more in the second group because it is possible to extend them and add new functions.

The selection of an appropriate tool for developing our ontology was based on certain criteria. Some of them have been delivered by [START_REF] Corcho | Methodologies, tools and languages for building ontologies. Where is their meeting point?[END_REF] and [START_REF] Gomez-Perez | [END_REF]. They are listed as follows:

Availability: license required for using the tools. Extensibility capability: possibility to extend, develop or add more functions. Ontology storage: how the tools store ontology in simple text files or in database?

Language support: what ontology languages the tools support? Collaborative editing: possibility to edit the same ontology with other users simultaneously.

Inference engine: engines provided by the tools in order to perform constraint checking on the ontologies built. Consistency checking: capability of the tools to check and ensure, by using the inference engines, that the ontologies built with them have no errors. Import / Export: the interoperability of the tools with other tools. It presents how we can use the ontologies developed with each tool and implemented in other languages or other tools.

The Table G.1 compares these three ontology development tools (Protégé, TopBraid, and KAON) by basing on the above criteria: 
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  Fig.Intro. EMB WebSourcing's perspectives

  Fig.I. 1 depicts the concept of MIS:

Fig.I. 1

 1 Fig.I. 1 Concept of MIS[START_REF] Bénaben | Mediation Information System Design in a Collaborative SOA Context through a MDD Approach[END_REF] 

Fig.I. 2

 2 Fig.I. 2 Business and technological branches of MDA

  Fig.I. 3 Global principle of MIS design through a Model Driven Approach[START_REF] Bénaben | Mediation Information System Design in a Collaborative SOA Context through a MDD Approach[END_REF] 

  Fig.I. 4 shows the IDEAS framework:

Fig

  Fig.I. 4 IDEAS interoperability framework [IDEAS, 2003]

  Fig.I. 5 is a simplified view of the reference model that indicates the required and provided artefacts of two collaborating enterprises:

Fig

  Fig.I. 5 ATHENA reference architecture [Berre et al., 2007]

  Fig.I. 6 Comparison of IDEAS, AIF, and EIF frameworks

  Fig.I. 7 Position of the MISE project and the present work on the EIF of InterOp [Bénaben et al., 2008]
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 8 Fig.I. 8 Three-topic framework for defining collaborative process

Fig.II. 1

 1 Fig.II. 1 Three basic types of network topologies[START_REF] Katzy | Reference Models for Virtual Organizations[END_REF] 
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  Fig.II. 2 Three types of dependencies[Crowston, 2003] 

  Fig.II.3 illustrates this example of flow dependency:

Fig.II. 3

 3 Fig.II. 3 Example of using coordination mechanism to deal with flow dependency

  Fig.II. 4 Enterprise benefits of knowledge oriented collaboration [InterOP Roadmap, 2006]

Fig.II. 5

 5 Fig.II. 5 Relations between service consumer, producer, and registry[Durvasula et al., 2006b] 

  Fig.II. 6 Meta-model of collaborative process[START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] 

Fig.II. 8

 8 Fig.II. 8 Strategic alignment model[START_REF] Henderson | Strategic Alignment: A model for organizational transformation through information technology[END_REF] 

  Fig.II.5 summarizes the contents of the MIT PH as of July 2002.

Fig.II. 9

 9 Fig.II. 9 Example of buy process with its parts (copied from the Process Handbook online [http://process.mit.edu/Activity.asp?ID=1348])

Fig

  Fig.II. 10 Mapping between the collaborative network and collaborative process worlds via the Process Handbook

  Fig.III. 1 depicts our knowledge-based system:

Fig

  Fig.III. 1 Knowledge-based system for generating BPMN collaborative process

  The right part concerns the collaborative process modelling. This part includes also the extraction of knowledge from the knowledge base. It also guarantees the conformity of the collaborative process model generated for the logic level of the MDE (Fig.I.3). Based on the mapping schema (Fig.II.10), this part defines the collaborative process world.

  Fig.III. 2:

Fig

  Fig.III. 2 Different types of ontologies[Guarino, 1998] 

  classified different types of lightweight (on the left) and heavyweight (on the right) ontologies in a continuous line, as shown in the Fig.III. 3:

Fig.III. 3

 3 Fig.III. 3 Different types of ontology based on lightweight and heavyweight classification [Lassila et al., 2001]

Fig.III. 4

 4 Fig.III. 4 Stack of ontology mark-up languages[START_REF] Corcho | Methodologies, tools and languages for building ontologies. Where is their meeting point?[END_REF] 

Fig.III. 6

 6 Fig.III. 6 The complete Collaborative Networked Organization ontology[START_REF] Putnik | Encyclopedia of Networked and Virtual Organizations[END_REF] 

  Fig.III. 7 Graphical representation of the MIT Process Handbook ontology schema 11
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  Fig.III. 8 CNO composed of Collaboration and Collaborative process ontologies

Fig

  Fig.III. 10 Characteristics of a collaborative network

Fig

  Fig.III. 16 CNO ontology and relations between CO and CPO in red

  Fig.III. 1, the deduction rules will be executed once the collaborative network model has been imported into the CO as a new instance. The execution creates new knowledge in the CPO and completes knowledge in the CO. It is realisable since the reasoning is done over the generic knowledge (instances of ) stored in the KB. Thus, we can say that the deduction rules can deal with the relations between the collaborative network and process domains that we defined in Fig.II.10. 

Fig.III. 17

 17 Fig.III. 17 Hierarchy of rules[START_REF] Boley | RuleML Design[END_REF] 
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  Fig.III. 18 Example of SWRL rule

Fig

  Fig.III. 19 shows the first rule of this group written in SWRL:

Fig

  Fig.III. 20 Example of deduction by the rule in Fig.III. 19

  Fig.III. 21 Deducing business service from abstract service

Fig

  Fig.III. 22 Example of deduction by the rule in Fig.III. 21

  Fig.III. 24 Example of deduction by the rule in Fig.III. 23

  Fig.III. 25 Two-way dependency consideration

  Fig.III. 26 Deducing abstract service from common goal

Fig

  Fig.III. 27 Example of deduction by the rule in Fig.III. 26

Fig

  Fig.III. 29 Graphical representation of the rules in Fig.III. 28

Fig. IV. 1 .

 1 Fig. IV. 1. Big picture of the development concept including four functionalities and movements of knowledge

Fig

  Fig. IV. 4. Dependencies between the generated graphical editor, GMF runtime, EMF, GEF and Eclipseplatform[Plante, 2006] 

  Fig. IV. 5. Main components and models used during GMF-based development15 

  Fig. IV. 7 shows the enumeration literals related to role name, power type, and duration type:

Fig

  Fig. IV. 7. Enumeration classes in the domain model (Ecore view)

  Fig.IV.9 shows the tooling definition model of the NE:

Fig

  Fig. IV. 9 Tooling definition model of NE

Fig

  Fig. IV. 10. Runtime diagram of the NE

  Fig. IV. 12 illustrates an example of instances stored in the class Abstract service:

FigFig

  Fig. IV. 12. Instances of the class Abstract service

  Fig. IV. 15 shows the class Topology and its subclasses (Chain, Star, and P2P):

Fig. IV. 15 .

 15 Fig. IV. 15. Topology class and its subclasses

  Fig. IV. 18. Domain model of CPE (diagram view)

  Fig. IV.19. Graphical definition model of CPE

  Fig. IV. 20 shows the tooling definition model of the CPE:

Fig. IV. 20

 20 Fig. IV. 20 Tooling definition model of CPE

  Fig. IV. 21. Runtime diagram of the CPE

  Fig. IV. 23. Runtime diagram of the BPMN Modeller

  Fig. IV. 24. Other concept and technologies for fulfilling the prototype constitution

Fig

  Fig. IV. 26 SPARQL query to extract name and role of the participants in a network

  first transformation with XSLT concerns the transformation of an XML-based collaborative network model of the NE into an OWL-based model of the KB. Here, we intend to obtain the result model conforming to the OWL-based CO (upper part of Fig.III.8).Thus, the source model conforms to the meta-model ofNE (Fig. IV. 6), while the result model is to be imported into the KB. The mapping between the source and result elements is defined as follows: source elements and their corresponding result elements

Fig. IV. 29

 29 Fig. IV. 29 Transformation with XSLT of a source model (NE-based) into a target model (OWL-based)

  Specific knowledge extraction to Collaborative Process EditorThe second transformation with XSLT concerns the transformation in the third functionality. This transformation is from an XML-based model of a specific knowledge extraction by SPARQL into an XML-based model of CPE. Here, we intend to obtain a collaborative process model conforming to the meta-model of CPE. This means the CPE can visualize the model obtained from this transformation without any problem.The SPARQL query results are defined in the result elements which contain one binding for each variable. The meta-model of CPE is shown in Fig.IV. 18. The mapping between source and result elements is as follows:

Fig. IV. 30

 30 Fig. IV. 30 Example of a transformation of a SPARQL query result into a CPE-based model

Fig

  Fig. IV. 33 shows an example of a two-participant collaborative process using the CPE. After applying the ATL transformation to this example, we obtain the target model as shown in Fig. IV. 33. We also indicate the number of transformations on the figure.

Fig

  Fig. IV. 32 Collaborative process between two participants

  Fig. IV. 35 illustrates the correspondence between dependencies and gateways:

Fig. IV. 35

 35 Fig. IV. 35 Relations between dependencies and gateways

Fig. IV. 36

 36 Fig. IV. 36 Generation of end event

  with the STP BPMN Modeller. This tool is provided under the Eclipse Public License (EPL).
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  Fig.V. 1 Four steps of experimentation with tools

Fig

  Fig.V. 2 shows the relevant collaborative network diagram drawn with the NE tool:

Fig.V. 2

 2 Fig.V. 2 Collaborative network diagram of the supplier-customer collaboration

Fig

  Fig.V. 3 shows that the individual named N10001 of the CNetwork class was created. This individual refers to the collaborative network model defined in the previous step. Once the deduction rules were executed, a number of concepts were automatically added into the corresponding properties of this N10001 individual. For example:

Fig.V. 3

 3 Fig.V. 3 Knowledge Base showing the new individual of the CNetwork class and its deduction results

Fig

  Fig.V. 4 Fussy collaborative process generated

  See the full implementation of ATL in Annex D. The meta-models are provided in Annexe E. The transformation was done programmatically via API Java using the AtlLauncher class. This class allows us to: inject the CPE's collaborative process model into an XML source model run the ATL transformation via the ASM associated file c. Result obtained Once the transformation has been done, we obtained a collaborative process model conforming to the BPMN meta-model. The resulting model contains: three pools for each of A, B, and MIS a number of activities, and lanes inside the A and B pools for representing business services and role respectively a number of activities inside the MIS pool for representing coordination services, gateways, and events a number of edges inside the MIS pool for representing sequence flows several messages for representing message flows transmitting inside the network The following figures present the BPMN collaborative process model and its associated diagram visualised with the STP BPMN Modeller:
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  Fig.V. 7 Generated BPMN model (Ecore diagram)

Fig.V. 9

 9 Fig.V. 9 Collaborative network model of a seven-partner network

Fig

  Fig.V. 10 Knowledge Base after executing the SWRL rules

Fig

  Fig.V. 12 Final validated collaborative process model of the 7-participant network

Fig

  Fig.V. 13 BPMN collaborative process corresponding to Fig.V. 12

  .I.7). The syntactic and semantic mapping of services may be done once we have obtained the SOA-based logic model of the MIS at the PIM level and before transforming this logic model into the technological model at the PSM level (Fig.VI.1

Fig

  Fig.VI.1 illustrates the positioning of the previous works of the MISE project, the agility of MIS carried out by Truptil, the mapping between generated services and real services, as well as the event-based approach. The previous works of the MISE project are represented with the full line, while the last three points are represented with the dashed lines:

Fig.VI. 1

 1 Fig.VI. 1 Global overview of the MISE project and perspectives[START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] 

  Fig.VI. 2 Perspectives of EBM WebSourcing and on-going work

  1: Deduction of abstract service when a common goal is described.CommonGoal(?x) ∧ ∧ ∧ ∧ description(?x, ?a) ∧ ∧ ∧∧ swrlb:substringBefore(?y, ?a, " ") Deduction of the star typed topology when the decision-making power is central and the duration is continuous.

Fig.B. 1

 1 Fig.B. 1 Use of SPARQL in the prorotype

Fig.B. 2

 2 Fig.B. 2 SPARQL query implementation using Jena and Pellet

Fig

  Fig.B. 4 SPARQL query

  Fig.B.5 shows how to execute a SPARQL query:

Fig.B. 5

 5 Fig.B. 5 Query execution

Fig.B. 6

 6 Fig.B. 6 Result of the query in XML format

Fig.C. 2

 2 Fig.C. 2 Uses of XSLT in the prototypeHere, we present a complete example of the transformation from Network Editor to Knowledge Base. XSLT can also be used based on the transformation concept defined in Section 2.2.2.2/b of Chapter 4.

Fig.C. 3

 3 Fig.C. 3 Collaborative network diagram and its XML modelFor the purposes of this example, the XML source document will be stored in a file called input.xml. This document use namespaces which are for instance: CNetwork, defined like this

  Fig.III.4). The source model (Fig.C.3) conforms to the meta-model of the NE (Fig.IV.6). The mapping between source and result elements is defined as follows: source elements and their corresponding result elements

  Fig.C.4 shows the namespaces of the XSLT stylesheet:

Fig

  Fig.C. 4 Namespaces of the XSLT stylesheet

Fig

  Fig.C. 5 A part of the XSLT stylesheet for transforming the elements of CNetwork:network into CNetwork

  Fig.C.6 shows the processing XSL transformation by Java API:

Fig

  Fig.C. 6 Processing XSL transformation with Java

  TransformerFactory tFactory = TransformerFactory.newInstance(); Transformer transformer = tFactory.newTransformer(new StreamSource("xcode.xml")); transformer.transform(new StreamSource("input.xml"), new StreamResult("output.owl"));

Fig

  Fig.C. 7 OWL-based model to be imported into the KB<?xml version="1.0" encoding="UTF-8"?> <rdf:RDF xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#" xmlns:CNetwork="http:///CNetwork.ecore" xmlns:xmi="http://www.omg.org/XMI" xmlns:xlink="http://www.w3.org/1999/xlink" xmlns:base="http://nettyrajsiri.googlepages.com/OWL_cnetwork.xml" xmlns:= "http://nettyrajsiri.googlepages.com/CNKB_v5.owl#" xmlns:rdfs="http://www.w3.org/2000/01/rdf-schema#"> <CNetwork rdf:ID="N10001"> <hasParticipant> <Participant rdf:ID="A"> <name xml:lang="en">A</name> <is_in_CNetwork rdf:resource="#N10001" /> <playRole rdf:resource="#seller" /> </Participant> </hasParticipant> <hasParticipant> <Participant rdf:ID="B"> <name xml:lang="en">B</name> <is_in_CNetwork rdf:resource="#N10001" /> <playRole rdf:resource="#buyer" /> </Participant> </hasParticipant> <hasCommonGoal> <CommonGoal rdf:ID="buy products"> <description xml:lang="en">buy products</description> <isAchievedBy rdf:resource="#N10001" /> </CommonGoal> </hasCommonGoal> <hasRelationship> <Relationship rdf:ID="A-B"> <P1 rdf:resource="#A" /> <P2 rdf:resource="#B" /> <P1.role rdf:resource="#seller" /> <P2.role rdf:resource="#buyer" /> </Relationship> </hasRelationship> <hasTopology> <Topology rdf:ID="N10007"> <hasDuration rdf:resource="#continuous" /> <hasPower rdf:resource="#hierarchic" /> </Topology> </hasTopology> </CNetwork> </rdf:RDF>

Fig.D. 2

 2 Fig.D. 2 Transformations with XSLT in our development process We apply ATL to transform a collaborative process model (Cprocess-CPE.xml) into a BPMN relevant model (Cprocess-BPMN.ecore). The source model is generated from the CPE. The target model should conform to the BPMN meta-model of the STP BPMN Modeller. Transformation rules are quite simple due to the semantic proximity of the source and target meta-models. The implementation of this transformation will be performed as shown in Fig.D.3:

Fig.D. 3

 3 Fig.D. 3 Implementation of the transformations with ATL in our development

Fig.D. 4

 4 Fig.D. 4 Collaborative process diagram designed with CPE

Fig.D. 6

 6 Fig.D. 6 Navigator view of the CPE2BPMN project

Fig. D .

 D Fig.D.7 shows the generated BPMN diagram (Cprocess-BPMN.ecore) after execution, conforming to the BPMN meta-model. This diagram corresponds to the input model (Cprocess-CPE.xml, Fig.D.4), which contains two pools (A and B), activities inside the pools, edges (sequence flows), and messages (message flows).

Fig

  Fig.D. 7 BPMN diagram obtained from the transformation (Ecore view)

  Fig.E. 1 XML meta-model

  Fig.F.1 shows these four buttons:

Fig

  Fig.F. 1 SWRL Editor and Jess tabs

  Fig.G. 1 KAON tool suite architecture[START_REF] Maedche | Ontologies for Enterprise Knowledge Management[END_REF] 

framework of AIF Interoperability barriers of EIF IDEAS framework

  

Organization Technology Concept (semantic) Conceptual

Virtual enterprise Extended enterprise Criteria S. No.

  

	1 1	Strategic issues Strategic issues	Long term objective Long term objective	Relatively short term Relatively short term
	2 2	Partnership purpose Partnership purpose	Business co-operation Business co-operation	Project Collaboration Project Collaboration
	3 3	Organization stability Organization stability	Stable collaboration of Stable collaboration of	Dynamic organization of Dynamic organization of
			firms firms	companies, each with companies, each with
				their core competencies their core competencies
	4 4	Relationships Relationships	Trust and mutual Trust and mutual	Temporary and dynamic Temporary and dynamic
			dependence dependence	
	5 5	Coordinator Coordinator	Generally the Generally the	Managed by broker Managed by broker
			manufacturer or any other manufacturer or any other	
			strong body strong body	
	6 6	Information technology Information technology	Facilitated and enabled Facilitated and enabled	Enabler for the Enabler for the
		(IT) (IT)	by IT by IT	cooperation cooperation
	7 7	Organization type Organization type	Dependent on Dependent on	Legally independent Legally independent
			coordinator coordinator	bodies cooperating for a bodies cooperating for a
				particular mission particular mission
		. 1:		

Virtual enterprise Extended enterprise Criteria S. No. Table II. 1 Characteristics between extended enterprise and virtual enterprise [Browne et al., 1999]

  

Table II . 3 Main characteristics of topologies 1.2.4. Dependencies and coordination mechanism

 II 

				.
	3:			
	Topologies	Decision-making power	Duration	Stability
	Chain	Hierarchic (chain of command)	Continuous (long term)	Static
	Star	Central (one dominant actor)	Continuous (long term)	Static
	Peer-to-peer	Equal (no dominant actor)	Discontinuous (short term)	Dynamic
	The concept of dependency concerns the organizational and functional views of collaboration.
	It describes interactions within a collaborative network. Dependencies can be referred to as
	the flows of resources that are transferred between the activities of the enterprises.
	A number of past studies have described dependencies and coordination mechanisms only in
	general terms, without characterising in detail the different kinds of dependencies, the
	problems that dependencies create, or what coordination mechanisms can deal with those
	problems.			

.1. Types of enterprise knowledge

  

	They are computer-based techniques
	and tools that provide a richer and more intelligent use of information technology. They are
	associated with a number of subject areas:
	Knowledge Engineering: emerged from the work in Artificial Intelligence. It concerns
	the building of computer systems that solve problems in the way humans do.
	Knowledge Based Engineering: emerged from the world of Computer Aided Design
	(CAD). It concerns the building of computer systems that help engineers to work more
	efficiently.
	Knowledge Management: emerged from a number of business initiatives. It concerns
	the use of techniques and tools to make better use of assets in an enterprise. This
	subject area involves the identification and analysis of required knowledge assets and
	knowledge asset-related processes, subsequent planning, etc. [D1.1 Synergy, 2008].
	1.3Enterprise knowledge can be classified as follows [Spender 1993] [Nonaka & Takeuchi,
	1995] [D1.1 Synergy, 2008]:
	Explicit knowledge is both formalized and abstract. It is easily expressed, transferred,
	and shared in the form of data, facts, figures, rules, or formulas. This kind of
	knowledge can be transmitted between individuals in formal and systematic ways. The
	more explicit the knowledge is, the more stable it is. For example, textbooks, software
	code, etc. Generally explicit knowledge is associated with data through business
	processes. It can be implemented in an enterprise through creating, reading, updating,
	and deleting operations.
	Tacit knowledge is often referred to as knowledge-in-practice. It is highly personal
	knowledge developed from direct experience. It is subjective, and not easily
	expressible. It can be shared through interactive conversation. Examples of this kind
	of knowledge are experience, idea, emotions, intuitions, and insights; which are the
	foundation of innovation and creativity. Tacit knowledge has two dimensions:
	technical and cognitive. The technical dimension is described as know-how which is
	dependent on experience. The cognitive dimension is composed of schema, values,
	and beliefs.

  Sentences with subject, predicate, and object: Any statement in RDF is in the form of subject-predicate-object expressions, called triples in RDF terminology. The subject denotes the resource, and the predicate expresses a relationship between the subject and the object. For example, the statement Netty works at EBM WS is represented in RDF as the triple: a subject denoting Netty, a predicate denoting works at, and an object denoting EBM WS. InterOp, 2004], RDF does not impose any interpretation on the kinds of resources involved in a statement beyond the roles of subject, predicate, and object. It has no way of imposing agreed meaning on the roles or the relationships between them. The RDF Schema is a way of imposing a simple ontology on the RDF by introducing a system of simple types.

	com">
	<rdf:employees rdf:ID="EBMWS_001">
	<p1:firstName>Netty</p1:firstName>
	<p1:lastName>Rajsiri</p1:lastName>
	</rdf:employees>
	</rdf:RDF>
	The RDF Schema (RDFS) [Berners-Lee et al., 2001] is an extension to RDF. It provides
	vocabularies for RDF. While RDF is used to relate resources by means of properties, RDFS
	introduces the notions of resource classes, subclasses, and properties. It can also impose

Graph representation: Several triples taken together form an RDF graph whose nodes are resource URIs, and whose arcs are properties. A node in an object position can be either a resource, or an RDF literal (representing a data value). Moreover, RDF graphs support blank nodes which represent anonymous resources. XML serialization: The RDF recommendation defines an XML-based syntax called RDF/XML in which RDF graphs are encoded for machine processing. Fig.III. 5 illustrates an example of RDF/XML:

Fig.III. 5 RDF/XML Example According to [D8.1 restrictions on the domain and range of properties. Classes (rdfs:Class) are resources representing a collection of resources, such as books, cars, persons, etc. A resource can be <?xml version="1.0" encoding="UTF-8"?> <rdf:RDF xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#" xml:p1="http://ebmwebsourcing.

  dashed lines already existed in the Knowledge Base (KB) before running this rule. Otherwise, the rule does not function as it should. The figure explains that if the network has participant A who plays the role of seller, then participant A provides the sell service, sell product, and sell items from stock abstract services.

	3.2.2.2. GR.2: Business service (Abstract service → → → → Business service)
	Participant(?x) ∧ ∧ ∧ ∧ playRole(?x, ?y) ∧ ∧ ∧ ∧ performAService(?y, ?z) → → → →
	provideAService(?x, ?z)	
		Participant
	provides	plays	A
		Role	
		performs	
	service Abstract	is performed by	Seller
			sell items from stock
	sell service	sell product	

Those linked with dotted lines are what the rule derives. Those linked with

  Topology is star if it has central power and continuous duration. Topology is P2P if it has equal power and discontinuous duration. Topology is chain if it has hierarchic power and continuous duration.

	service Abstract	achieves	Common goal
		buy	
				buy 100 pcs of bolts
	buy over internet		
		buy in a store
	Topology(?x) ∧ ∧ ∧ ∧ hasPower(?x, central) ∧ ∧ ∧ ∧ hasDuration(?x, continuous) → → → → hasType(?x, star) Topology(?x) ∧ ∧ ∧ ∧ hasPower(?x, equal) ∧ ∧ ∧ ∧ hasDuration(?x, discontinuous) → → → → hasType(?x, P2P) Topology(?x) ∧ ∧ ∧ ∧ hasPower(?x, hierarchic) ∧ ∧ ∧ ∧ hasDuration(?x, continuous) → → → → hasType(?x, chain)
				central
		Power	equal
	Topology		
	has			hierarchic
		Duration	
	chain	continuous	discontinuous
	P2P		
	star		

  The prototype has been developed on the Eclipse platform with Java application. It is mainly composed of four components which support four different functionalities:

	Network Editor (NE) supporting the knowledge gathering and formalization
	functionality.
	Knowledge Base (KB) supporting the collaboration pattern deduction functionality.
	Collaborative Process Editor (CPE) supporting only the collaborative process
	visualization of the third functionality.

STP BPMN Modeller supporting the BPMN construction and visualization.

  allows developers to develop

	1) Knowledge	2) Collaboration pattern	3) Specific collaborative process	4) BPMN construction
	gathering &	deduction	extraction & visualisation	
	Network Editor formalisation	Knowledge Base	Specific	Collaborative Process Editor	STP BPMN Modeler
			knowledge		
			extraction		
				manual and automatic
				complements	

Table IV . 2 XML source SPARQL variables and their corresponding result elements

 IV 

	N°	XML source variables (SPARQL-based)	Result elements (CPE-based)
	1	binding topology	topology
	2	binding commonGoal	commonGoal
	3	binding participant	Participants
	4	binding role	role
	5	binding relationship	relationship
	6	binding abstractService	providesAbstractService
	7	binding businessService	performsBusinessService
	8	binding input	input
	9	binding output	output
	10	binding dependency	flows
	11	binding MISservice	MIS service

Table V . 1 Four steps of experimentation

 V . 1 and Fig.V. 1. Each step has its own tool(s) some of which may require human actions.

	Steps	Details	Tools	Remarks
	Step 1: Knowledge	-collect knowledge from	-Network Editor (NE)	manual
	gathering and formalization	involved partners		
		-use knowledge to model a		
		relevant collaborative network		
	Step 2: Collaboration	-transform and import the	-Knowledge Base (KB)	automatic
	pattern deduction	collaborative network model into		
		the KB		
		-execute the deduction rules		
	Step 3: Specific	-query the knowledge specific to	-SPARQL	semi-
	collaborative process	the input network	-Collaborative Process	automatic
	extraction & visualisation	-organize that knowledge in form	Editor (CPE)	
		of collaborative process		
		-visualise the collaborative		
		process with CPE		
	Step 4: BPMN construction	-transform the obtained	-ATL	automatic
	& visualization	collaborative process into the	-STP BPMN Modeller	
		BPMN process		
		-visualise the BPMN process		
		with STP BPMN Modeller		

table below :

 below 

	Participants	A	B
	Roles	Seller	Buyer
	Relationship	Supplier-customer
	Decision making power	Hierarchic	
	Duration type	Continuous	
	Common goal	Buy 100 parts of bolts

Table V . 2 Interpretation of the supplier-customer collaboration

 V 

Table V . 3 Variables and results obtained from the SPARQL queries

 V . 3 summarizes the variables used in the SPARQL queries and their returned results: An example of XML result of a SPARQL query is shown in Fig IV. 28.

		B: buy, buy resources, buy in a store, source, acquire
		materials, purchase capital goods...
	?businessService	A: obtain order, deliver, receive payment, market product to
		relevant customer, manage customer relationship….
		B: identify needs, place order, manage suppliers, receive
		products, store items, pay...
	?input	Order, authorization, goods, money, bill…
	?output	Order, goods, money, bill, schedule…
	?MISservice	Manage flow (order, schedule…)
		Manage accessibility of payment (bill, pay…)
		Move resource from producer to consumer (goods…)
	Variables	Results
	?commonGoal	buy 100 pcs of bolts
	?relationship	A-B
	?topology	chain typed topology
	?participant	A, B
	?role	A: seller, B: buyer
	?abstractService	A: sell, sell product, sell via distributor, sell direct, market
		and sell...
		140

  <?xml version="1.0" encoding="UTF-8"?> <rdf:RDF xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#" xmlns:CNetwork="http:///CNetwork.ecore" xmlns:xmi="http://www.omg.org/XMI" xmlns:xlink="http://www.w3.org/1999/xlink" xmlns:base="http://nettyrajsiri.googlepages.com/OWL_cnetwork.xml" xmlns:= "http://nettyrajsiri.googlepages.com/CNKB_v5.owl#" xmlns:rdfs="http://www.w3.org/2000/01/rdf-schema#">

	<CNetwork rdf:ID="N10001">
	<hasParticipant>
	<Participant rdf:ID="A">
	<name xml:lang="en">A</name>
	<is_in_CNetwork rdf:resource="#N10001" />
	<playRole rdf:resource="#seller" />
	</Participant>
	</hasParticipant>
	<hasParticipant>
	<Participant rdf:ID="B">
	<name xml:lang="en">B</name>
	<is_in_CNetwork rdf:resource="#N10001" />
	<playRole rdf:resource="#buyer" />
	</Participant>
	</hasParticipant>
	<hasCommonGoal>
	<CommonGoal rdf:ID="buy products">
	<description xml:lang="en">buy products</description>
	<isAchievedBy rdf:resource="#N10001" />
	</CommonGoal>
	</hasCommonGoal>
	<hasRelationship>
	<Relationship rdf:ID="A-B">
	<P1 rdf:resource="#A" />
	<P2 rdf:resource="#B" />
	<P1.role rdf:resource="#seller" />
	<P2.role rdf:resource="#buyer" />
	</Relationship>
	</hasRelationship>
	<hasTopology>
	<Topology rdf:ID="N10007">
	<hasDuration rdf:resource="#continuous" />
	<hasPower rdf:resource="#hierarchic" />
	</Topology>
	</hasTopology>
	</CNetwork>
	</rdf:RDF>

  B.3. ?xml version="1.0"?> <sparql xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#" xmlns:xs="http://www.w3.org/2001/XMLSchema#" xmlns="http://www.w3.org/2005/sparql-results#" >

	<head>
	<variable name="name"/>
	<variable name="role"/>
	</head>
	<results ordered="false" distinct="false">
	<result>
	<binding name="name">
	<literal xml:lang="en">A</literal>
	</binding>
	<binding name="role">
	<uri>http://nettyrajsiri.googlepages.com/CNKB_v5.owl#seller</uri>
	</binding>
	</result>
	<result>
	<binding name="name">
	<literal xml:lang="en">B</literal>
	</binding>
	<binding name="role">
	<uri>http://nettyrajsiri.googlepages.com/CNKB_v5.owl#buyer</uri>
	</binding>
	</result>
	</results>
	</sparql>

<

  w3.org/1999/02/22-rdf-syntax-ns#" xmlns:CNetwork="http:///CNetwork.ecore" xmlns:xmi="http://www.omg.org/XMI" xmlns:xlink="http://www.w3.org/1999/xlink" xmlns:base="http://nettyrajsiri.googlepages.com/OWL_cnetwork.xml" xmlns:= "http://nettyrajsiri.googlepages.com/CNKB_v5.owl#" xmlns:rdfs="http://www.w3.org/2000/01/rdf-schema#">

	<CNetwork rdf:ID="N10001">
	<hasParticipant>
	<Participant rdf:ID="A">
	<name xml:lang="en">A</name>
	<is_in_CNetwork rdf:resource="#N10001" />
	<playRole rdf:resource="#seller" />
	</Participant>
	</hasParticipant>
	<hasParticipant>
	<Participant rdf:ID="B">
	<name xml:lang="en">B</name>
	<is_in_CNetwork rdf:resource="#N10001" />
	<playRole rdf:resource="#buyer" />
	</Participant>
	</hasParticipant>
	<hasCommonGoal>
	<CommonGoal rdf:ID="buy products">
	<description xml:lang="en">buy products</description>
	<isAchievedBy rdf:resource="#N10001" />
	</CommonGoal>
	</hasCommonGoal>
	<hasRelationship>
	<Relationship rdf:ID="A-B">
	<P1 rdf:resource="#A" />
	<P2 rdf:resource="#B" />
	<P1.role rdf:resource="#seller" />
	<P2.role rdf:resource="#buyer" />
	</Relationship>
	</hasRelationship>
	<hasTopology>
	<Topology rdf:ID="N10007">
	<hasDuration rdf:resource="#continuous" />
	<hasPower rdf:resource="#hierarchic" />
	</Topology>
	</hasTopology>
	</CNetwork>
	</rdf:RDF>

  TopBraid Composer 22 , a component of TopBraid Suite, is a modelling tool for the creation and maintenance of ontologies. It is a professional development environment for W3C's Semantic Web standards RDF(S), OWL, SPARQL Query Language, and the Semantic Web Rule Language (SWRL).TopBraid Composer enables individual users and communities to collaborate effectively in developing Semantic Web ontologies. It provides a comprehensive set of features to cover the whole life cycle of semantic application development. In addition to being a complete ontology editor with refactoring support, the Composer also can be used as a run-time environment to execute rules, queries, reasoners, and mash-ups. The current release is version 2.6.2. The key features 23 include:Standards-based, syntax directed development of RDFS, and OWL ontologies, SPARQL queries, and rules Re-use of the legacy models and data through XML, UML, spreadsheet, and database schema imports Visualisation and diagramming Support for re-factoring within and across ontologies Consistency checking and debugging

http://petals.objectweb.org/

OMG™ is an international, open membership, not-for-profit computer industry consortium. OMG Task Forces develop enterprise integration standards for a wide range of technologies, and an even wider range of industries.

A VO is a short-term association with a specific goal of being active in fulfilling a Business Opportunity (BO). VO is similar to virtual enterprise (VE) and is a special type of collaborative network.[START_REF] Camarinha-Matos | Collaborative networks: A new scientific discipline[END_REF] 

The ISU provides interoperability as a technical, commoditized functionality, delivered as services. The ISU is a basic infrastructure that supports information exchange between diverse knowledge sources, software applications, and Web Services[START_REF] Li | Enterprise Interoperability: A concerted research roadmap for shaping business networking in the knowledge-based economy, Commission for the European Communities[END_REF].

The Semantic Web provides a common framework that allows data to be shared and reused across application, enterprise, and community boundaries. It is a collaborative effort led by W3C with participation from a large number of researchers and industrial partners. It is based on the Resource Description Framework (RDF).[http://www.w3.org/2001/sw/]

http://ksl.stanford.edu/knowledge-sharing/kif/

http://www.ruleml.org/

http://www.daml.org/rules/proposal/builtins.html

http://sourceforge.net/projects/kaon

http://www.topquadrant.com/topbraid/composer/index.html

SOA governance means "the ability to organize, enforce and re-configure service interactions in an SOA".

http://www.topquadrant.com/topbraid/composer/index.html

http://kaon.semanticweb.org

Based on the perspectives of EBM WebSourcing (Fig. VI.2), the collaboration pattern editor will be used in design time together with the Network Editor and Collaborative Process Editor which have been developed in this dissertation.

Dragon project

The Dragon SOA governance project will provide a full set of software tools for SOA governance 20 . These tools will allow us to describe syntax and semantic of services and manage the whole life cycle of services from the design phase to the execution phase. The services will be deployed in PEtALS and we can observe what is going on along its life cycle. The objectives are to provide:

A governance registry/repository in which service developers can discover, deploy, document and reuse services in collaboration environment. Validation, de-duplication, versioning and enforcement take place in this context.

A service platform interface (JBP interface with PEtALS) which focuses on controlling deployment through approval processes and applying runtime accesscontrol policies to services. Version 1.0 will be released by the end of 2008 and will include: PEtALS service registry/repository core and GUI with services meta-data and artefacts management such as WSDL, XSD, policy specification, BPEL process specifications, UDDI integration, and advanced integration within PEtALS service platform.

RuleML

Rule 

Annex A: Five groups of deduction rules

In this annex, we present all of the deduction rules we defined in our work. The deduction rules are classified under five groups. They are all written in SWRL. In Section 3.2 of Chapter 3, we presented only one rule for each group with an example of the deduction that can be inferred. A transformation expressed in an XSLT stylesheet describes the rules for transforming a source document into a result document. A stylesheet contains a set of template rules. A template rule has two parts: a pattern which is matched against nodes in the source document, and a template which can be instantiated to form part of the result document. This allows a stylesheet to be applicable to a wide class of documents that have similar source document structures. XSLT makes use of the expression language defined by XPath to select elements for processing, for conditional processing and for generating text.

GR.1: Role

The processor starts by processing the root node of the source document, finding in the stylesheet the best matching template for that node and evaluating the template's contents.

Instructions in each template generally direct the processor to either create nodes in the result document, or process more nodes in the source document in the same way as the root node.

XML source XSLT stylesheet

XSLT processor

XML result

Annex D: ATL D.1 Transformation with ATL

In this section, we will talk about the overall concept of how to do the transformation with ATL. The full discussion about ATL is in [START_REF] Jouault | Contribution à l'étude des langages de transformation de modèles[END_REF]. Another application of this tool is in [START_REF] Touzi | Aide à la conception de Système d'Information Collaboratif support de l'interopérabilité des enterprises[END_REF] which addresses a particular transformation of a BPMN model into a SOAbased UML model. This application is really relevant to our work because the BPMN output model of our work will be used as an input of this application. The ATL IDE provides the ATL wizard dedicated to create ATL files (*.atl). We create an ATL file to perform the three transformations listed previously, as shown in Fig. D.5:

Fig.D. 5 A part of the ATL file for transforming an XML model into a BPMN model

The ATL file has three parts: Meta-model declaration for defining the source and target meta-models. In this case, the source meta-model is defined as OUT: bpmn, and the target meta-model is defined as IN: XML.

Method is not a mandatory requirement but it is helpful when we have to use the same retrieving pattern several times. It is created under the keyword helper which can be called via the transformation rule. This is an example of helper for getting a string name:

--meta-model declaration module GMMF2BPMNeditor; create OUT : bpmn from IN : XML; ---------------------------------------------------------------------------------------------------------------- ---------------------------------------------------------------------------------------------------------------- The rule starts by finding only the elements named performsBusinessService. Then, it calls the helper getName() in order to find the real name of this element and define it as the name of the activity. Then, it calls another helper getId() in order to define the id of the activity. The transformations of both incomingMessages and incomingEdges are more complex. The main concept is to get every child element named flows and verify if all the flows found belong to this business service or not. Finally, the rule transforms the parent element (role) of this business service element into lane.

The ATL file is stored in a file called CPE2BPMN.atl. Furthermore, we have an additional file automatically created by the system: the ASM file stored in a file called CPE2BPMN.asm. The ASM file contains the ATL bytecode that corresponds to the generated transformation file. This bytecode is encoded into an XML language and is updated when the transformation file is saved. In the scope of the ATL IDE, the compilation policy is based on the default Eclipse compilation policy: compilation is automatically performed in the background when an edited ATL file is saved [ATL manual, 2006]. As shown in the table, Protégé and KAON are open source, while TopBraid is distributed under license. All three tools have extensibility capabilities. Protégé and TopBraid allow easy extension by means of plug-ins. KAON is based on application server architectures which also provide good extensibility features and multi-user support. These three tools store their ontologies in text files and also are able to store in a database. Thus, this makes it possible to manage larger ontologies. They have all been developed in Java. The editing capabilities in terms of language that each tool supports, as well as editing ontologies collaboratively are mostly the same, except Protégé which is not possible for collaborative editing. Some inference engines are listed in the table for each tool. Protégé provides more inference engines than others. TopBraid is delivered with Pellet in its package. All of them can check the consistency of ontologies created. The import and export features concern the interoperability aspect of each tool. Protégé is able to import and export more formats than the others, while KAON format can only be used with KAON tool.

From the above discussion, Protégé and TopBraid are not too different, except for the availability and collaborative editing issues. Since TopBraid is a commercial platform, it is more stable than Protégé [START_REF] Knublauch | TopBraid Composer and Protege-OWL[END_REF]. Based on our objectives and point of view, the tool we will use will have to interoperate with the other tools in our prototype (see Chapter 4), especially GMF (Graphical Modeling Framework). Thus, the import and export capabilities are also the outstanding criteria for us. Protégé seems to be a better choice than the others because it can deal with XML and XMI formats which are the main formats we use in interoperating between the different tools in our prototype.

Abstract:

Enterprises are now operating in an environment where market is more open, globalized, and competitive. Changes in market conditions are obliging enterprises to become involved in various kinds of industrial networks in order to maintain their business efficiency. The integration of business partners depends deeply on the ability to capture and share information seamlessly amongst the information systems (ISs) of different enterprises. The MISE (Mediation Information System Engineering) project was evolved in order to tackle this problem by providing an information technology solution for supporting the enterprise interoperability through ISs. It is developed on the basis of the MDE (Model Driven Engineering). This dissertation addresses the business level of the interoperability, and the CIM (Computer Independent Model) of the MDE. Its main objective is to develop a knowledge-based system for supporting the design of collaborative processes that conform to the BPMN (Business Process Modeling Notation). We propose to work at the upper level of the CIM to capture knowledge that allows us to characterize collaboration by basing on the perspectives and experiences of business partners. We use this knowledge together with the existing knowledge (instances about business processes) from the MIT Process Handbook for moving down to the CIM level. The prototype of our knowledge-based system is also developed in order to validate and evaluate the approach.
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Résumé:

Le marché industriel est aujourd'hui de plus en plus dynamique et compétitif.